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Abstract

In this paper we identify the *failures class*, a class of semantic models for describing concurrent systems. Each such model records all possible sequences of interaction, and gives some information about subsequent availability. Each model is associated with a predicate that determines how much availability information is recorded.

The general contribution of the paper is three-fold: we identify the relative strengths of models in terms of their defining predicates; we identify the maximal subset of the language over which each model induces a congruence; and we show how refinement in each model can be automatically tested.

More concretely, we apply these general results to specific instances of the class. In particular we construct a spectrum showing the relative strengths of four established models and three interesting new models, and we prove that only Roscoe’s stable failures and traces models define congruences over the *whole* language.

*Keywords:* CSP, process algebra, failures model, refinement

# Introduction

A variety of languages and semantic models, from process algebras such as CSP [[10](#_bookmark37)] and CCS [[11](#_bookmark38),[12](#_bookmark39)] through modal logics [[15](#_bookmark44),[4](#_bookmark33),[8](#_bookmark40)] to Petri nets [[14](#_bookmark41)], have been proposed for describing and reasoning about the properties of con- current systems. No one model is “better” than all the others: the choice and suitability of any given model depends on the requirements of the user.

We may impose an ordering on these models in terms of the number of identifications each makes: one model is *coarser* than another if whenever

1 Email: [christie@comlab.ox.ac.uk](mailto:christie@comlab.ox.ac.uk)

2 Email: [gavinl@comlab.ox.ac.uk](mailto:gavinl@comlab.ox.ac.uk)

1571-0661 © 2004 Elsevier B.V. Open access under [CC BY-NC-ND license.](http://creativecommons.org/licenses/by-nc-nd/3.0/)

doi:10.1016/j.entcs.2004.04.025

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAbCAYAAABMU775AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB2ElEQVQ4je2Uv27aUBTGP6OoqhTHslpo36BiAFa8ksoStAtMwAOUoZUyRDKSbZhaEskDgyUYnL1hahdo1QroWGbaoeINAKPY8h0Qsnw6tI7CnwrUOWe7536/891z7tXliAi7olqtGgBgGEZ1135kJ3VA3IP34H+Cvu8feZ53cijged6J7/tHkUQi8bNer789FKzVau+SyeSPiCRJI8uyKrPZ7Mk+aDqdPrUsqyJJ0iiiqurlcrl82Gw2z/eBzWbzfLVaPVBV9RJEhFKpdM3zvLdYLB4REYgIiqIYiqIY4dq27cc8z3vlcvk9Ef2ZqqZpF4wx3jTNs3+5maZ5xhjjNU27AACEFfP5/EdRFG9c1xU2HV3XFURRvCkUCh9C/e096rrecBxHbLfbrzfdWq3WG8dxRF3XG7fJsAIRIZvNfo7FYjPG2HHoyBg7jkaj81wu9+mudu3l6LremM/nsaurq1dhzrKsim3b0TU3ANzmL5fJZL5NJpNnxWKxAwCdTqccj8d/DYfD0zXhXXsiQr/ffw6AZFn+IsvyVwA0GAxON3VbYBAEXDqdHgmC4AqC4EqS9D0IAm4vSETodrsvARAA6vV6L3Zptnr8e3wulUqNAWA8Hqc4jtsS/QaIh0UFL9NVKQAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAaCAYAAACHD21cAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABuUlEQVQ4je2UsY7aQBBAx7tuQumGPwDDGkfKN1ABRRKONPkMZDrWMuks5TMowDYgnULFNyCx2NzlEyiuDQU7nhQnn+DiXE6pb6QtdneenmZntAYRQVmMRqMQACAMw1HZPSulXhFv4Bv4f2FOp9Ov1Wr12G63N68BNptN+3g8Vs0gCPxKpfJru91+YIzlL0F5nrPhcPj9dDq9Y+Px+Ntut3u/Wq0+/su2XC4/KaVcKeUEzuezWavVfrquu0NERkRAROB5Xuh5XljsEZG1Wi1Vr9fvtdacmaappZQTpZS7WCw+/82WJEl/v9+3pJQTzjkCEYHWmtu2fec4zr6wXhoRkQkhUtu277TWnIge28E5RynlJE1TJ0mS/nNbHMc3WZYJ3/cDzjkCAEBRQ2EVQqSIyAqj1po3m82s0WgcCtuTsbD6vh9kWSaiKBoU51EUDQ6HQ/PKBgDG5WeFiNx1XUVERqfT+QEAsF6vu4yxXCnlXvW5UBdrNpt9AQDq9Xq33W73FgBoPp8Pnuf9ASIicxxnb1nWg2VZD5cv/SJIRBBF0Q0AEABQHMf9spyrGi9nUgiRGYZBaZo6ZTP8G+m7SO8FT8rJAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAbCAYAAABMU775AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB3ElEQVQ4je2Uz4vaQBTHX2ShpY1RF7J/wnqK1+TqloC2Fz2pf8BuaaGFFiIko6fWXchBQUHR3Nt6aS+6y4K6x91e3VP9ExJSTR1BIeT10GZZfxSl5323efP9vO+8N8MwiAibIp/P6wAAuq7nN+0HNlI7xAP4AP4n6LruHqWU3RWglLKu6+4FBEG4LRaLH3YFC4XCR0EQbgOiKH5vNpsvTdM82AaZpnnQarVOJEm6Caiqejafzx9XKpV328Byufx+sVg8UlX1DBARstns52Aw+Mu27X1EBEQERVF0RVF0f23b9j7LstNcLvcJEf9MVdO00+l0GqzVam/+5VatVt9SSllN004BAMCvmEqlvkUikZ+O43Crjo7jcOFweJxOp7/6+rt7JISUxuNxpNFovFp1q9frryeTSZgQUrpL+hUQERKJxAXP8+ZsNnviO1JKn/I8byaTyfP72qWXQwgpWZbFG4Zx7OcMwzi2LItfcgMAZvWXi8fjV6PR6DCTyXwBAGi329loNPpjMBgcLQnv2yMi9Hq9ZwCAsixfyrJ8CQDY7/ePVnVroOd5jCiKN6FQaMJxnCNJ0rXnecxWEBGh0+m8AAAEAOx2u883adZ6/Ht8JhaLDQEAhsNhjGGYNdFvrKdFFi7Hy8oAAAAASUVORK5CYII=)bisimulation semantics 2−nested simulation semantics

**KEY:**

"is finer than" Failures Class

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAaCAYAAACHD21cAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABuElEQVQ4je2UPY7aQBSAn2fchNJNOAEY2zhSzkAaoEiyy1Z7DEzHWOt0Vo5BAzY/0io05AxIDLY3ucFSbBsK5vmliByZjbNZpd4nTTGa9+nT+9FoRARVMRqNQgCAMAxHVe+sknpGvIAv4P+FPplMruv1+n2n0/n6HGCz2bw7HA6v9SAIRK1W+7Hdbt8yxvKnoDzP2XA4/Hw8Hl+x8Xj8abfbvVmtVu//ZVsulx+klK4QIoDT6aQ3Go3vruvuEJERERAReJ4Xep4XFndEZO12WzabzW9KKc50XVdCiEBK6S4Wi49/s83n84v9ft8WQgSccwQiAqUUN03zznGcfWEtGxGR2badmKZ5p5TiRPRrHJxzFEIESZI4cRxfPrZFUTRI09T2ff+Gc44AAFDUUFgty0oRkRVGpRS3LCtttVpZYfttLKy+799kWWZFUTQo27Iss85sAKCVPytE5K7rSiLSut3uFwCA9XrdY4zlUkr3bM6FujjT6fQKAKjf79/2er1bAKDZbDZ4nPcHiIjMcZy9YRgPhmE8lDv9JEhEEEXRJQAQAFAcxxdVOWc1lnfStu1U0zRKksSp2uGf5+NI7aFor0AAAAAASUVORK5CYII=)possible−futures semantics

ready simulation semantics possible world semantics ready trace semantics

simulation semantics

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAbCAYAAABMU775AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB3ElEQVQ4je2Uz4vaQBTHX2ShpY1RF7J/wnqK1+TqloC2Fz2pf8BuaaGFFiIko6fWXchBQUHR3Nt6aS+6y4K6x91e3VP9ExJSTR1BIeT10GZZfxSl5323efP9vO+8N8MwiAibIp/P6wAAuq7nN+0HNlI7xAP4AP4n6LruHqWU3RWglLKu6+4FBEG4LRaLH3YFC4XCR0EQbgOiKH5vNpsvTdM82AaZpnnQarVOJEm6Caiqejafzx9XKpV328Byufx+sVg8UlX1DBARstns52Aw+Mu27X1EBEQERVF0RVF0f23b9j7LstNcLvcJEf9MVdO00+l0GqzVam/+5VatVt9SSllN004BAMCvmEqlvkUikZ+O43Crjo7jcOFweJxOp7/6+rt7JISUxuNxpNFovFp1q9frryeTSZgQUrpL+hUQERKJxAXP8+ZsNnviO1JKn/I8byaTyfP72qWXQwgpWZbFG4Zx7OcMwzi2LItfcgMAZvWXi8fjV6PR6DCTyXwBAGi329loNPpjMBgcLQnv2yMi9Hq9ZwCAsixfyrJ8CQDY7/ePVnVroOd5jCiKN6FQaMJxnCNJ0rXnecxWEBGh0+m8AAAEAOx2u883adZ6/Ht8JhaLDQEAhsNhjGGYNdFvrKdFFi7Hy8oAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAaCAYAAACHD21cAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABvUlEQVQ4je2UsY7aQBBAx7tuQumGPzCGNY6Ub6ACiiQcafIZyHS2Za6zlM+gANuAdAoV34DEYnO5T6C4NhTseFJERtzFuZxS30hb7O48Pc3OaDUigqoYj8cRAEAUReOqe1ZJvSLewDfw/0KfTqdf6/X6sdPpbF4DbDabzvF4rOthGAa1Wu3ndrv9wBgrXoKKomCj0ejb6XR6xzzPu93tdu9Xq9XHf9mWy+UnKaXj+/4Ezuezbprmg+M4O0RkRAREBK7rRq7rRuUeEVm73ZamaT4opTjTdV15nncrpXQWi8Xnv9nSNB3s9/u27/sTzjkCEYFSijcajR+2be9L67UREZkQIrMs614pxYnodzs45+j7/iTLMjtN08FzW5IkN3mei4sNAKCsQSnFLcu6F0JkiMhKo1KKt1qtvNlsHkrbxVhagyAI8zwXcRwPy/M4joeHw6EVBEF4sQGAdv1ZISJ3HEcSkdbtdr8DAKzX6x5jrJBSOk/6XKrLNZvNvgAA9fv9u16vdwcANJ/Ph8/z/gARkdm2vTcM49EwjMfrl34RJCKI4/gGAAgAKEmSQVXOkxqvZ1IIkWuaRlmW2VUz/AvZp0jnqfVvRwAAAABJRU5ErkJggg==)

failure semantics completed trace semantics

trace semantics

readiness semantics failure trace semantics

Fig. 1. Linear time – branching time spectrum of van Glabbeek [[19](#_bookmark47)], illustrating the positioning of the failures class of semantic models.

the second identifies two processes then so too does the first; in this case, we say that the second model is *ﬁner* than the first. In [[19](#_bookmark47)], van Glabbeek considers various semantic equivalences for modelling finitely branching, con- crete, sequential, non-deterministic processes. He presents them in a language- independent style, reducing them to eleven distinct models as illustrated in his linear time – branching time sprectrum: see Figure [1](#_bookmark0).

In this paper we put the bottom section of van Glabbeek’s spectrum under the microscope for further scrutiny. We identify the *failures class*, a particular class of semantic models of concurrent systems. Each such model records possible sequences of interaction, along with *refusal sets*, sets which contain information about the subsequent availability of operations. They do not explicitly model *divergence*, the possible occurrence of an infinite se- quence of hidden or internal actions. We use the process algebra Communi- cating Sequential Processes (CSP) [[10](#_bookmark37),[18](#_bookmark48)] to present a generalised description of elements within this class.

Each semantic model from the failures class is associated with a predicate on refusal sets; this predicate determines how much availability information is recorded. We use our generalised model: to explore the relative strengths of models of this class; to identify the maximal subset of the language for which each model defines a congruence; to consider for which such models is automatic refinement-checking possible; and to identify and consider the properties of models—both established and new—within this class.

The paper begins with a brief introduction to the syntax of CSP, in- troducing the standard operators along with processes that we will refer to throughout the rest of the paper; we follow this with a discussion of the stable failures model [[18](#_bookmark48)].

In Section [3](#_bookmark1) we formally identify the class of failures models central to the paper. Each such model is generated by a predicate that determines those refusal sets to be recorded; we identify the predicates associated with four established models: the stable failures model [[18](#_bookmark48)]; the traces model [[18](#_bookmark48)]; the singleton failures model [[1](#_bookmark30)]; and the completed trace model [[19](#_bookmark47)]. Furthermore we identify non-standard models within the class and discuss their potential applications. We show that the failures class of semantic models forms a complete lattice, and in particular that the stable failures model is the top element and the traces model the bottom element.

In Section [4](#_bookmark4) we explore which models are congruences with respect to which operators, and apply these general results to the particular models already identified. In particular we prove that the traces model and the stable failures model are the only members of the class that are congruences over the entire language. In Section [5](#_bookmark20) we consider the problem of automatic refinement checking, using existing tools. We demonstrate simple techniques that can be used within all the specific models considered in this paper, and also more complicated techniques that can be used for arbitrary models within the class.

We conclude in Section [6](#_bookmark29) with a discussion of related work. Throughout the paper we include in the main body of the text those proofs that shed light on the results they are establishing. The remaining proofs are left to the appendix.

# Overview of CSP

In this section we give a brief overview of the CSP syntax that we will be using, and of the stable failures model for CSP [[18](#_bookmark48)].

* 1. *Syntax*

In CSP a *process* is a pattern of communication that describes the behaviour of a system. Examples of systems that might be modelled in this language are individual machines, networks and protocols. Moreover simple components may be combined to create a composite process. Whatever the system, the behaviour is described in terms of *events* or synchronous atomic communica- tions, marking points in the evolution of the system.

The simplest process is *Stop*, the deadlocked process that will not perform any events and marks the end of a pattern of communication. The process div represents a divergent process, which performs unboundedly many internal events.

For any event *a* and process *P* , the process *a* → *P* is willing to communi- cate event *a* and, if that event occurs, will subsequently behave as *P* . If *A* is a

set of events, then ?*a* : *A* → *Pa* represents the process that is willing to com- municate any of the events from *A*, and if event *a* is performed, subsequently behaves as *Pa* . For later convenience we define *Offer* (*A*) =?*a* : *A* → div, the process that offers the events from *A*, and then diverges.

^

CSP has two choice operators: *P* *Q* represents the *external* choice and *P* H *Q* the *internal* (or non-deterministic) choice between processes *P* and *Q* ; the process H *i* : *I* | *p*(*i* ) • *Pi* represents an indexed internal choice between the processes *Pi* where *i* ranges over those members of *I* such that *p*(*i* ) holds. The process *P* Δ *Q* represents a process that initially acts like *P* , but at any point, *P* can be interrupted and control passed to *Q* .

Given processes *P* and *Q* and sets of events *A* and *B* (their respective interfaces), the process *P A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B Q* denotes the *parallel* combination of *P* and

*Q* . In such a parallel combination, a process can perform only those events that are in its interface and its cooperation is required if such an event is to occur; hence the processes synchronise on events in the intersection of their interfaces. By contrast, *P* ||| *Q* represents an interleaving of *P* and *Q* , i.e. a parallel composition with no synchronisation.

If *P* is a process and *A* a set of events, then the process *P* \ *A* behaves as *P* except that events from *A* are hidden (or made internal) so cannot be observed and do not require the cooperation of any other process.

* 1. *The stable failures model*

The stable failures model represents each process *P* by a pair in which the first component is a set of *traces* and the second a set of *failures*. A trace is an element of the type Σ , where Σ is the set of all events, and corresponds to a possible sequence of interaction. A failure is an element of the type Σ × P Σ; the first component is a trace and the second a *refusal set*, or set of events that might collectively be refused from a stable state (i.e. where no internal activity is possible) reached after the given trace.

∗

∗

The semantics of a process *P* is given by the pair (*traces*(*P* ), *failures*(*P* )). Furthermore, the functions *traces* and *failures* must satisfy the following health-

iness conditions:

⟨⟩ ∈ *traces*(*P* ), (T1)

*tr* - *tr* ' ∈ *traces*(*P* ) ⇒ *tr* ∈ *traces*(*P* ), (T2)

(*tr* , *X* ) ∈ *failures*(*P* ) ⇒ *tr* ∈ *traces*(*P* ), (F1)

(*tr* , *X* ∪ *Y* ) ∈ *failures*(*P* ) ⇒ (*tr* , *X* ) ∈ *failures*(*P* ), (F2) (*tr* , *Y* ) ∈ *failures*(*P* ) ∧ ∀ *x* ∈ *X* • *tr* - ⟨*x* ⟩ ∈/ *traces*(*P* ) ⇒

(F3)

(*tr* , *X* ∪ *Y* ) ∈ *failures*(*P* ).

The first condition (T1) states that the empty trace is a possible trace of every process and the second (T2) states that the set of traces of any process is prefix-closed. The third condition (F1) ensures consistency between failure and trace information. The fourth condition (F2) states that the set of refusal sets for every possible trace is subset closed. Finally, condition (F3) states that events that cannot be performed in a particular state may be added to a corresponding refusal set. Observe that the absence of the pair (*tr* , ∅) from the set *failures*(*P* ) for some *tr* ∈ *traces*(*P* ) indicates divergence. Semantic equations for the functions *traces* and *failures* can be found in Appendix [A](#_bookmark49).

Equivalence and refinement in the stable failures model can be defined as follows:

*P* ≡F *Q* ⇔ *traces*(*P* )= *traces*(*Q* ) ∧ *failures*(*P* )= *failures*(*Q* ),

*P* ±F *Q* ⇔ *traces*(*Q* ) ⊆ *traces*(*P* ) ∧ *failures*(*Q* ) ⊆ *failures*(*P* ).

The coarser traces model models a process only in terms of its traces. Equiv- alence and refinement in this model is defined by:

*P* ≡T *Q* ⇔ *traces*(*P* )= *traces*(*Q* ),

*P* ±T *Q* ⇔ *traces*(*Q* ) ⊆ *traces*(*P* ).

# The hierarchy of models

All the models we consider in this paper represent processes by a pair com- prising their traces and a *subset* of their failures. The subset of failures for any given model will be determined by a predicate *p* over refusal sets asso- ciated with that model; more precisely, a model associated with predicate *p* will include only those failures (*tr* , *X* ) such that *p*(*X* ) holds. We define:

*failuresp*(*P* ) =^ {(*tr* , *X* ) ∈ *failures*(*P* ) | *p*(*X* )},

to be those failures included in the model of predicate *p*. We then define the model M*p* to be the model that represents the process *P* by

M*p* [[*P* ]] =^ (*traces*(*P* ), *failuresp*(*P* )).

We can define equivalence and refinement in the model M*p* by:

*P* ≡*p Q* ⇔ *traces*(*P* )= *traces*(*Q* ) ∧ *failuresp*(*P* )= *failuresp*(*Q* ),

*P* ±*p Q* ⇔ *traces*(*Q* ) ⊆ *traces*(*P* ) ∧ *failuresp*(*Q* ) ⊆ *failuresp*(*P* ). The following four established models are all instances of this class:

*Stable failures model*

Roscoe’s stable failures model (F) [[18](#_bookmark48)] records *full* trace and failure informa- tion. Two processes are equivalent within this model if they share the same traces and the same failures. Hence the predicate that generates the stable failures model is *p*(*X* ) =^ true: equivalently, F = Mλ *X* • true .

The stable failures model may be used for reasoning about both safety and liveness properties for divergence-free processes. De Nicola [[5](#_bookmark34)] proves that for processes in which no internal events may occur (thereby precluding the use of the hiding operator) the stable failures semantic model is equivalent to his *testing equivalences* model [[6](#_bookmark35)].

*Traces model*

The traces model (T ) [[10](#_bookmark37),[18](#_bookmark48)] records *no* refusal information. Irrespective of their failures, two processes are equivalent within this model precisely when they share the same traces. Hence the predicate that generates the traces model is *p*(*X* ) = false: equivalently, T = Mλ *X* • false . The traces model may be used for reasoning about safety properties.

^

*Singleton failures model*

The singleton failures model (S) [[1](#_bookmark30),[2](#_bookmark31),[19](#_bookmark47)] records all trace information, and failures where the cardinality of the refusal set is at most one. Two processes are equivalent within this model if they share the same traces and if, after every such trace, they can refuse the same events *individually*. Hence the predicate that generates the singleton failures model is *p*(*X* ) = #*X* ≤ 1: equivalently, S = Mλ *X* • #*X* ≤1 . This model was defined to coincide with the relational

^

semantics of data types [[7](#_bookmark36)]: the refinement of data types is equivalent to the

singleton failures refinement of their corresponding processes.

*Completed trace model*

As well as recording all trace information, the completed trace model (CT )

[[19](#_bookmark47)] records all *completed traces*, that is traces after which no events can be

performed. Two processes are equivalent within this model if firstly they share the same traces, and secondly if one can deadlock after a given trace then so can the other. Hence *p*(*X* ) = *X* =Σ is the predicate that generates the completed trace model: equivalently, CT = Mλ *X* • *X* =Σ . The completed trace model may be used for reasoning about safety and deadlocking properties.

^

We have identified four established semantic models that are members of the failures class. Obviously there are many more members of this class— as many as there are predicates on refusal sets—and below we identify three predicates that yield potentially interesting or useful models.

*Stable traces model*

The model generated by the predicate *p*(*X* ) = *X* ={}, which we will refer to as the *stable traces* model (ST = Mλ *X* • *X* ={}), merits attention. The traces component records all possible traces whereas the failures component records only *stable* traces, traces after which the empty set can be refused. Hence this model, like Olderog and Hoare’s divergence model [[13](#_bookmark42)] and Reed’s untimed

^

stability model [[16](#_bookmark45)], does not record the unavailability of events, but does distinguish between deadlock and divergence:

ST [[*Stop*]] = {{⟨⟩}, {(⟨⟩, {})}} , ST [[ div ]] = {{⟨⟩}, {}} .

This model differs from the divergence and untimed stability models by the nondeterministic choice not being strict with respect to div.

*Bounded refusals model for N*

Another interesting model is that generated by the predicate *p*(*X* ) = #*X* ≤ *N* for any integer *N* such that 0 ≤ *N* ≤ #Σ. We will refer to this as the *bounded refusals* model for *N* (BR*N* = Mλ *X* • #*X* ≤*N* ). Such a model identifies two processes with the same traces if they agree upon refusal sets of cardinality at most *N* . For *N* = 0, *N* = 1 and (assuming finiteness of Σ) *N* = #Σ,

^

this yields respectively the stable traces, the singleton failures, and the stable failures models. A potential application for the bounded refusals model is for determining whether *N* processors within a distributed system of *M* > *N* processors could fail.

*Restricted refusals model for A*

A final potentially useful model within the failures class is that generated by the predicate *p*(*X* ) = *X* ⊆ *A* for any *A* such that {} ⊆ *A* ⊆ Σ. We will refer to this as the *restricted refusals* model for *A* (RR*A* = Mλ *X* • *X* ⊆*A*). Such a model identifies two processes with the same traces if they agree upon refusals with events only from *A*. For *A* = {} and *A* = Σ this yields respectively the

^

stable traces and the stable failures models. Such a model might be useful for situations in which we are concerned only about the availability of a particular subset of events.

The following two results consider the relative expressiveness of the mod- els in our class.

Theorem 3.1 *The failures class of semantic models forms a complete lattice, ordered according to implication of the corresponding predicates, with top ele- ment the stable failures model (*J = łλ *X* • true*), and bottom element the traces model (*7 = łλ *X* • false*).*

*Proof sketch If predicate p is stronger than predicate q then semantic model*

ł*q is ﬁner than semantic model* ł*p.*

Theorem 3.2 *If predicate q is not at least as strong as predicate p, i.e.* ч (6 *X* • *q* (*X* ) ⇒ *p*(*X* )), *then semantic model* ł*q distinguishes processes identiﬁed by model* ł*p.*

*Proof sketch Since* ч(6 *X* • *q* (*X* ) ⇒ *p*(*X* )) *there must be some set of events Xpq such that q* (*Xpq* ) л ч *p*(*Xpq* )*. We identify processes Ppq and Qpq such that traces*(*Ppq* ) = *traces*(*Qpq* ) *and failures*(*Ppq* ) = *failures*(*Qpq* ) ∪ {(⟨⟩, *Xpq*)} *so that Ppq* ≡*p Qpq but Ppq* /≡*q Qpq . In the case where Xpq is non-empty this is true of*

*Ppq* =^ *Offer* (Σ) H *Offer* (Σ — *Xpq* ),

*Qpq* =^ *Offer* (Σ) H ( H *Y* : P Σ | *Y* ⊂ *Xpq* • *Offer* (Σ — *Y* )).

*Where Xpq* = ∅*, it is true of Ppq* =^ *Offer* (Σ) *and Qpq* =^ *Offer* (Σ) div*.*

It follows directly from Theorems [3.1](#_bookmark2) and [3.2](#_bookmark3) that for processes with finite alphabet Σ, the relative strengths of the models identified in this section are as illustrated in Figure [2](#_bookmark5). Observe that the restricted refusals models,

{ҮҮ*A* | *A* ∈ P Σ}, form a complete sub-lattice, with the stable failures model (J = ҮҮΣ) as top element, and the stable traces model (£7 = ҮҮ{}) as bottom element.

# For which operators is ł*p* a congruence?

In this section we consider which models in our class are congruences with respect to which operators, identifing the maximal subset of the language for which each model induces a conguence and hence for which its semantics is compositional. A semantic model ł is a congruence with respect to unary operator *F* if we may express ł [[*F* (*P* )]] in terms of ł [[*P* ]]; and it is a
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Fig. 2. Hierarchy of models (where *a*, *a*' ∈ Σ and *a* /= *a*').

congruence with respect to binary operator ⊕ if we may express ł [[*P* ⊕ *Q* ]] in terms of ł [[*P* ]] and ł [[*Q* ]].

All the models associate the same traces with a given process, and the semantic equations for *traces* in Appendix [A](#_bookmark49) show that the traces of a compos- ite process can always be expressed in terms of the traces of the components. Hence we need consider only failures below.

All the models within the failures class are congruences with respect to the operators →, H, , Δ and |||.

Lemma 4.1 *For every predicate p, the model* ł*p deﬁnes a congruence on the subset of the language containing the operators* →*,* H*,* *,* Δ *and* |||*.*

However, as we will illustrate below, this result does not extend to subsets of the language containing either the parallel operator or the hiding operator.

* 1. *Hiding*

In this section we show that the model ł*p* is a congruence with respect to hiding of set *A* if and only if *p*(*X* ) ⇒ *p*(*X* ∪ *A*) for all sets *X* . We begin by proving in Lemma [4.2](#_bookmark7) the “only if” result for which we include the proof. The simpler proof for Lemma [4.3](#_bookmark9) is included in Appendix [B](#_bookmark52).

Lemma 4.2 *Semantic model* ł*p deﬁnes a congruence with respect to hiding of set A only if p*(*X* ) ⇒ *p*(*X* ∪ *A*) *for all sets X .*

*Proof Suppose p*(*X* ) *and* ч *p*(*X* ∪ *A*)*. We exhibit processes P and Q such that P* ≡*p Q but P* \ *A* /≡*p Q* \ *A. Let*

*P* =^ H *Y* : P Σ | *Y* ⊆ *X* ∪ *A* • *Offer* (Σ — *Y* ),

*Q* =^ H *Y* : P Σ | *Y* ⊂ *X* ∪ *A* • *Offer* (Σ — *Y* ).
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Fig. 3. *X* ∩ (*A* − *B* ) ⊆ *Y* ⊆ *X* ∩ *A*

*Then*

*traces*(*P* )= *traces*(*Q* )= {⟨⟩} ∪ {⟨*a*⟩| *a* ∈ Σ}, *failures*(*P* )= {(⟨⟩, *Y* ) | *Y* ⊆ *X* ∪ *A*}, *failures*(*Q* )= {(⟨⟩, *Y* ) | *Y* ⊂ *X* ∪ *A*}.

*Hence P* ≡*p Q: the only difference between P and Q is the failure* (⟨⟩, *X* ∪ *A*) *of P, but X* ∪ *A does not satisfy p. However* (⟨⟩, *X* ) ∈ *failures*(*P* \ *A*) — *failures*(*Q* \ *A*)*, so P* \ *A* /≡*p Q* \ *A, as required.*

We now prove the converse result.

Lemma 4.3 *If p*(*X* ) ⇒ *p*(*X* ∪ *A*) *for all sets X , then for all processes P, the set failuresp*(*P* \ *A*) *is expressible in terms of failuresp*(*P* )*.*

Corollary 4.4 *Model* ł*p deﬁnes a congruence with respect to hiding of ar- bitrary sets precisely when predicate p is upwards closed.*

* 1. *Parallel composition*

In this section we show that model ł*p* is a congruence with respect to the parallel composition ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAABCAYAAADuHp8EAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAEElEQVQImWNUkpP/z0AGAABJqQFgVEN8bgAAAABJRU5ErkJggg==) *A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAABCAYAAADuHp8EAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAEElEQVQImWNUkpP/z0AGAABJqQFgVEN8bgAAAABJRU5ErkJggg==)* if and only if

1. 6 *X* , *Y* : P Σ | *X* ∩ (*A* — *B* ) ⊆ *Y* ⊆ *X* ∩ *A* • *p*(*X* ) ⇒ *p*(*Y* ),
2. 6 *X* , *Z* : P Σ | *X* ∩ (*B* — *A*) ⊆ *Z* ⊆ *X* ∩ *B* • *p*(*X* ) ⇒ *p*(*Z* ).

The relationship *X* ∩ (*A* — *B* ) ⊆ *Y* ⊆ *X* ∩ *A* is illustrated in Figure [3](#_bookmark8). We begin by proving in Lemma [4.5](#_bookmark12) the “only if” result for which we include the proof. The simpler proof for Lemma [4.6](#_bookmark14) is included in the appendix.

If *X* is a refusal of *P A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B Q* then the corresponding refusals *Y* of *P* and *Z* of *Q* , as well as satisfying the predicate *Y* ∪ *Z* = *X* ∩ (*A* ∪ *B* ), will satisfy *X* ∩ (*A* — *B* ) ⊆ *Y* ⊆ *X* ∩ *A* and *X* ∩ (*B* — *A*) ⊆ *Z* ⊆ *X* ∩ *B* , respectively; conditions ([1](#_bookmark11)) and ([2](#_bookmark11)) say that if *X* satisfies *p* then so do *Y* and *Z* .

Lemma 4.5 *Semantic model* ł*p deﬁnes a congruence on a subset of the language containing the parallel operator ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAABCAYAAAAB3PQ6AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAEElEQVQImWNUkpP/z0AmAABPKQFgX6ABrgAAAABJRU5ErkJggg==)A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAABCAYAAADuHp8EAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAEElEQVQImWNUkpP/z0AGAABJqQFgVEN8bgAAAABJRU5ErkJggg==)* *only if conditions (*[*1*](#_bookmark11)*) and (*[*2*](#_bookmark11)*) hold.*

*Proof By symmetry, it is enough to consider just the case where condition (*[*1*](#_bookmark11)*) does not hold. So suppose X* ∩ (*A* — *B* ) ⊆ *Y* ⊆ *X* ∩ *A* л *p*(*X* ) л ч *p*(*Y* )*.*
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Fig. 4. Process *P A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAhCAYAAAALboFLAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAWElEQVQ4je3UMQ2AMBQE0NdSAbCwQoIP/DAjAx8IQAhsqMACCQNsVEIv+dO93PjD0PUjamz+mbEmTGgyKGLBFZFQZVbCdylmyl8KKqiggng/yo420904cD6zawj57yHizgAAAABJRU5ErkJggg==)* *B Q* can initially refuse the whole of *X* .

*We construct processes P, P* ' *and Q such that P* ≡*p P* ' *but P A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B Q* /≡*p*

*P* ' *A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B Q as follows:*

*P* =^ H *Z* : P Σ | *Z* ⊆ *Y* • *Offer* (Σ — *Z* ), *P* ' =^ H *Z* : P Σ | *Z* ⊂ *Y* • *Offer* (Σ — *Z* ), *Q* =^ *Offer* (*B* ∩ *Y* ).

*Then*

*traces*(*P* )= *traces*(*P* ')= {⟨⟩} ∪ {⟨*a*⟩| *a* ∈ Σ},

*failures*(*P* )= {(⟨⟩, *Z* ) | *Z* ⊆ *Y* },

*failures*(*P* ')= {(⟨⟩, *Z* ) | *Z* ⊂ *Y* },

*failures*(*Q* )= {(⟨⟩, *Z* ) | *Z* ∩ (*B* ∩ *Y* )= {}} .

*Hence P* ≡*p P* '*, because they differ only in the failure* (⟨⟩, *Y* ) *and Y does not satisfy p.*

*Observe that, as illustrated in Figure* [*4*](#_bookmark13)*, the process P A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B Q can initially refuse the whole of set X : any element in X* —(*A*∪*B* ) *lies outside the alphabets of both processes; any element in X* ∩ (*B* — *Y* ) *will be blocked by Q; and the remainder of X , i.e. the set Y , can be refused by P. However, since the process P* ' *cannot refuse the whole of Y , we conclude that P* ' *A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B Q cannot*

*initially refuse the whole of X . We see that*

(⟨⟩, *X* ) ∈ *failures*(*P A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B Q* ) — *failures*(*P* ' *A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B Q* ).

*Hence, since p*(*X* ) *is true, we conclude, as required, that PA ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B Q* /≡*p P* '*A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B Q.*

We now prove the converse result.

Lemma 4.6 *If conditions (*[*1*](#_bookmark11)*) and (*[*2*](#_bookmark11)*) hold, then for all processes P and Q,* *the set failuresp*(*P A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=)* *B Q* ) *is expressible in terms of the sets failuresp*(*P* ) *and failuresp*(*Q* )*.*

Corollary 4.7 *Model* ł*p deﬁnes a congruence with respect to parallel com- position with arbitrary interface sets precisely when predicate p is downwards closed, i.e.:*

1. 6 *X* , *Y* : P Σ | *Y* ⊆ *X* • *p*(*X* ) ⇒ *p*(*Y* ).
   1. *Summary*

In Theorem [4.8](#_bookmark17) below we apply the results establised in Lemma [4.1](#_bookmark6), and Corol- laries [4.4](#_bookmark10) and [4.7](#_bookmark15) to identify for each subset of the language the constraints on predicate *p* that ensure model ł*p* is a congruence. Theorems [4.9](#_bookmark18) and [4.10](#_bookmark19), in which we consider specific models, follow directly from Theorem [4.8](#_bookmark17).

Theorem 4.8 *Model* ł*p deﬁned on a language with operators*

*Ops* ⊆ { →, , H, Δ, ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=) , |||, \}

*is a congruence precisely when the following two predicates hold:*

• ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAsCAYAAACzBUKoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaElEQVQ4je3KwQnCQBQE0OeymLsNRNBbKogleLUYSV9WkFwtwA5SRAjksrfo3oU/MDAM73Bpzye88MTkewZcEzr0uP2AcMcj4ViOXMEZTaqAXQIHDhw4cOD/wEvZa8WtWDI+pe8KHjFvgM4Mvqk5RtgAAAAASUVORK5CYII=) ∈ *Ops* ⇒ ( 6 *X* , *Y* ∈ P Σ • *p*(*X* ∪ *Y* ) ⇒ *p*(*X* ) )*,*

• \ ∈ *Ops* ⇒ ( 6 *X* , *Y* ∈ P Σ • *p*(*X* ) ⇒ *p*(*X* ∪ *Y* ) )*.*

Theorem 4.9 *Both* 7 *and* J *deﬁne a congruence upon the whole language introduced in this paper. Moreover they are the* only *models within the class that satisfy this property.*

Theorem 4.10 *Of the other speciﬁc models we have considered:*

* *The Singleton Failures Model, the Stable Traces Model, and the Bounded Refusals Models are congruences with respect to all the operators except for* *hiding.*
* *The Restricted Refusals Model for A (*ҮҮ*A) is a congruence with respect to all the operators except for hiding of B for B* /⊆ *A.*
* *The Completed Traces Model is a congruence with respect to all the operators except for parallel composition.*

# Automatic analysis

FDR [[17](#_bookmark46),[9](#_bookmark43)] is a powerful analysis tool for CSP, which can be used to automat- ically check refinement of finite-state CSP processes in the traces and stable failures models. In this section we consider whether it can also be used to check for refinement in other models of our class, by encoding refinement in such models as failures and/or traces refinement checks.

We show first that such an encoding is possible for all models associated with predicates that are either upwards or downwards closed, as is the case with all the specific models we have considered in this paper. Then, in Sec- tion [5.3](#_bookmark25) we prove a corresponding result for the general case and discuss the practicalities of our rule. The proofs are included in the appendix.

* 1. *Downwards closed predicates*

To prove, for any predicate *p* that is downwards closed, that refinement within model ł*p* may be expressed in terms of refinement within 7 and J, we introduce the process *Rp* that can initially refuse any set *Y* such that *p*(*Y* ) is *true*, and that diverges after any event is performed:

*Rp* =^ H *Y* : P Σ | *p*(*Y* ) • *Offer* (Σ — *Y* ).

We observe that

*traces*(*Rp*)

= {⟨⟩} ∪ {⟨*a*⟩| ∃ *Y* • *p*(*Y* ) л *a* ∈ Σ — *Y* } [def *n* of *Rp*]

= {⟨⟩} ∪ {⟨*a*⟩| *a* ∈ Σ} [p downwards closed and not identically false]

*failures*(*Rp*)

= {(⟨⟩, *X* ) | ∃ *Y* • *p*(*Y* ) л *X* ⊆ *Y* } [def *n* of *Rp*]

= {(⟨⟩, *X* ) | *p*(*X* )} . [p is downwards closed]

The interleaving of process *Rp* with any process *P* then yields a process whose stable failures are equal to *failuresp*(*P* ).

Theorem 5.1 *Suppose predicate p is downwards closed, and p* /= λ *X* • *false. Then*

*P* ±*p Q* ⇔ *P* ±T *Q* л *P* ||| *Rp* ±F *Q* ||| *Rp*.

*where Rp is as deﬁned above.*

* 1. *Upwards closed predicates*

To prove, for any predicate *p* that is upwards closed, that refinement within model ł*p* may be expressed in terms of refinement within 7 and J, we introduce the process *Sp* that can initially refuse any set *Y* such that *p*(*Y* ) is *false*, and that diverges after any event is performed:

*Sp* =^ H *Y* : P Σ |ч *p*(*Y* ) • *Offer* (Σ — *Y* ).

We observe that

*traces*(*Sp*)

= {⟨⟩} ∪ {⟨*a*⟩| ∃ *Y* •ч *p*(*Y* ) л *a* ∈ Σ — *Y* } [def *n* of *Sp*]

= {⟨⟩} ∪ {⟨*a*⟩| *a* ∈ Σ} [p is upwards closed and not identically true]

*failures*(*Sp*)

= {(⟨⟩, *X* ) | E *Y* •ч *p*(*Y* ) Λ *X* ⊆ *Y* } [def *n* of *Sp*]

= {(⟨⟩, *X* ) |ч *p*(*X* )} . [p is upwards closed]

For convenience, we define a new syntactic operator, the non-deterministic interrupt operator: *P* ~ *S* = *P* H (*P* Δ *S* ). Process *S* non-deterministically may or may not be able to interrupt process *P* . Note that

^

*traces*(*P* ~ *S* )= *traces*(*P* ) ∪ {*tr* - *tr* ' | *tr* ∈ *traces*(*P* ) Λ *tr* ' ∈ *traces*(*S* )},

*failures*(*P* ~ *S* )= *failures*(*P* ) ∪

{(*tr* - *tr* ', *X* ) | *tr* ∈ *traces*(*P* ) Λ (*tr* ', *X* ) ∈ *failures*(*S* )}. The effect of non-deterministically interrupting any process *P* with the process *Sp* is to augment the failures set with trace refusal pairs (*tr* , *X* ) such that *tr*

is a trace of *P* and *p*(*X* ) is false.

Theorem 5.2 *Suppose predicate p is upwards closed, and p* /= λ *X* • *true. Then*

*P* ±*p Q* e *P* ~ *Sp* ±F *Q* ~ *Sp where Sp is as deﬁned above.*

* 1. *General predicates*

In this section we identify, for arbitrary predicate *p*, a rule for expressing refinement within model ł*p* in terms of refinement within 7 and J. We begin by considering refinement within a model concerned only with one fixed refusal set *A*: łλ *X* •*X* =*A*. If *A* is the empty set then *p* is downwards closed

and we may apply the results from Section [5.1](#_bookmark21). Hence we consider only the

cases where *A* /= ∅.

We use techniques similar to those applied in Sections [5.1](#_bookmark21) and [5.2](#_bookmark23): we interleave with the process *Offer* (Σ — *A*) to remove all failures in which the refusal set is not a subset of *A*, and then non-deterministically interrupt with the process H *Y* | *Y* ⊂ *A* • *Offer* (Σ — *Y* ) thereby adding failures in which the refusal set is a strict subset of *A*.

Lemma 5.3 *Given any processes P and Q and any set of events A* /= ∅*, P* ±λ *X* •*X* =*A Q* e *P* ±T *Q* Λ ((*P* ||| *TA*) ~ *UA*) ±F ((*Q* ||| *TA*) ~ *UA*)

*where TA* = *Offer* (Σ — *A*) *and UA* = H *Y* : P Σ | *Y* ⊂ *A* • *Offer* (Σ — *Y* )*.*

We now prove that checkability is closed under disjunctions over corre- sponding predicates: if ±*p* and ±*q* are checkable then so is ±*p*∨*q* .

Lemma 5.4 *Given any processes P and Q and predicates p and q, P* ±*p*∨*q Q* e *P* ±*p Q* Λ *P* ±*q Q* .

It follows immediately from the previous two results, and the associativity of Λ and V that ±*p* is checkable for any predicate *p*.

Theorem 5.5 *For any predicate p over a ﬁnite alphabet* Σ *we may express reﬁnement within model* ł*p in terms of reﬁnement within* 7 *and* J *. In particular,*

*P* ±*p Q*

e *P* ±T *Q* Λ

*X* ∈P Σ|*p*(*X* )

*i* *i*

(*P* ||| *Offer* (Σ — *Xi* )) ~ (H *Y* | *Y* ⊂ *Xi* • *Offer* (Σ — *Y* ))

±F

(*Q* ||| *Offer* (Σ — *Xi* )) ~(H *Y* | *Y* ⊂ *Xi* • *Offer* (Σ — *Y* )).

In Sections [5.1](#_bookmark21) and [5.2](#_bookmark23) we showed that verification of refinement in model ł*p* for upwards or downwards closed predicate *p* is relatively straightforward requiring only one refinement check in each of 7 and J. However, we observe from Theorem [5.5](#_bookmark28) above, that such a refinement is not so straightforward in general. Indeed, in the worst case—when there are no subsets of {*X* ∈ P Σ | *p*(*X* )} that are either upwards or downwards closed over Σ—verifying refinement in model ł*p* will require *O* (#{*X* ∈ P Σ | *p*(*X* )}) refinement checks.

# Discussion

In this paper we have identified the *failures class*, a particular family of se- mantic models for describing concurrent systems, each model recording all trace information and possibly some information about subsequent availabil- ity of events. The amount of availability—or rather possibility of refusal— information recorded by each model is determined by the predicate on sets of events with which it is associated.

We discussed in detail four established models that are members of this class: Roscoe’s traces and stable failures model [[18](#_bookmark48)]; Bolton’s singleton failures model [[1](#_bookmark30),[2](#_bookmark31)]; and van Glabbeek’s completed trace model [[19](#_bookmark47)]. We examined also three non-established models within this family. Having proved that the failures class forms a complete lattice we identified the position within the lattice of each of these models, thereby exposing their relative strengths.

For each model we identified the maximal sublanguage over which the model induces a congruence, verifying that only the traces and the stable failures semantics are fully compositional. Finally, by expressing such a re- finement in terms of refinement within the traces and stable failures models, we presented techniques for using the model-checker FDR [[17](#_bookmark46),[9](#_bookmark43)] to verify re- finement within any model in this class.

To put this work in a wider context, we have put under the micro- scope a small section of van Glabbeek’s linear time – branching time spec- trum [[19](#_bookmark47)], presenting an entire sub-lattice. The top and bottom elements of our sub-lattice are Roscoe’s stable failures and traces models—identified re- spectively as “failures semantics” and “trace semantics” within van Glabbeek’s spectrum—the other model they share being the completed trace model.

A related paper [[3](#_bookmark32)] extends and explores practical applications of the work described here. Non-standard measures of consistency are identified and motivated. Verification of consistency within each such measure can be seen as a refinement in one of the models of the current paper and hence can be performed automatically using existing tools.
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# Semantic equations

The functions *traces* and *failures* satisfy the following equations [3](#_bookmark51) :

*traces*(*Stop*)= {⟨⟩},

*failures*(*Stop*)= {(⟨⟩, *X* ) | *X* ∈ P Σ},

*traces*(div)= {⟨⟩},

*failures*(div)= {},

*traces*(*a* → *P* )= {⟨⟩ } ∪ { ⟨*a*⟩ - *tr* | *tr* ∈ *traces*(*P* ) },

*failures*(*a* → *P* )= {(⟨⟩, *X* ) | *X* ∈ P Σ ∧ *a* ∈/ *X* } ∪

{(⟨*a*⟩ - *tr* , *X* ) | (*tr* , *X* ) ∈ *failures*(*P* )},

*traces*(?*a* : *A* → *Pa* )= {⟨⟩} ∪ {⟨*a*⟩ - *tr* | *a* ∈ *A* ∧ *tr* ∈ *traces*(*Pa* )},

*failures*(?*a* : *A* → *Pa* )= {(⟨⟩, *X* ) | *X* ∈ P Σ ∧ *A* ∩ *X* = {}} ∪

{(⟨*a*⟩-*tr* , *X* ) | *a* ∈ *A* ∧ (*tr* , *X* ) ∈ *failures*(*Pa* )},

*traces*(*Offer* (*A*)) = {⟨⟩} ∪ {⟨*a*⟩| *a* ∈ *A*}, *failures*(*Offer* (*A*)) = {(⟨⟩, *X* ) | *X* ∈ P Σ ∧ *A* ∩ *X* = {}},

3 Note in particular that div has no stable failures, because it never reaches a stable state; and *P* Δ *Q* has no failures corresponding to *P* , because in such states it can be interrupted at any point, so never stabilises.

*traces*(*P* *Q* )= *traces*(*P* ) ∪ *traces*(*Q* ),

*failures*(*P* *Q* )= {(⟨⟩, *X* ) ∈ *failures*(*P* ) ∩ *failures*(*Q* )}∪

{(*tr* , *X* ) ∈ *failures*(*P* ) ∪ *failures*(*Q* ) | *tr* /= ⟨⟩},

*traces*(*P* H *Q* )= *traces*(*P* ) ∪ *traces*(*Q* ),

*failures*(*P* H *Q* )= *failures*(*P* ) ∪ *failures*(*Q* ),

*traces*(H *i* : *I* | *p*(*i* ) • *Pi* )= [{*traces*(*Pi* ) | *i* ∈ *I* ∧ *p*(*i* )},

*failures*(H *i* : *I* | *p*(*i* ) • *Pi* )

= [{*failures*(*Pi* ) | *i* ∈ *I* ∧ *p*(*i* )},

*traces*(*P* Δ *Q* )= {*tr* - *tr* ' | *tr* ∈ *traces*(*P* ) ∧ *tr* ' ∈ *traces*(*Q* )},

*failures*(*P* Δ *Q* )= {(*tr* - *tr* ', *X* ) | *tr* ∈ *traces*(*P* ) ∧

(*tr* ', *X* ) ∈ *failures*(*Q* )},

∗

*traces*(*P A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAhCAYAAAALboFLAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAWElEQVQ4je3UMQ2AMBQE0NdSAbCwQoIP/DAjAx8IQAhsqMACCQNsVEIv+dO93PjD0PUjamz+mbEmTGgyKGLBFZFQZVbCdylmyl8KKqiggng/yo420904cD6zawj57yHizgAAAABJRU5ErkJggg==)* *B Q* )= {*tr* ∈ (*A* ∪ *B* )

| *tr* T *A* ∈ *traces*(*P* ) ∧

*tr* T *B* ∈ *traces*(*Q* )},

*failures*(*P A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAhCAYAAAALboFLAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAWElEQVQ4je3UMQ2AMBQE0NdSAbCwQoIP/DAjAx8IQAhsqMACCQNsVEIv+dO93PjD0PUjamz+mbEmTGgyKGLBFZFQZVbCdylmyl8KKqiggng/yo420904cD6zawj57yHizgAAAABJRU5ErkJggg==)* *B Q* )= {(*tr* , *X* ) ∈ (*A* ∪ *B* ) × P Σ |

∗

∃ *Y* ∈ P *A*; *Z* ∈ P *B* ; *W* ∈ P(Σ − *A* − *B* ) •

(*tr* T *A*, *Y* ) ∈ *failures*(*P* ) ∧ (*tr* T *B* , *Z* ) ∈ *failures*(*Q* ) ∧ *X* = *Y* ∪ *Z* ∪ *W* },

*traces*(*P* ||| *Q* )= {*tr* |∃ *trP* ∈ *traces*(*P* ), *trQ* ∈ *traces*(*Q* ) •

*tr* ∈ *trP* ||| *trQ* },

*failures*(*P* ||| *Q* )= {(*tr* , *X* ) | ∃ *trP* , *trQ* • (*trP* , *X* ) ∈ *failures*(*P* ) ∧

(*trQ* , *X* ) ∈ *failures*(*Q* ) ∧

*tr* ∈ *trP* ||| *trQ* },

*traces*(*P* \ *A*)= { *tr* \ *A* | *tr* ∈ *traces*(*P* ) },

*failures*(*P* \ *A*)= {(*tr* \ *A*, *X* ) | (*tr* , *A* ∪ *X* ) ∈ *failures*(*P* )}.

In the equations for *P* ||| *Q* , the notation *trP* ||| *trQ* represents all ways of interleaving the traces *trP*

and *trQ* ; see [[18](#_bookmark48)].

# Proofs

Proof of Lemma [4.1](#_bookmark6)

For any predicate *p* the following all hold:

*failuresp* (*a* → *P* )= { (⟨⟩, *X* ) | *p*(*X* ) ∧ *a* ∈/ *X* }∪

{ (⟨*a*⟩ - *tr* , *X* ) | (*tr* , *X* ) ∈ *failuresp* (*P* ) },

*failuresp* (?*a* : *A* → *Pa* )= { (⟨⟩, *X* ) | *p*(*X* ) ∧ *A* ∩ *X* = {} } ∪

{ (⟨*a*⟩ - *tr* , *X* ) | *a* ∈ *A* ∧ (*tr* , *X* ) ∈ *failuresp* (*Pa* ) },

*failuresp* (*P* H *Q* )= *failuresp* (*P* ) ∪ *failuresp* (*Q* ),

*failuresp* (*P* *Q* )= { (⟨⟩, *X* ) ∈ *failuresp* (*P* ) ∩ *failuresp* (*Q* ) }

∪

{ (*tr* , *X* ) ∈ *failuresp* (*P* ) ∪ *failuresp* (*Q* ) | *tr* /= ⟨⟩ },

*failuresp* (*P* Δ *Q* )= {(*tr* - *tr* ', *X* ) | *tr* ∈ *traces*(*P* ) ∧

(*tr* ', *X* ) ∈ *failuresp* (*Q* )},

*failuresp* (*P* ||| *Q* )= {(*tr* , *X* ) | ∃ *trP* , *trQ* • (*trP* , *X* ) ∈ *failuresp* (*P* ) ∧

(*trQ* , *X* ) ∈ *failuresp* (*Q* ) ∧

*tr* ∈ *trP* ||| *trQ* }.

Consider first the case of the external choice operator:

*failuresp* (*P* *Q* )

=

{ (⟨⟩, *X* ) ∈ *failures*(*P* ) ∩ *failures*(*Q* ) | *p*(*X* ) }

∪

{ (*tr* , *X* ) ∈ *failures*(*P* ) ∪ *failures*(*Q* ) | *tr* /= ⟨⟩ ∧ *p*(*X* ) }

[def *n* of *failuresp* and *failures*]

=

{ (⟨⟩, *X* ) ∈ *failures*(*P* ) | *p*(*X* ) } ∩ { (⟨⟩, *X* ) ∈ *failures*(*Q* ) | *p*(*X* ) }

∪

{ (*tr* , *X* ) ∈ *failures*(*P* ) | *tr* /= ⟨⟩ ∧ *p*(*X* ) }

∪

{ (*tr* , *X* ) ∈ *failures*(*Q* ) | *tr* /= ⟨⟩ ∧ *p*(*X* ) }

=

{ (⟨⟩, *X* ) ∈ *failuresp* (*P* ) ∩ *failuresp* (*Q* ) }

∪

{ (*tr* , *X* ) ∈ *failuresp* (*P* ) ∪ *failuresp* (*Q* ) | *tr* /= ⟨⟩ }.

[set theory]

[def *n* of *failuresp* ]

The proofs of the other results follow similar lines.

Proof of Lemma [4.3](#_bookmark9)

Suppose *p*(*X* ) ⇒ *p*(*X* ∪ *A*) for all sets *X* . We reason as follows:

*failuresp* (*P* \ *A*)

= { (*tr* , *X* ) ∈ *failures*(*P* \ *A*) | *p*(*X* ) } [def *n* of *failuresp* ]

= { (*tr* \ *A*, *X* ) | (*tr* , *A* ∪ *X* ) ∈ *failures*(*P* ) ∧ *p*(*X* ) } [def *n* of *failures*]

=

{ (*tr* \ *A*, *X* ) | (*tr* , *A* ∪ *X* ) ∈ *failures*(*P* ) ∧ *p*(*A* ∪ *X* ) ∧ *p*(*X* ) }

[*p*(*X* ) ⇒ *p*(*A* ∪ *X* )]

= { (*tr* \ *A*, *X* ) | (*tr* , *A* ∪ *X* ) ∈ *failuresp* (*P* ) ∧ *p*(*X* ) }. [def *n* of *failuresp* ]

Proof of Lemma [4.6](#_bookmark14)

We reason as follows:

*failuresp* (*P A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAhCAYAAAALboFLAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAWElEQVQ4je3UMQ2AMBQE0NdSAbCwQoIP/DAjAx8IQAhsqMACCQNsVEIv+dO93PjD0PUjamz+mbEmTGgyKGLBFZFQZVbCdylmyl8KKqiggng/yo420904cD6zawj57yHizgAAAABJRU5ErkJggg==)* *B Q* )

= { (*tr* , *X* ) ∈ *failures*(*P A ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAhCAYAAAALboFLAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAWElEQVQ4je3UMQ2AMBQE0NdSAbCwQoIP/DAjAx8IQAhsqMACCQNsVEIv+dO93PjD0PUjamz+mbEmTGgyKGLBFZFQZVbCdylmyl8KKqiggng/yo420904cD6zawj57yHizgAAAABJRU5ErkJggg==)* *B Q* ) | *p*(*X* ) } [def *n* of *failuresp* ]

= { (*tr* , *X* ) ∈ (*A* ∪ *B* ) × P Σ | *p*(*X* ) ∧

∗

∃ *Y* ∈ P *A*; *Z* ∈ P *B* ; *W* ∈ P(Σ − *A* − *B* ) •

*X* = *Y* ∪ *Z* ∪ *W* ∧

(*tr* T *A*, *Y* ) ∈ *failures*(*P* ) ∧ (*tr* T *B* , *Z* ) ∈ *failures*(*Q* ) }

[def *n* of *failures*]

= { (*tr* , *X* ) ∈ (*A* ∪ *B* ) × P Σ | *p*(*X* ) ∧

∗

∃ *Y* ∈ P *A*; *Z* ∈ P *B* ; *W* ∈ P(Σ − *A* − *B* ) •

*X* = *Y* ∪ *Z* ∪ *W* ∧

*X* ∩ (*A* − *B* ) ⊆ *Y* ⊆ *X* ∩ *A* ∧

*X* ∩ (*B* − *A*) ⊆ *Z* ⊆ *X* ∩ *B* ∧

(*tr* T *A*, *Y* ) ∈ *failures*(*P* ) ∧ (*tr* T *B* , *Z* ) ∈ *failures*(*Q* ) }

[set theory]

= { (*tr* , *X* ) ∈ (*A* ∪ *B* ) × P Σ | *p*(*X* ) ∧

∗

∃ *Y* ∈ P *A*; *Z* ∈ P *B* ; *W* ∈ P(Σ − *A* − *B* ) •

*X* = *Y* ∪ *Z* ∪ *W* ∧

*p*(*Y* ) ∧ *p*(*Z* ) ∧

[conditions ([1](#_bookmark11)) and ([2](#_bookmark11))]

(*tr* T *A*, *Y* ) ∈ *failures*(*P* ) ∧ (*tr* T *B* , *Z* ) ∈ *failures*(*Q* ) }

= { (*tr* , *X* ) ∈ (*A* ∪ *B* ) × P Σ | *p*(*X* ) ∧

∗

∃ *Y* ∈ P *A*; *Z* ∈ P *B* ; *W* ∈ P(Σ − *A* − *B* ) •

*X* = *Y* ∪ *Z* ∪ *W* ∧

(*tr* T *A*, *Y* ) ∈ *failuresp* (*P* ) ∧

(*tr* T *B* , *Z* ) ∈ *failuresp* (*Q* ) }.

[def *n* of *failuresp* ]

Proof of Corollary [4.7](#_bookmark15)

We must show the above condition ([3](#_bookmark16)) is equivalent to the conjunctions of conditions ([1](#_bookmark11)) and ([2](#_bookmark11)) for all *A* and *B* . Firstly, taking *A* = *B* = Σ in condition ([1](#_bookmark11)) gives condition ([3](#_bookmark16)). Conversely, assume condition ([3](#_bookmark16)) and suppose *X* ∩ (*A* − *B* ) ⊆ *Y* ⊆ *X* ∩ *A*; then *Y* ⊆ *X* , so *p*(*X* ) ⇒ *p*(*Y* ).

Proof of Theorem [4.9](#_bookmark18)

Theorem [4.8](#_bookmark17) tells us that model M*p* is a congruence upon the whole language precisely when the following predicate holds:

∀ *X* , *Y* ∈ P Σ • (*p*(*X* ) ⇒ *p*(*X* ∪ *Y* )) ∧ (*p*(*X* ∪ *Y* ) ⇒ *p*(*X* )) .

Equivalently, if *p* is ever true it must be true for the whole of P Σ. This occurs precisely when *p* is identically true or identically false. Hence F (or Mλ *X* • true) and T (or Mλ *X* • false) are the only models that are congruences upon the whole language.

Proof of Theorem [5.1](#_bookmark22)

Note that for process *Rp* with traces and failures as identified in Section [5.1](#_bookmark21):

*traces*(*P* ||| *Rp* )= {*tr* |∃ *tr* ' ∈ *traces*(*P* ), *a* ∈ Σ • *tr* ∈ *tr* ' ||| ⟨*a*⟩},

and similarly for *Q* ||| *Rp* ; in particular

*traces*(*Q* ) ⊆ *traces*(*P* ) ⇒ *traces*(*Q* ||| *Rp* ) ⊆ *traces*(*P* ||| *Rp* ).

Further

*failures*(*P* ||| *Rp* )

= {(*tr* , *X* ) | (*tr* , *X* ) ∈ *failures*(*P* ) ∧ (⟨⟩, *X* ) ∈ *failures*(*Rp* )}

= {(*tr* , *X* ) | (*tr* , *X* ) ∈ *failures*(*P* ) ∧ *p*(*X* )}

= *failuresp* (*P* ),

and similarly for *Q* ||| *Rp* . Hence

*P* ±T *Q* ∧ *P* ||| *Rp* ±F *Q* ||| *Rp*

⇔ *traces*(*Q* ) ⊆ *traces*(*P* ) ∧

*traces*(*Q* ||| *Rp* ) ⊆ *traces*(*P* ||| *Rp* ) ∧

*failures*(*Q* ||| *Rp* ) ⊆ *failures*(*P* ||| *Rp* )

[def *n* of ±T and ±F ]

⇔ *traces*(*Q* ) ⊆ *traces*(*P* ) ∧ *failuresp* (*Q* ) ⊆ *failuresp* (*P* ) [above results]

⇔ *P* ±*p Q* . [def *n* of ±*p* ]

Proof of Theorem [5.2](#_bookmark24)

Note that for process *Sp* with traces and failures as identified in Section [5.2](#_bookmark23):

(B.1) *traces*(*Q* ) ⊆ *traces*(*P* ) ⇒ *traces*(*Q* ~ *Sp* ) ⊆ *traces*(*P* ~ *Sp* ). Further:

*failures*(*P* ~ *Sp* )

= *failures*(*P* ) ∪ {(*tr* - *tr* ', *X* ) | *tr* ∈ *traces*(*P* ) ∧ (*tr* ', *X* ) ∈ *failures*(*Sp* )}

= *failures*(*P* ) ∪ {(*tr* , *X* ) | *tr* ∈ *traces*(*P* ) ∧¬ *p*(*X* )}, and similarly for *Q* ~ *Sp* . Hence

*P* ~ *Sp* ±F *Q* ~ *Sp*

⇔ *traces*(*Q* ~ *Sp* ) ⊆ *traces*(*P* ~ *Sp* ) ∧

*failures*(*Q* ~ *Sp* ) ⊆ *failures*(*P* ~ *Sp* )

[def *n* of ±F ]

⇔ *traces*(*Q* ~ *Sp* ) ⊆ *traces*(*P* ~ *Sp* ) ∧

*failures*(*Q* ) ∪ {(*tr* , *X* ) | *tr* ∈ *traces*(*Q* ) ∧¬ *p*(*X* )}⊆

*failures*(*P* ) ∪ {(*tr* , *X* ) | *tr* ∈ *traces*(*P* ) ∧¬ *p*(*X* )}

⇔ *traces*(*Q* ~ *Sp* ) ⊆ *traces*(*P* ~ *Sp* ) ∧

{(*tr* , *X* ) ∈ *failures*(*Q* ) | *p*(*X* )}∪

{(*tr* , *X* ) ∈ *failures*(*Q* ) |¬ *p*(*X* )}∪

{(*tr* , *X* ) | *tr* ∈ *traces*(*Q* ) ∧¬ *p*(*X* )}

[above result]

[for all *X* , *p*(*X* ) or ¬ *p*(*X* )]

⊆

{(*tr* , *X* ) ∈ *failures*(*P* ) | *p*(*X* )}∪

{(*tr* , *X* ) ∈ *failures*(*P* ) |¬ *p*(*X* )}∪

{(*tr* , *X* ) | *tr* ∈ *traces*(*P* ) ∧¬ *p*(*X* )}

⇔

*traces*(*Q* ~ *Sp* ) ⊆ *traces*(*P* ~ *Sp* ) ∧

*failuresp* (*Q* ) ⊆ *failuresp* (*P* ) ∧

{(*tr* , *X* ) | *tr* ∈ *traces*(*Q* ) ∧¬ *p*(*X* )}⊆

{(*tr* , *X* ) | *tr* ∈ *traces*(*P* ) ∧¬ *p*(*X* )}

[def *n* of *failuresp* ; condition (F1)]

⇔ *traces*(*Q* ~ *Sp* ) ⊆ *traces*(*P* ~ *Sp* ) ∧ *failuresp* (*Q* ) ⊆ *failuresp* (*P* ) ∧ *traces*(*Q* ) ⊆ *traces*(*P* ) ∧

[*p* is not identically *true*]

⇔ *failuresp* (*Q* ) ⊆ *failuresp* (*P* ) ∧ *traces*(*Q* ) ⊆ *traces*(*P* ) [equation ([B.1](#_bookmark53))]

⇔ *P* ±*p Q* . [def *n* of ±*p* ]

Proof of Lemma [5.3](#_bookmark26)

Observe that since *A* /= ∅,

*failures*(*UA*)= {(⟨⟩, *X* ) | *X* ⊂ *A*},

*failures*(*TA*)= {(⟨⟩, *X* ) | *X* ⊆ *A*},

(B.2)

*failures*(*P* ||| *TA*)= {(*tr* , *X* ) | (*tr* , *X* ) ∈ *failures*(*P* ) ∧ (⟨⟩, *X* ∈ *failures*(*TA*)}

= {(*tr* , *X* ) ∈ *failures*(*P* ) | *X* ⊆ *A*},

and similarly for *failures*(*Q* ||| *TA*).

In the reasoning below, we make use of the well-known result that all the CSP operators are monotonic with respect to inclusion of traces [[18](#_bookmark48)]. Given processes *P* and *Q* and set of events *A* /= ∅, we reason as follows:

*P* ±T *Q* ∧ (*P* ||| *TA*) ~ *UA* ±F (*Q* ||| *TA* ) ~ *UA*

⇔

*traces*(*Q* ) ⊆ *traces*(*P* ) ∧

*traces*((*Q* ||| *TA*) ~ *UA*) ⊆ *traces*((*P* ||| *TA* ) ~ *UA*) ∧

*failures*((*Q* ||| *TA*) ~ *UA*) ⊆ *failures*((*P* ||| *TA*) ~ *UA*)

[def *n* s of ±T and ±F ]

⇔

*traces*(*Q* ) ⊆ *traces*(*P* ) ∧

*failures*((*Q* ||| *TA*) ~ *UA*) ⊆ *failures*((*P* ||| *TA*) ~ *UA*)

[monotonicity]

⇔

*traces*(*Q* ) ⊆ *traces*(*P* ) ∧

*failures*(*Q* ||| *TA*) ∪

{(*tr* - *tr* ', *X* ) | *tr* ∈ *traces*(*Q* ||| *TA*) ∧ (*tr* ', *X* ) ∈ *failures*(*UA*) }

[def *n* of ~]

⊆

*failures*(*P* ||| *TA*) ∪

{(*tr* - *tr* ', *X* ) | *tr* ∈ *traces*(*P* ||| *TA*) ∧ (*tr* ', *X* ) ∈ *failures*(*UA*) }

⇔

*traces*(*Q* ) ⊆ *traces*(*P* ) ∧

[one point rule and def *n* of *UA*]

*failures*(*Q* ||| *TA*) ∪ {(*tr* , *X* ) | *tr* ∈ *traces*(*Q* ||| *TA*) ∧ *X* ⊂ *A*}

⊆ *failures*(*P* ||| *TA*) ∪ {(*tr* , *X* ) | *tr* ∈ *traces*(*P* ||| *TA*) ∧ *X* ⊂ *A*}

⇔

*traces*(*Q* ) ⊆ *traces*(*P* ) ∧

{(*tr* , *X* ) ∈ *failures*(*Q* ||| *TA*) | *X* /⊂ *A*}

⊆ {(*tr* , *X* ) ∈ *failures*(*P* ||| *TA*) | *X* /⊂ *A*} ∧

{(*tr* , *X* ) | *tr* ∈ *traces*(*Q* ||| *TA*) ∧ *X* ⊂ *A*}

⊆ {(*tr* , *X* ) | *tr* ∈ *traces*(*P* ||| *TA*) ∧ *X* ⊂ *A*}

[set theory and condition F1]

⇔

*traces*(*Q* ) ⊆ *traces*(*P* ) ∧

{(*tr* , *X* ) ∈ *failures*(*Q* ||| *TA*) | *X* /⊂ *A*}

⊆ {(*tr* , *X* ) ∈ *failures*(*P* ||| *TA*) | *X* /⊂ *A*}

[set theory and monotonicity]

⇔

*traces*(*Q* ) ⊆ *traces*(*P* ) ∧

{(*tr* , *X* ) ∈ *failures*(*Q* ) | *X* ⊆ *A* ∧ *X* /⊂ *A*}

⊆ {(*tr* , *X* ) ∈ *failures*(*P* ) | *X* ⊆ *A* ∧ *X* /⊂ *A*}

[equation ([B.2](#_bookmark54))]

⇔

*traces*(*Q* ) ⊆ *traces*(*P* ) ∧

[predicate calculus and set theory]

{(*tr* , *X* ) ∈ *failures*(*Q* ) | *X* = *A*}⊆ {(*tr* , *X* ) ∈ *failures*(*P* ) | *X* = *A*}

⇔

*P* ±λ *X* •*X* =*A Q* .

[def *n* of ±*p* ]

Proof of Lemma [5.4](#_bookmark27)

*P* ±*p Q* ∧ *P* ±*q Q*

⇔ *traces*(*P* ) ⊇ *traces*(*Q* ) ∧

{(*tr* , *X* ) ∈ *failures*(*P* ) | *p*(*X* )}⊇ {(*tr* , *X* ) ∈ *failures*(*Q* ) | *p*(*X* )}∧

{(*tr* , *X* ) ∈ *failures*(*P* ) | *q* (*X* )}⊇ {(*tr* , *X* ) ∈ *failures*(*Q* ) | *q* (*X* )}

⇔ *traces*(*P* ) ⊇ *traces*(*Q* ) ∧

{(*tr* , *X* ) ∈ *failures*(*P* ) | *p*(*X* ) ∨ *q* (*X* )}⊇

{(*tr* , *X* ) ∈ *failures*(*Q* ) | *p*(*X* ) ∨ *q* (*X* )}

[def *n* of refinement]

[set theory]

⇔ *P* ±*p*∨*q Q* . [def *n* of refinement]

Proof of Theorem [5.5](#_bookmark28)

Given processes *P* and *Q* and predicate *p* we reason as follows:

*P* ±*p Q*

⇔ V*Xi* ∈P Σ|*p*(*Xi* ) *P* ±λ *X* •*X* =*Xi Q* [Lemma [5.4](#_bookmark27) and associativity]

⇔ V*Xi* ∈P Σ|*p*(*Xi* )

*P* ±T *Q* ∧

(*P* ||| *Offer* (Σ − *Xi* )) ~ (H *Y* | *Y* ⊂ *Xi* • *Offer* (Σ − *Y* ))

±F

(*Q* ||| *Offer* (Σ − *Xi* )) ~ (H *Y* | *Y* ⊂ *Xi* • *Offer* (Σ − *Y* ))

[Lemma [5.3](#_bookmark26)]

⇔ *P* ±T *Q* ∧

V*Xi* ∈P Σ|*p*(*Xi* )

(*P* ||| *Offer* (Σ − *Xi* )) ~ (H *Y* | *Y* ⊂ *Xi* • *Offer* (Σ − *Y* ))

±F

(*Q* ||| *Offer* (Σ − *Xi* )) ~ (H *Y* | *Y* ⊂ *Xi* • *Offer* (Σ − *Y* )).

[distributivity]