![](data:image/png;base64,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)![](data:image/png;base64,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)Electronic Notes in Theoretical Computer Science 203 (2008) 49–70 ![](data:image/png;base64,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)

[www.elsevier.com/locate/entcs](http://www.elsevier.com/locate/entcs)

A Name Abstraction Functor for Named Sets

Vincenzo Ciancia [1](#_bookmark0) Ugo Montanari [1](#_bookmark0)

*Department of Computer Science University of Pisa*

**Abstract**

The problem of defining fully abstract operational models of name passing calculi has been given some elegant solutions, such as coalgebras over presheaf categories or over nominal sets. These formalisms fail to model garbage collection of unused names, hence they do not have nice properties with respects to finite state algorithms. The category of named sets, on the other hand, was designed for the purpose of supporting efficient algorithms to handle the semantics of name passing calculi. However the theory was developed in a rather *ad-hoc* fashion (e.g. the existence of a final coalgebra was only proved in the finite case). In this work we introduce a name abstraction functor for named sets and show that it provides a simple and effective notion of garbage collection of unused names. Along the way, we survey a number of needed results on the category of permutation algebras, an algebra-theoretic definition of nominal sets. In particular we give a formalization of the adjunction between abstraction and concretion, an example illustrating a *nominal syntax alike* handling of De Bruijn indexes, and an explicit functor to model the early semantics of the *π*-calculus in nominal sets.

*Keywords:* named sets, nominal sets, binding, garbage collection, De Bruijn indexes

# Introduction

In the field of programming language semantics and concurrency theory, wide atten- tion is paid nowadays to the so called *name-passing calculi*, i.e. formalisms where name generation and passing play a fundamental role. Among the most important research contributions in this area, we find the introduction of the *π*-calculus [[1](#_bookmark34)], which allows one to model the topology of a network of mobile components, by generating and passing *fresh* channels. Traditional logical methods, such as modal logics, proved inadequate to reason about this formalism, leading to the definition of logics with name binding, such as [[2](#_bookmark35)] or [[3](#_bookmark36)].

On the side of the syntax, the problem of representing binding in a satisfying way has been long standing, the most famous attempt being that of *De Bruijn indexes* [[4](#_bookmark37)]*.* The problem was tackled in the work on *nominal syntax* [[5](#_bookmark38),[6](#_bookmark39),[7](#_bookmark40)], aimed
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to provide a logical framework in which to represent axioms on terms up to *α*- equivalence [[8](#_bookmark41)], employing the category of *nominal sets*. Also on the side of semantic models, it was soon recognized that ordinary labeled transition systems (LTS) and their bisimulations do not fully capture the notion of name allocation, which is required in the operational semantics of the *π*-calculus (and other name-passing calculi). New models where developed, noticeably *presheaf* models, such as [[9](#_bookmark42),[10](#_bookmark43)], and those based on the theory of *permutation algebras* [[11](#_bookmark44),[12](#_bookmark45)].

As it was soon recognized, even though they where developed independently, the category of nominal sets, and that of permutation algebras, are essentially the same. We remark that the latter is not a new definition, but rather the standard notion of algebra for a specification. While the idea of modeling binding in this category certainly has its roots in the work on nominal syntax, the key role of the symmetry of elements, which subsumes the notion of *ﬁnite support* and its properties (cf. theorem [2.11](#_bookmark7) in the following) is a result of the research on permutation algebras. A key motivation for studying symmetries was the development of *history-dependent automata with symmetries* [[13](#_bookmark46)], a categorial model, based on the theory of *named sets*, closely connected to permutation algebras, capable of finite-state verification of processes that can allocate fresh resources.

A comparison of the various categorial models of name passing was done in [[14](#_bookmark47)] and [[15](#_bookmark48)], resulting in the proof of categorial equivalence of permutation algebras (hence nominal sets), the Schanuel topos (the pullback-preserving full subcategory of the presheaf category **SetI**) and named sets. Even though this shows that, from a theoretical point of view, there is no difference in adopting one of a number of equivalent formalisms, named sets enjoy nice algorithmic properties which are absent in all the other models, and are due to the handling of names as *local*, bindable resources, rather than constants which have a *global*, immutable meaning.

The equivalence result in [[14](#_bookmark47)] was focused on the base categories, without an- alyzing in detail functors and associated categories of *coalgebras* that express the operational semantics of calculi. In this work, along the way to define a name abstraction functor on named sets, we add some missing pieces to this puzzle.

In [[12](#_bookmark45)], the final coalgebra semantics of the *π*-calculus was obtained in an implicit form, reusing results on lifting of SOS rules [[16](#_bookmark49)] defining transition systems in **Set** (again, exploiting the algebraic definition of the category of nominal sets). The functor defined by the lifting was never made explicit, thus name abstraction was never defined for permutation algebras. We do this exploiting a theory morphism. A coalgebra modeling the early semantics of the *π*-calculus using named sets was

given in [[17](#_bookmark50),[18](#_bookmark51)], together with a minimization procedure based on *iteration along*

*the terminal sequence*. However, the functor given there was defined in an *ad-hoc* way, without providing separate components (such as name abstraction) that allow one to reuse the existing theory to express the semantics of other calculi. The “monolithic” definition of the functor therein makes difficult to reason about it (for example, it has not been proved if it has admits a final coalgebra).

Our main contribution is to develop the equivalence results in [[14](#_bookmark47)] a step further, by characterizing, in the category of named sets, the *name abstraction* functor

modeling binding operations. Name abstraction can be considered, not without a reason, the novel, and most important feature of the name-aware models we mentioned, and we foresee that it will allow us a generalization of the results in [[18](#_bookmark51)].

The map of the paper is as follows. We start by defining permutation algebras in section [2.1](#_bookmark1), and proving a number of relevant (possibly folklore) results in section

[2.2](#_bookmark4). Among these, without claiming originality, we mention some that up to our knowledge had not been clearly stated before, even though deserving attention: theorem [2.13](#_bookmark9), and theorem [2.11](#_bookmark7), whose subsequent corollary is one of the peculiar features of permutation algebras (and nominal sets).

Then, in section [3](#_bookmark12), exploiting the notion of theory morphism (whose definition is recalled in section [2.3](#_bookmark11)), we obtain the abstraction functor *δ* on permutation alge- bras as the *forgetful* functor of the associated adjunction. The corresponding *free* functor *F* is called *concretion*. Group-theoretical properties (namely, orbits and symmetries) of both functors are explored in sections [4.1](#_bookmark15) and [4.2](#_bookmark19).

In section [4.3](#_bookmark21) we provide the due comparison with the *nominal set of abstractions* and the *freshness relation* of nominal sets. The notions turn out to be isomorphic (hence, we get a proof of another folklore result, the adjunction between the two functors in nominal syntax). Nevertheless, the adjunction we provided is still worth being studied for some side results. In example [4.12](#_bookmark22), we provide the definition of the machinery of De Bruijn indexes as the initial algebra for a functor involving *δ*, thus filling the gap between nominal abstract syntax and De Bruijn indexes. Moreover, the pair of adjoints introduces the counit, whose effect is to *reveal* a bound name, in a similar way to the *concretion operation* of nominal syntax. Giving a precise role to this operator opens the way to formally link the field of spatial logics for nominal calculi [[19](#_bookmark52),[20](#_bookmark53)] with the algorithmic framework of named sets (see remark [4.13](#_bookmark23)).

On the side of the semantics of calculi, we show in section [5](#_bookmark24) that the functor used in [[12](#_bookmark45)] can be defined using ordinary endofunctors (polynomials and power set) and *δ*, thus addressing the question of an explicit form for that functor. The definition of coalgebraic models over nominal sets has been recently proposed also in [[21](#_bookmark54)], where an example showing the *late* semantics of the *π*-calculus is provided using the abstraction functor of nominal syntax.

In section [6](#_bookmark27) we introduce the theory of named sets, attempting to explain some of their properties in terms of results on permutation algebras, in light of the equiv- alence result of [[14](#_bookmark47)] which we shortly present. Finally, in section [7.1](#_bookmark29), we define the abstraction functor in named sets, exploiting results of section [4.1](#_bookmark15). An isomor- phism result with the corresponding functor in permutation algebras (thus, with abstraction as defined in nominal syntax) is established.

The obtained framework has a distinguishing feature, with respects to presheaves and permutation algebras: the abstraction functor has an implicit notion of *garbage collection*, that allows names to be discarded, without necessarily keeping memory

of names generated in the past transitions. This is not the case, either in presheaves or in permutation algebras/nominal sets, as we explain in section [7.2](#_bookmark32).

# Background

Here we introduce the basic algebraic and group-theoretic notions that are used in the rest of the paper. In section [2.1](#_bookmark1) we introduce the category of sets equipped with an *action* of finite-kernel permutations over the set of natural numbers *ω*, and corresponding morphisms. These are usually known as FM-sets from the set theory of Fraenkel and Mostowski, who developed this model to show independence of the *axiom of choice* from other axioms of set theory. This category can be conveniently defined observing that FM-sets are algebras for the finite-kernel permutation group viewed as a monadic, single-sorted algebraic theory, obtaining the notion of *equiv- ariant function* as the morphisms of the associated category of algebras. In section [2.2](#_bookmark4), we show a number of results that are needed. Many of these are folklore, the remarkable exception being theorem [2.11](#_bookmark7), a simple result that explains in terms of symmetry one of the most pervasive properties of the support: it never grows along morphisms. This leads, in all categorial formalisms that handle names using injective relabelings (presheaves, nominal sets and named sets), to the necessity of defining specialized functors for abstraction. In section [2.3](#_bookmark11) the notion of theory morphism and associated adjunction is explained.

* 1. *Nominal Sets as Algebras for the Permutation Signature*

The set of permutations over a set *S* forms a group where the operation is function composition. The core of the theory we present is the subgroup of *ﬁnite-kernel* permutations over the set of natural numbers *ω*, which we will denote with *Autf* , without making an explicit distinction between it seen as a set, a group, or the algebraic specification of definition [2.2](#_bookmark2) below.

**Definition 2.1** (finite-kernel permutation) The *kernel ker* (*π*) of a permutation *π* : *N → N* is the set *x ∈ N π* (*x*) */*= *x .* A permutation is *ﬁnite-kernel* if its kernel is finite. The set of all finite-kernel permutations over *ω* is denoted with

,

*Autf* .

Now we introduce the notions of permutation signature [2](#_bookmark3) and permutation al- gebra.

**Definition 2.2** (permutation algebra) The (finite-kernel) *permutation signature* over *ω* is the set *Autf* of finite kernel permutations over *ω*, considered as *unary*, *one-sorted* algebraic operations of the form *π* : 1 *→* 1, together with the equational axioms *id* (*x*) = *x* and *π*1 (*π*2 (*x*)) = (*π*1 *◦ π*2) (*x*) for each *π*1 and *π*2 in *Autf* . A *per- mutation algebra* is an algebra *A* = *⟨A,{πA* : *A → A | π ∈Autf }⟩* for *Autf* , where *A* is the carrier set, and *πA* is the interpretation of *π*, also called *permutation action*.

Identity and composition operations are not explicitly part of the permutation signature. However the axiom for identity, and the axiom schema for composition,

2 The definition really introduces an algebraic specification made up of a signature and an equational theory, not just a signature. However, since “permutation signature” has often been used to denote that theory, we stick with common terminology.

make the interpretation of composed permutations act like composition.

**Definition 2.3** (morphism) An *algebra morphism* between permutation algebras *A* = *⟨A,{πA}⟩* and *B* = *⟨B,{πB}⟩* is a function *f* : *A → B* that preserves operations of the permutation signature, i.e. *∀π ∈Autf .f* (*πA* (*x*)) = *πB*(*f* (*x*)).

Such morphisms are called *equivariant functions* in the theory of nominal syntax. Notice that *ω* can be considered a permutation algebra using the natural interpre- tation *πω* = *π*. We now introduce the group-theoretical notions of *symmetry* (also called *isotropy group* or *stabilizer* ), *support* and *orbit*.

**Definition 2.4** (symmetry) The *symmetry* of an element *a* of *A* = *⟨A,{πA}⟩* is the set of all permutations fixing *a* in *A*, defined as *G* (*a*) = *{π ∈Autf π* (*a*) = *a}*.

*A*  *A*

The identity group of *X ⊆ ω* is defined as *fix* (*X*) = *{π ∈Autf π* = *id }* and is used to define the notion of *support* in permutation algebras.

*|X* *X*

**Definition 2.5** (support) We say that *X ⊆ ω supports a ∈ A* if *fix* (*X*) *⊆ GA* (*a*),

i.e. if all permutations fixing *X* also fix *a* in *A*. The least *ﬁnite* set *X* satisfying this condition, if it exists, is called the *support* of *a*, written *suppA* (*a*). A permutation algebra is said to be *ﬁnitely supported* if all of its elements have finite support.

Each element of a permutation algebra is trivially supported by *ω*. A *ﬁnite* supporting set might not exist, but if there is one, then the support is the inter- section of all of them. The notion of support generalizes that of “free variables” of terms, thus we will often refer to *ω* as the set of *names*. On the other hand, the notion of symmetry models *indistinguishability* of free names with respects to certain permutations.

**Definition 2.6** (category of permutation algebras) Permutation algebras and their morphisms form a category, named **Alg***π*. We will denote with **FSAlg***π* the full subcategory of finitely supported permutation algebras and their morphisms.

Finitely-supported permutation algebras are the *nominal sets* of Gabbay and Pitts. The last notion we need to introduce on permutation algebras is that of *orbit*.

**Definition 2.7** (orbit) The *orbit* of *a ∈ A* is *orbA* (*a*) = *{πA* (*a*) *| π ∈Autf }*.

Orbits partition algebras in equivalence classes. We denote with *ao* the (canon-

*A*

*A*

ical representative of) the equivalence class of *a*, and with *Xo*

*A*

the set *{xo*

*| x ∈ X}*,

for *X ⊆ A*. Orbits play a central role when switching from the category of permu- tation algebras to their “finitistic” counterpart, *named sets*.

**Example 2.8** *(terms with variables) Let* Σ *be a signature. Free terms with variables in ω form a permutation algebra T* = *⟨T*Σ (*ω*) *, {πT }⟩, with πT* (*t*) = *t π*(*i*)*/i for i ∈ ω. It is easy to see that a ﬁnite set X ⊆ ω supports a term t if and only if its set of free variables FV* (*t*) *is a subset of X. So, the least such set, i.e. the support, is the set of free variables of t.*

* 1. *Some Results on Permutation Algebras*

First of all, we show that the action of a permutation *π* on elements of a permutation algebra is determined by the action of *π* on their support.

**Lemma 2.9** *In a ﬁnitely supported permutation algebra A* = *⟨A,{πA}⟩, for each*

*A*

*a ∈ A, we have π|*

*suppA*(*a*)

= *π'*

*|suppA*(*a*)

=*⇒ πA* (*a*) = *π'*

(*a*)*.*

**Remark 2.10** *Because of lemma* [*2.9*](#_bookmark5)*, we will usually deﬁne a permutation π only* *on the support of an element a ∈ A, when it is clear from the context that π is to be applied only to a. In this case, we assume that the deﬁnition of π is* completed *in order to obtain a ﬁnite-kernel permutation*

The following theorem, and in particular its subsequent corollary, gives an important property of nominal sets, extensively used in proofs about this category. Even though the corollary is well known (see e.g. corollary 9 in [[14](#_bookmark47)]), it is interesting to observe that it just comes from the symmetry of elements.

**Theorem 2.11** *Let f* : *⟨A,{πA}⟩→ ⟨B, {πB}⟩. Then ∀a ∈ A.GA* (*a*) *⊆ GB* (*f* (*a*))*.*

**Lemma 2.12** *For each morphism f in* **FSAlg***π , we have suppB* (*f* (*a*)) *⊆ suppA* (*a*)*.*

The following “isomorphism theorem” is relevant for named sets, since it asserts that a named set represents a class of isomorphic permutation algebras.

**Theorem 2.13** *Two permutation algebras A* = *⟨A,{πA}⟩ and B* = *⟨B,{πB}⟩ are isomorphic if and only if there exists a choice of canonical representatives of orbits,*

*B*

*and an isomorphism i* : *Ao*

*A*

*→ Bo*

*in* **Set***, such that GA* (*ao*) = *GB* (*i* (*ao*))*.*

Finally, we provide a “representation theorem”, taken from [[12](#_bookmark45)], aimed to give a finite representation of the symmetry of finitely supported permutation algebras.

**Theorem 2.14** *The symmetry GA* (*a*) *of a ∈ A is obtained by composition of two subgroups as follows: GA* (*a*) = *fix* (*suppA* (*a*)) *◦* (*GA* (*a*) *∩ fix* (*ω \ suppA* (*a*)))

In words, the infinite set of all permutations in *GA* (*a*) can be reconstructed from the information described by the (finite) set of all permutations in *GA* (*a*) that only alter the support of *a*, by composition with *all* the permutations that only alter names *outside* the support of *a*. This theorem is exploited in named sets to obtain a finite description of the symmetries. Such a finite description is still a group, hence it can be *efficiently* represented (using its generators, see [[18](#_bookmark51)]).

* 1. *Theory Morphisms*

Theory morphisms, or *views*, are equation-preserving signature morphisms *M* : Σ1 *→* Σ2, that yield algebras of Σ1 from algebras of Σ2. Here we just deal with the single-sorted case, since it is sufficient to present our work. The contents of this section are standard material from the theory of algebras (see e.g. [[22](#_bookmark55)]).

We denote with *T*Σ the initial algebra of the signature Σ, with *T*Σ (*V* ) the free Σ-algebra over a set of variables *V* , and with *T*Σ*,E* (*V* ) the free Σ-algebra over

*V* quotiented with equations *derivable* from *E*. The operations of the two initial algebras are indicated with *opT*Σ(*V* ) and *opT*Σ*,E* (*V* ), for *op ∈* Σ. Given a Σ-algebra *A* = *A, opA op ∈* Σ , we call *presentation* of *A*, denoted with *Pres* (*A*), the *kernel* of the unique *m* : *T*Σ *→ A*, i.e. the set of pairs *t*1 = *t*2 such that *t*1*, t*2 *∈ T*Σ

,

and *m* (*t*1) = *m* (*t*2). *Eq* (*E*) represents the set of all equations derivable from *E*.

**Definition 2.15** A *signature morphism M* between signatures Σ1 and Σ2 is a func- tion from the operators of Σ1 to the operators of Σ2 that respects operator arity, i.e. for every operator *op* of arity *k*, *M* (*op*) has arity *k*. A signature morphism is induc- tively extended to *T*Σ (*V* ), as *M* (*op* (*T*1*,..., Tk*)) = *M* (*op*) (*M* (*T*1) *,...,M* (*Tk*)), and *M* (*X ∈ V* ) = *X*, and to equations as *M* (*T*1 = *T*2) = (*M* (*T*1) = *M* (*T*2)). Given two specifications *S*1 = *⟨*Σ1*, E*1*⟩* and *S*2 = *⟨*Σ2*, E*2*⟩*, a *theory morphism* from *S*1 to *S*2 is a signature morphism from Σ1 to Σ2 that preserves equations derivable from *E*1, i.e. (*T*1 = *T*2 *∈ Eq* (*E*1)) =*⇒* (*M* (*T*1 = *T*2) *∈ Eq* (*E*2)).

Every theory morphism induces a (forgetful) functor from the category of al- gebras of its destination to the category of algebras of its source, having a left adjoint.

**Definition 2.16** Let *Th*1 = *⟨*Σ1*, E*1*⟩* and *Th*2 = *⟨*Σ2*, E*2*⟩* be two specifications. A *theory morphism M* : *T h*1 *→ Th*2 associates to every *⟨*Σ2*, E*2*⟩*-algebra *A* =

*⟨A,{opA | op ∈* Σ2*}⟩* a *⟨*Σ1*, E*1*⟩*-algebra *U* (*A*) = *⟨A,{opU* (*A*) *| op ∈* Σ1*}⟩* with the same carrier, where *opU* (*A*) = *M* (*op*)*A* for each operator *op* in Σ1. The map *U* extends to a functor, acting on arrows as *Uarr* (*f* ) = *f. U* has a left adjoint.

A definition of the left adjoint *F* of *U* can be given as a free construction that returns, for each Σ1-algebra *A*, the free Σ2-algebra over its carrier *A*, quotiented with the translation of *Pres* (*A*) via *M* .

**Definition 2.17** Given a theory morphism *M* : *⟨*Σ1*, E*1*⟩ → ⟨*Σ2*, E*2*⟩*, for each

*⟨*Σ1*, E*1*⟩*-algebra *A* = *⟨A,{opA}⟩*, there is an associated *⟨*Σ2*, E*2*⟩*-algebra *F* (*A*) =

*⟨T*Σ2*,E*2 (*A*) */≡, {opT*Σ *,E* (*A*)*}⟩*, where *≡* is the equivalence relation defined by

2 2

*T*1 = *T*2 *∈ Pres* (*A*)

*M* (*T*1) *≡ M* (*T*2)

This map extends to a functor, acting on arrows *f* : *⟨A,{opA}⟩→ ⟨B, {opB}⟩* as

*F* (*f* ) (*x ∈ A*) = *f* (*x*), *F* (*f* ) (*op* (*T*1*,..., Tn*)) = *op* (*F* (*f* ) (*T*1) *,...,F* (*f* ) (*Tn*)).

**Theorem 2.18** *F is left adjoint to U.*

# Name Abstraction and Concretion

In this section, we introduce the forgetful functor *δ* induced by a particular theory morphism, and its left adjoint *F* . We call these *abstraction* and *concretion* in analogy with the terminology of nominal syntax. We show how the unit and the counit of the adjunction are obtained, deferring informal explanations to section [4.1](#_bookmark15).

The definitions here and those of [[7](#_bookmark40)] may look different, but obtained objects are easily shown to be isomorphic. Our contribution here is to show how, by viewing the model as a category of algebras, we can characterize these two functors and their adjunction as a standard result.

* 1. *The Abstraction and Concretion Functors*

A signature morphism from *Autf* to itself is a function that preserves identity and composition. We now define such a morphism.

**Definition 3.1** The *right shift* operator *−*+1 :*Autf →Autf* gives, for each operation

*π*, the operation *π*+1 such that *π*+1 (0) = 0, *π*+1 (*i* + 1) = *π* (*i*)+ 1.

**Theorem 3.2** *The right shift operator is a theory morphism.*

The purpose of the morphism is to send a permutation *π* into *ι ◦* (*π ⊕* 1) *◦ ι−*1, where *ι* is an isomorphism from *ω ⊕* 1 to *ω*. We have chosen the isomorphism ˆ*ι* sending *⟨*0*, ∗⟩* to 0 and *⟨*1*, i⟩* to *i* + 1 (the famous “Hilbert’s hotel paradox”), but any other choice is possible [3](#_bookmark13) . We can describe all these different *ι* as the set

*{ρ ◦* ˆ*ι | ρ ∈Autf }*. The effect of a generic *ι* is to “make room” for a fresh name, that actually comes from *ω ⊕* 1. This makes evident the close analogy with the “typed” counterpart of nominal sets: presheaf categories such as **SetI**, where the abstraction functor is usually defined on a presheaf *T* as *δ* (*T* ) (*n*) = *T* (*n ⊕* 1).

We obtain the *abstraction* functor as the associated forgetful functor.

**Definition 3.3** The *name abstraction* functor *δ* : **Alg***π →* **Alg***π* acts on objects as

}

*δobj* (*⟨A,{πA}⟩*) = *⟨A, π*+1 *⟩*, and on arrows as *δarr* (*f* ) = *f* .

*A*

Being defined by a theory morphism, *δ* has a left adjoint, the *concretion* functor. The permutation signature is only made up of unary, composable operators, so the presentation of a permutation algebra is in the simple form *π* (*a*) = *ρ* (*b*), for *a, b ∈ A*, and *π, ρ ∈Autf* . In the following definition, we represent the free algebra over *A* simply as the product *A× Autf* , i.e. we write *⟨a, π⟩* instead of the usual notation *π* (*a*) for terms in *TAutf* (*A*), to avoid confusion with the notation *πA* (*a*). Notice that terms in *TAutf* (*A*) are already quotiented with axioms of the permutation signature.

**Definition 3.4** The functor *F* : **Alg***π →* **Alg***π* which is left adjoint to *δ* is de- fined on objects as *Fobj*(*⟨A,{πA}⟩*) = *TAutf* (*A*)*/≡, πF* (*A*) , with *πF* (*A*) (*⟨a, ρ⟩*) =

*⟨a, π ◦ ρ⟩*, and on arrows as *Farr* (*f* ) (*⟨a, ρ⟩*) = *⟨f* (*a*) *, ρ⟩*. The equivalence relation

*≡* is defined by the following rule:

*πA* (*a*) = *ρA* (*b*)

*a, π*+1 *≡ b, ρ*+1

We now provide a definition of the unit and the counit of the adjunction. It suffices to exhibit an universal arrow from *A* to *δ*, whose target is exactly *δ* (*F* (*A*)),

3 The choice we make matches the idea of De Bruijn indexes, as shown in example [4.12](#_bookmark22).

*A* ¸ *ηA* *δ* ( *F* (*A*))

*F* (*A*)

¸¸¸¸¸*f*

¸¸

¸

*δ*(*f* #)

*f* #

¸z J

J

*δ* (*B*) *B*

Fig. 1.

i.e. an arrow *ηA* : *A→ δ* (*F* (*A*)) such that, for each *f* : *A→ δ* (*B*) , there exists an unique *f* # making the diagram in figure [1](#_bookmark14) commute.

**Theorem 3.5** *An universal arrow ηA* : *A → δ* (*F* (*A*)) *is deﬁned* as *ηA* (*a*) =

*⟨a, id⟩*. *For each f* : *A → δ* (*B*)*, we have f* # : *F* (*A*) *→ B*, with *f* # (*⟨a, ρ⟩*) =

*ρB* (*f* (*a*))*.*

The usual definition of adjunction relies on an isomorphism of homsets, which obtains for each arrow *f* : *A→ δ* (*B*) simply the arrow *f* # : *F* (*A*) *→ B*. As it is well known from the theory of adjunctions (see e.g. [[23](#_bookmark56)]), the universal arrow *ηA*, defined for each object *A* of **Alg***π*, can be seen as a natural transformation *η* : *Id → δ ◦ F* , which is the unit of the adjunction. The counit is given by *ϵ* : *F ◦ δ → Id*, such that

*ϵA* = *id*#

*δ*(*A*)

. By expanding the definition, we obtain the following:

**Definition 3.6** The counit *ϵA* : *F* (*δ* (*A*)) *→A* of the adjunction between *δ* and *F*

is defined, for each permutation algebra *A*, as *ϵA* (*⟨a, ρ⟩*) = *ρA* (*a*).

# Properties of Abstraction and Concretion

In this section we study the support, symmetry and orbits of elements of finitely supported permutation algebras obtained using *δ* and *F* . In particular, we show that both functors restrict from **Alg***π* to **FSAlg***π*, and how in *δ* (*A*) we find more distinct orbits than in *A*, containing the *hidden* elements of *δ* (*A*), i.e. those that have a “bound” name, which is not observable. In *F* (*A*) instead, we find a name *freely* added to the support of each element of *A*, and an isomorphic set of orbits. The counit plays exactly the role to “reveal” a bound name, which is a non-trivial operation due to lemma [2.12](#_bookmark8). In section [4.3](#_bookmark21) we compare our notion of abstraction with the one defined by Gabbay and Pitts, showing that the difference is the same that exists between the ordinary axioms of *α*-conversion and the solution to the problem of binding given by *De Bruijn indexes*. For the purpose, we describe the syntax of the *λ*-calculus as an initial algebra for a functor employing *δ*.

* 1. *Properties of Abstraction*

**Theorem 4.1** *The support and symmetry of elements of δ* (*A*) *are obtained as*

*suppδ*(*A*) (*a*) = *{i −* 1 *| i ∈ suppA* (*a*) *\* 0*}, and Gδ*(*A*) (*a*) = *{π | π*+1 *∈ GA* (*a*)*}.*

The above theorem proves that *δ* restricts from **Alg***π* to **FSAlg***π*. The intuition behind it is that, in *δ* (*A*), we remove 0 from the support of each element. This way, name 0 *∈ suppA* (*a*) becomes *fresh* in *δ* (*A*): no observation can be made about it,

but it is still a hidden name of *a*. This name can be used, exploiting the action of

*δ* on arrows: we just have *δ* (*f* (*a*)) = *f* (*a*), hence *f* can use all the names of *a*.

The property of 0 being *fresh* is also assured by the symmetry of *a* in *δA*: *Gδ*(*A*) (*a*) is the subgroup of *GA* (*a*) that fixes 0, shifted by one name*.* Information about interchangeability of 0 is thrown away, making it distinct from any other name.

We now define a set of permutations used to describe orbits of *δ* (*A*). Below, the finite set *S* will be used as the support of an element of a permutation algebra, hence by the convention of remark [2.10](#_bookmark6) we define these permutations only on *S*.

**Definition 4.2** Given a finite set *S*, we define a permutation *πold*(*S*) such that *πold*(*S*) (*i*) = *i* + 1 for *i ∈ S*, and *|S|* permutations *πh*(*S,i*), for *i ∈ S*, such that *πh*(*S,i*) (*i*) = 0, and *πh*(*S,i*) (*j*) = *j* +1 if *j ∈ S \ i*.

Now we define functions in **Set** acting on carriers of permutation algebras. One is called *old*, because it embeds an element *a* from *A* into *δ* (*A*) preserving all of its properties (support, symmetry, orbit). The other ones are called *hidden* since they obtain, from *a*, new elements in *δ* (*A*), whose properties can not be recovered in *A*.

**Definition 4.3** The *old* element *oldA* (*a*) and the *ith hidden* element *hidi* (*a*) of

*A*

*a ∈ A* are defined as *oldA* (*a*) = *πold*(*suppA*(*a*)) (*a*), and *hidi*

(*a*) = *πh*(*suppA*(*a*)*,i*) (*a*).

*A A A*

It is straightforward to check that *old* is a morphism of type *A→ δ* (*A*). It holds that *suppδ*(*A*) (*oldA* (*a*)) = *suppA* (*a*), *Gδ*(*A*) (*oldA* (*a*)) = *GA* (*a*), and *orbδ*(*A*) (*oldA* (*a*)) =

,

*oldA* (*x*) *x ∈ orbA* (*a*) . In other words, *old* is an embedding of *A* in *δ* (*A*).

The crucial property of *hidi* is to send name *i* to 0, hence we have (by theorem

[4.1](#_bookmark16)), *suppδ*(*A*) *hidi* (*a*) = *suppA* (*a*) *\ i*. In words, for each element *a* and each

*A*

name *i* of *a*, we can identify an element of *δ* (*A*) which has the same names as *a*, minus *i*. As we will see, such an operation is of fundamental importance to define coalgebras for *δ*, allowing these to hide names along transitions.

**Remark 4.4** *In the following, we will use hidi* (*a*) *to deﬁne an element of δ* (*A*)*:*

*A*

*the subscript A denotes the application of the permutation action in A, thus iden- tifying an element of the carrier A, which is also the carrier of δ* (*A*)*, not the fact*

*that element hidi* (*a*) *belongs to permutation algebra A as one might expect.*

*A*

We show that the old and hidden elements form a partition of a permutation algebra.

**Lemma 4.5** *For each a ∈ A, there exist either b ∈ A such that a* = *oldA* (*b*)*, or*

*b ∈ A and i ∈ supp* (*b*) *such that a* = *hidi* (*b*)*.*

*A*

Using this basic meta-language, we can relate orbits of *δ* (*A*) to orbits of *A*. For each orbit in *A*, represented by *ao* , there is a corresponding orbit in *δ* (*A*) without any hidden name, plus as many orbits in *δ* (*A*) as the possible abstractions of names in *suppA* (*ao* ), modulo its symmetry: there are as many ways to hide a name in

*A*

*A*

*o* as names in its support, up-to an equivalence relation saying that there is no

*a*

*A*

difference in abstracting two names, when they are swapped by some permutations in *GA* (*ao* ).

*A*

**Theorem 4.6** *For a ∈ A, let Ha* = *{oldA* (*a*)*}∪ {hidi* (*a*) *| i ∈ suppA* (*a*) */≡}, with*

*A*

*i ≡ j ⇐⇒ ∃π ∈ GA* (*a*) *.π* (*i*) = *j. Let Ao be a set of canonical representatives for*

*A*

*δ*(*A*)

*A. A set Ao*

*δ*(*A*)

*for δ* (*A*) *is obtained as Ao*

= *a∈Ao Ha*

The result on orbits also asserts a fundamental property: *hidden* elements can never be turned into *old* elements employing the permutation action of *δ* (*A*), hence they actually are new elements in the resulting algebra. The following example illustrates the need for an existential quantification over *GA* (*a*).

*A*

**Example 4.7** *Applying the result of theorem* [*4.6*](#_bookmark18) *to symmetries obtained by* round shifts *may look counterintuitive. Consider the set of π-calculus agents with names in ω, up to structural equivalence, seen as a permutation algebra Pi* = *⟨APi, {πPi}⟩, and agent P* (1*,* 2*,* 3) = ¯12 + ¯23 + ¯31*. Its symmetry is id, σ, σ*2 *, generated by the round shift σ* (1) = 2*,σ* (2) = 3*,σ* (3) = 1*. The three agents P*1 = (*ν*1) *P* (1*,* 2*,* 3)*, P*2 = (*ν*2) *P* (1*,* 2*,* 3) *and P*3 = (*ν*3) *P* (1*,* 2*,* 3) *belong to the same orbit due to struc- tural equivalence. However, the symmetry of P*1 *(and consequently, of P*2 *and P*3 *which are on the same orbit) is just {id}: the support of P*1 *is {*2*,* 3*}, hence the only* *possible candidate permutation besides the identity is the swap ρ* (2) = 3*,ρ* (3) = 2*, but ρPi* (*P*1) = (*ν*1) (¯13 + ¯32 + ¯21) *which is not structurally equivalent to P*1 *itself, whereas one might have expected ρ ∈ GPi* (*P*1)*.*

}

Finally, we observe that, being a right adjoint, *δ* admits a final coalgebra: **FSAlg***π* has a final object 1 where each permutation acts as the identity. Since right adjoints preserve final objects, the final coalgebra of *δ* is just *id* : 1 *→* 1.

* 1. *Properties of Concretion*

The following theorem shows that each element of *F* (*A*) has an additional name, which is added “syntactically” or “freely”, i.e. is not obtained by properties of *A*.

**Theorem 4.8** *We have suppF* (*A*) (*⟨a, ρ⟩*) = *{ρ* (0)*}∪ {ρ* (*i* + 1) *| i ∈ suppA* (*a*)*}.*

The symmetry of an element of *F* (*A*) is given by the symmetry of *a* in *A*, translated using the right shift theory morphism and the permutation *ρ*.

**Theorem 4.9** *The symmetry GF* (*A*) (*⟨a, ρ⟩*) *is given by {ρ◦π*+1 *◦ρ−*1 *| π ∈ GA* (*a*)*}.* Notice that no permutation in the symmetry can swap (shifted) names of *a* and

0, hence 0 is *distinguished* from names already in *a*.

We finally analyze the set of orbits of *F* (*A*), which is isomorphic to that of *A*.

**Theorem 4.10** *Given a permutation algebra A* = *⟨A,{πA}⟩, a set of canonical representatives of orbits of F* (*A*) *is given by F* (*A*)*o* = *{⟨a, id⟩| a ∈ Ao }.*

*A*

For each *a ∈ A* we can recover, as we did for abstraction (employing *old*), an element having the same properties of *a* in *A*, plus the addition of a new name.

**Lemma 4.11** *For each element a, and each name i ∈/ suppA* (*a*) *there exists an*

*element of F* (*A*) *whose support is suppA* (*a*) *∪ {i}, with GF* (*A*) (*a*) = *GA* (*a*) *∩fix* (*i*)*.*

*f* (*λx.l*) = *⟨*0*, hidx* (*f* (*l*))*⟩* if *x ∈ fn* (*l*) *f* (*l*1*l*2) = *⟨*1*, ⟨f* (*l*1) *,f* (*l*2)*⟩⟩*

Λ

*f* (*λx.l*) = *⟨*0*, old*Λ (*f* (*l*))*⟩* if *x ∈/ fn* (*l*) *f* (*x*) = *⟨*2*, x⟩*

Fig. 2.

The contents of this section, and in particular the above lemma, amount to say that the algebra *F* (*A*) is, by theorem [2.13](#_bookmark9), isomorphic to the algebra *FA* =

*⟨FA, {πFA}⟩* where *FA* = *{⟨n, a⟩∈ ω × A | n ∈/ suppA* (*a*)*}*, and *πFA* is the permu- tation action over the product algebra *ω×A*, which is *πFA* (*⟨n, a⟩*) = *⟨π* (*n*) *, πA* (*a*)*⟩*.

* 1. *Comparison with Abstraction and Concretion in Nominal Sets*

Abstraction [*i*] *a* for an element *a* of a nominal set *A* and a name *i* (see [[7](#_bookmark40)]) is defined as the equivalence class obtained by swapping *i* with a name *j* in the pair *⟨i, a⟩*, for all possible names *j* not in the support of *a*. This is quite the idea of representing the axioms of *α* -conversion, while the idea of shifting names, and calling the bound name 0, is typical of the *De Bruijn indexes* approach [[4](#_bookmark37)]. Nevertheless, objects obtained from the two constructions are isomorphic by theorem [2.13](#_bookmark9).

On the other hand, the *freshness relation i*#*a* in nominal syntax is defined as the set of elements *a* paired with names *i* which are *fresh* for *a*, i.e. not in its support. This is a nominal set when equipped with the ordinary action of the permutation on the product. Observing the conclusion of section [4.2](#_bookmark19), the nominal set of freshness is isomorphic to the object *F* (*A*). Hence, the adjunction associated to the definition of the right shift theory morphism provides a proof of the adjunction between abstraction and concretion in the setting of nominal sets.

To illustrate how De Bruijn indexes are obtained using *δ*, we show an encoding of the syntax of the *λ*-calculus. We assume finite products and coproducts to be defined in **FSAlg***π* (these functors are trivially lifted from **Set**, defining the permutation operation pointwise), and, given a finite coproduct *X*0 + *X*1 + *...* + *Xn* we denote

,

its elements with *⟨i, x⟩ i ∈ {*0*,..., n}∧ x ∈ Xi* .

**Example 4.12** (De Bruijn indexes) *Consider the set of λ-calculus terms, deﬁned by the syntax L* ::= *λx.L | LL | x, for x ∈ ω. Instead of introducing the notion of α- equivalence for terms, we can deﬁne the syntax as the term algebra* Λ *of the functor T, i.e. as an arrow in* **FSAlg***π of type T* (*X*) *→ X, where T* (*X*) = *δ* (*X*)+*X×X*+*ω, and ω is seen as a permutation algebra with πω* (*i*) = *π* (*i*)*. Notice that, being T a functor in* **FSAlg***π, an action of the permutation π*Λ *on* Λ *is deﬁned by initiality using πω as the base case, thus introducing support, symmetry and orbits of elements. An interpretation f of λ-terms as elements of* Λ *is given in ﬁgure* [*2*](#_bookmark20)*.*

*The most important case is the usage of hidx to deﬁne f* (*λx.l*)*: it shifts all*

Λ

*names of l by one, and assigns the name* 0 *to the bound name. There is more: all the α-equivalent terms of the form λy.l* [*y/x*] *are translated into the same element t of* Λ*, where name* 0 *is not “visible” in supp*Λ (*t*)*, and permutations can not exchange it with any other. This corresponds to a notion of “capture-avoiding permutation” for* Λ*. In fact, by theorem* [*4.1*](#_bookmark16)*, we have supp*Λ (*t*) = *suppλ* (*f* (*t*)) *\ {x}.*

**Remark 4.13** *As a side result of this work, we observe that the* concretion oper- ation *of Gabbay and Pitts, which closely resembles the* reveal *connective of spatial logics such as [*[*19*](#_bookmark52)*,*[*20*](#_bookmark53)*], arises as the counit of the adjunction. The action of the counit is ϵA* (*⟨a, ρ⟩*) = *ρA* (*a*)*. Notice that ρ is also applied to name* 0*, differently*

*from the action of ρ in δ* (*A*)*. Let ρ* (*i*) = 0*,ρ* (0) = *i, with i ∈/ suppA* (*a*)*. We*

*have ϵA* (*⟨a, ρ⟩*) = *a i/*0 *: the hidden name* 0 *is “bound” by ρ to the fresh i, using* *a morphism of the category. This operation is not trivial: names of ρA* (*a*) *are pos- sibly more than names of a ∈ δ* (*A*)*, hence by lemma* [*2.12*](#_bookmark8) *such an operation must have, as a domain, at least F* (*δ* (*A*))*. Even though it is not a major concern in this work, and the topic should be developed in detail, ﬁnding a place in the diagram for a* reveal *operation clariﬁes the formal relationship between the dual notions of abstraction and freshness*, *and that of* revelation*. This relationship can easily be mistaken, since these notions have often been jointly used.*

# Coalgebras over Nominal Sets for the Semantics of Name Passing Calculi

In this section, we show how *δ* can be used to express the early semantics of the *π*-calculus as a coalgebra in **FSAlg***π*, hence in nominal sets. We closely follow [[12](#_bookmark45)], where the early semantics of the *π*-calculus is given in the form of *Structural Operational Semantics* rules, implicitly defining a functor for the *π*-calculus. Results in [[16](#_bookmark49)] ensure a *lifting* of the semantics from the category **Set** to the category **Alg***π* that respects axioms, obtaining a bialgebra where the algebraic operations and axioms are those of the permutation signature.

Our contribution here is to give an explicit form for the functor employed in [[12](#_bookmark45)], which is *T* (*X*) = *Pfs* (*L' × X* + *L'' × δ* (*X*)), where *L'* and *L''* are disjoint, and *Pfs* is a finitely-supported variant of the power set functor. By posing *L* = *L' ∪ L''*, and using the embedding of *X* into *δ* (*X*), one could just define *T* (*X*) = *Pfs* (*L× δ* (*X*)). Notice how the latter is much closer to ordinary labeled transition systems in **Set**, than many definitions of endofunctors in presheaf categories. A possible reason is that in **SetI** each process is given a “type” representing its support, thus the semantics carries some redundant information that is missing in its untyped counterpart, nominal sets, and can be discarded without loosing full abstractness.

The contribution of this section might thus be summarized as showing that the category of nominal sets, together with the abstraction functor, allows one to enrich in a natural way ordinary labeled transition systems with operators for dynamic allocation of names.

* 1. *Hiding for the early semantics of the π-calculus*

For *⟨A,{πA}⟩* permutation algebra, and *S ∈P* (*A*), let the action of a permutation on any subset of *A* be defined as *πP*(*A*) (*S*) = *{πA* (*a*) *| a ∈ S}*, extended to a *power set* endofunctor in **Alg***π*. The *countable power set* functor *Pω* can then be defined as in **Set***.* However, it does not restrict to an endofunctor in **FSAlg***π*. For example, the set of odd numbers is not finitely supported as an element of *Pω* (*ω*).

rule 1:

*X* =*⇒l X'*

for *l ∈ L'* rule 2:

*X bo*=*ut*(*x*) *X'*

*ρ* (*X*) =*ρ*(*l*) *ρ*  *X'*

*⇒*

*ρ* (*X*) *ρ*(*b*=*out*(*x*)) *ρ*+1 *X'*

*⇒*
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*'*

*bout*(*x*)

*p −→ f*
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*Pi*

This motivates the definition of a *countable ﬁnitely supported power set*, which we denote with *Pfs*. Elements of *Pfs* (*A*) are all the elements of *Pω* (*A*) having the finite support property.

The definition of *Pfs* actually addresses a potential question that might arise on the results in [[12](#_bookmark45)]: the lifting of the semantics is to **Alg***π*, not **FSAlg***π*. However, the theorem is applied to ensure that a final coalgebra semantics of the early *π*-calculus

exists as a finitely supported permutation algebra. The reason why this holds is that **FSAlg***π* is a *full* subcategory of **Alg***π*, hence the image of each morphism yields a finitely supported algebra out of any finitely supported algebra.

In the following, we define two permutation algebras of labels, with *x* and *y* ranging over *ω*, having syntactic substitution as the permutation action *πL*: *L'* with carrier *{tau, in* (*x, y*) *, out* (*x, y*)*}* and *L''* with carrier *{bout* (*x*)*}*.

A *transition speciﬁcation* [[16](#_bookmark49)] is a set of “meta-rules” that specify the possible format of transition rules, allowing the transition system to lift from **Set** to an appropriate category of algebras. The transition specification Δ*π* for the *π*-calculus given in [[12](#_bookmark45)] can be found in figure [3](#_bookmark25). These rules describe the action of algebraic operations on transitions, obtaining a bialgebra in **Alg***π*.

**Theorem 5.1** *Let T* (*X*) = *Pfs* (*L' × X* + *L'' × δ* (*X*)). *A transition function in*

**FSAlg***π is a coalgebra for T if and only if it respects* Δ*π.*

This shows that *δ* is essentially the only addition needed to represent the early semantics of the *π*-calculus in a purely coalgebraic way. In **FSAlg***π*, bisimulation for the early *π*-calculus is the coalgebraic notion, without any side condition on bound names, due to proper handling of fresh names.

Let *Pi* denote the permutation algebra of *π*-calculus agents whose permutation action is defined as the standard notion of substitution. An arrow *f* : *Pi → T* (*P i*) representing the semantics of the *π*-calculus is described by the rules in figure [4](#_bookmark26). As in [[12](#_bookmark45)], we employ the transition system in **Set** in premises of the rules. Notice that permutation *σ*, applied to *p'* in rule for bound output in [[12](#_bookmark45)], corresponds exactly to

*hidy* (*p'*), hence the coalgebra provided there is the same as the one we introduced.

*Pi*

# Named Sets and HD-Automata

Named sets with symmetries arise from permutation algebras, after observing the effectiveness of this model to faithfully represent the semantics of name-passing calculi, but the failure to re-use names, that is, to model garbage collection. Named sets are a computationally efficient representation of permutation algebras (thus, of nominal sets and Schanuel topos), allowing systems represented as coalgebras in this category to be minimized and verified. The theory of named sets has been developed in various stages, however it can be captured, *a posteriori*, by two basic facts.

The first distinguishing feature of the category is *locality* of names: the meaning of a name is not assumed to be globally known, but rather relationships between names of different elements are established locally by morphisms of the category. For this reason, elements that are on the same orbit can be safely identified. This way, garbage collection is modeled. Consider for example the *π*-calculus agent *P* (*a*) = (*νx*) *a*¯*x.P* (*x*). Due to freshness of names, the standard LTS semantics can

,

reach all the states in the (infinite) orbit *P* (*x*) *x ∈ ω* . Identifying all elements of an orbit, we just have one state in the system, *P* (*a*). The transition function has an associated “relocation” function for names, that at each step discards names

that are no longer used, and at the same time can allocate a *new* one.

The second novel aspect of named sets is based on the observation that the essence of permutation algebras lies in the *symmetry* of *orbits*. Two objects that have isomorphic sets of orbits, and for each pair of orbits in the isomorphism, a pair of elements with the same symmetry, are isomorphic in turn as objects of the category, as shown in theorem [2.13](#_bookmark9).

From this fact, and theorem [2.14](#_bookmark10), comes the representation of named sets: they are sets whose elements have an attached group of permutations, acting, for each element, on a finite set of names. Arrows of the category reflect this structure: they are total functions, equipped with injective renamings that “go backwards” and represent *history* of names: hence the name of *history-dependent automata* for the coalgebras of this category.

* 1. *Named Sets*

Here we present the category **NSet**, as it was defined in [[17](#_bookmark50)]. Similarly to [[14](#_bookmark47),[15](#_bookmark48)], we try to adopt a simpler notation, in particular omitting an ordering over elements, which is not needed here. We denote with *x∈S t*(*x*) the set-theoretical *dependent*

*product* construction, i.e. the function space *x → t*(*x*) for *x* ranging over *S* and *t*(*x*)

a set, and with *Aut* (*N* ) the set of all permutations over the finite set *N* .

**Definition 6.1** (named set) A *named set N* is a pair, consisting of a set *QN* and, for each element *q* of *QN* , a group of permutations *SN* (*q*) over a finite set *Nq ⊂ ω*:

*N* = *⟨QN , SN* :

*q∈QN*

*Aut* (*Nq*)*⟩*
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**Definition 6.2** (named function) A *named function F* : *N → M* between named sets *N* and *M* is made up of a function *hF* , and for each element *q* of *qN* a set of

injective functions Σ

1. , each one with type *h* (*q*) *inj q*
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*F*

*N*

*M*

*F*

*F*

*M → *

*N*

*q∈QN*

subject to the following additional constraints, for each *q ∈ QN* , and *σ ∈* Σ*F* (*q*):

* 1. *σ ◦ SM* (*hF* (*q*)) = Σ*F* (*q*)
  2. *SN* (*q*) *◦ σ ⊆* Σ*F* (*q*)

Condition (1) is equivalent to say that Σ*F*

is given by *σ◦SM*

(*q*) for *σ* : (*q*)

*inj*

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQqDUBAE0MdPUHKDQMgJJIWdkEpI5aGt7KxyHhHSfDu3TrPTzDA8eGHB3XlazPgUDHijC/ATI8aCpp7XAF9qNyUAp0mcOHHixIn/hre698Ac/wY9vngE+IYV0w95YgngG3S9AQAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQqDUBAE0MdPUHKDQMgJJIWdkEpI5aGt7KxyHhHSfDu3TrPTzDA8eGHB3XlazPgUDHijC/ATI8aCpp7XAF9qNyUAp0mcOHHixIn/hre698Ac/wY9vngE+IYV0w95YgngG3S9AQAAAABJRU5ErkJggg==)*M →*

*ω*. The intuition is that Σ*F* is a name mapping, tracing the history of names of *q* when mapped via *hF* . However, Σ*F* cannot be just the injective function *σ*, because that would distinguish names that are in the symmetry of *hF* (*q*). Thus, Σ*F* is an injective function, saturated by composition with *SM* (*q*).

Condition (2) has not been given a particularly intuitive meaning in previous work on named sets. We try here to explain its purpose: by substitution of (1) in

(2) we obtain *SN* (*q*) *◦ σ ⊆ σ ◦ SM* (*hf* (*q*)), then *SN* (*q*)*|*

*cod*(*σ*)

*⊆ σ ◦ SM* (*hf* (*q*)) *◦ σ−*1.

This is the same as thesis of theorem [2.11](#_bookmark7), asserting that symmetry grows along morphisms: violating this condition would result in named functions that do not represent permutation algebra morphisms. Due to locality of names, the symmetry

*SM* has to be translated to the domain of *SN* exploiting the name mappings *σ ∈* Σ and *σ−*1, in order to allow the two to be compared.

**Definition 6.3** (identity and composition) The *identity* named function is *idN* =

*⟨idQN , λq.SN* (*q*)*⟩*. The *composition* of two named functions *F* : *N → M* and

*G* : *M → O* is given by *G ◦ F* = *⟨hG ◦ hF ,* Σ*⟩*, where Σ (*q*) = Σ*F* (*q*) *◦* Σ*G* (*hf* (*q*)).

The proof that composition of named functions yields a named function, hence that named sets and named functions form a category, can be found in [[18](#_bookmark51)].

A further explanation can be given for names as modeling a number of *local*

resources attached e.g. to a state of a system, and for symmetries as denoting indistinguishability of some resources. The backward set of name mappings in a named function traces the history of resources along the function, in particular identifying those that are preserved, and those that are discarded.

We recall the following theorem, proved as proposition 29 in [[14](#_bookmark47)].

**Theorem 6.4** *The categories* **NSet** *and* **FSAlg***π are* equivalent*: there exist two functors E* : **NSet** *→* **FSAlg***π and G* : **FSAlg***π →* **NSet** *such that the compositions G ◦ E and E ◦ G are isomorphic to the two identity functors.*

The meaning of the above theorem is that there exist constructions to obtain a permutation algebra from a named set, and conversely a named set from a permu- tation algebra, in such a way that going in one direction, and then back, gives an isomorphic object. We introduce the functor *G*, used in theorem [7.3](#_bookmark31).

**Definition 6.5** *G* sends *A* = *⟨A,{πA}⟩* to *NA* = *⟨Ao, SN ⟩*, where *SN* (*ao*) =

*GA* (*ao*)

*|suppA*(*ao*)

. For *f* : *A → B*, let *ρ* be such that *ρB* (*f* (*ao*)*o*) = *f* (*ao*). *G*

sends *f* to *F* = *⟨hF ,* Σ*F ⟩*, where *hF* (*ao*) = *f* (*ao*)*o*, and Σ*F* (*ao*) = *ρ ◦ SN* (*f* (*ao*)*o*).

Notice that composition with the symmetry of *f* (*ao*)*o* restricts the permutation

*ρ*, (whose inverse normalizes *f* (*ao*)) to *suppB* (*f* (*ao*)*o*) = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQqDUBAE0MdPUHKDQMgJJIWdkEpI5aGt7KxyHhHSfDu3TrPTzDA8eGHB3XlazPgUDHijC/ATI8aCpp7XAF9qNyUAp0mcOHHixIn/hre698Ac/wY9vngE+IYV0w95YgngG3S9AQAAAABJRU5ErkJggg==) *f* (*ao*)*o*
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*G*(*B*)

, turning it

into a bijection from this set to *suppB* (*f* (*ao*)) *⊆ suppA* (*ao*) = ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQqDUBAE0MdPUHKDQMgJJIWdkEpI5aGt7KxyHhHSfDu3TrPTzDA8eGHB3XlazPgUDHijC/ATI8aCpp7XAF9qNyUAp0mcOHHixIn/hre698Ac/wY9vngE+IYV0w95YgngG3S9AQAAAABJRU5ErkJggg==) *ao G*(*A*), as required by definition [6.2](#_bookmark28). We also recall the definition of *E*, to explain locality of names.

**Definition 6.6** The functor *E* acts on each object *N* , returning *AN* = *⟨AN , {πN }⟩*, where *AN* = *{⟨q, ρ◦ SN* (*q*) *| q ∈ QN ,ρ ∈Autf ⟩}*, and *πN* (*⟨q, I⟩*) = *⟨q, π ◦ I⟩*. *E* acts on each arrow *F* returning the morphism *f* (*⟨q, I⟩*) = *⟨hF* (*q*) *,I ◦* Σ*F* (*q*)*⟩*.

The point is that, when mapping back a named set to a permutation algebra, the whole orbit that *q ∈ QN* represents is reconstructed by the permutation action *πN* . Thus, one has the choice of a permutation *ρ* which maps the *local* names ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQqDUBAE0MdPUHKDQMgJJIWdkEpI5aGt7KxyHhHSfDu3TrPTzDA8eGHB3XlazPgUDHijC/ATI8aCpp7XAF9qNyUAp0mcOHHixIn/hre698Ac/wY9vngE+IYV0w95YgngG3S9AQAAAABJRU5ErkJggg==) *q ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQqDUBAE0MdPUHKDQMgJJIWdkEpI5aGt7KxyHhHSfDu3TrPTzDA8eGHB3XlazPgUDHijC/ATI8aCpp7XAF9qNyUAp0mcOHHixIn/hre698Ac/wY9vngE+IYV0w95YgngG3S9AQAAAABJRU5ErkJggg==)* *N* of *q* to *ω*, giving a *global* meaning to them: actually, employing the above definition, it is
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the history of names Σ*F* : we have *f* (*⟨q, ρ ◦ SN* (*q*)*⟩*) = *⟨hF* (*q*) *,ρ ◦ SN* (*q*) *◦* Σ*F* (*q*)*⟩*. The initial choice of *ρ* uniquely determines the mapping of local names in elements of the destination of *F* .

**Remark 6.7** *The necessity to choose a permutation ρ expresses precisely the notion of locality of names. As a practical example, consider the addition of a fragment of* *code to an existing program. The ﬁrst thing a programmer should do is to rename all free variables of the pasted fragment, in order to avoid name clashes. In doing so, one can as well rename the variables of the whole target program, without affecting the meaning of the composition, provided that clash is avoided. This is the same as stating, in our terminology, that the free variables of a program fragment are local names, and their global meaning has to be established when it is needed.*

# Abstraction for Named Sets and Garbage Collection

In this section we define the endofunctor of abstraction in named sets, which we call *H* (standing for “hiding”). In section [7.1](#_bookmark29), we give the formal definition, and a theorem that establishes a correspondence with the definition in **FSAlg***π*, exploiting the equivalence result given in [[14](#_bookmark47)]. Then, in section [7.2](#_bookmark32), we give an account on how unused names are discarded, by means of some example, to the aim of motivating the main “slogan” we would like to propose in this work: *named sets are nominal sets plus garbage collection*.

* 1. *The Abstraction Functor in* **NSet**

Abstraction can be defined in named sets with the aid of theorems [4.1](#_bookmark16) and [4.6](#_bookmark18).

The underlying set *QH*(*N* ) resulting from the action of *H* on an object *N* is the union of *QN* itself, representing the orbits of the *old* elements of definition [4.3](#_bookmark17), and a set of pairs *⟨q ∈ QN ,i ∈ ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQqDUBAE0MdPUHKDQMgJJIWdkEpI5aGt7KxyHhHSfDu3TrPTzDA8eGHB3XlazPgUDHijC/ATI8aCpp7XAF9qNyUAp0mcOHHixIn/hre698Ac/wY9vngE+IYV0w95YgngG3S9AQAAAABJRU5ErkJggg==)q ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQqDUBAE0MdPUHKDQMgJJIWdkEpI5aGt7KxyHhHSfDu3TrPTzDA8eGHB3XlazPgUDHijC/ATI8aCpp7XAF9qNyUAp0mcOHHixIn/hre698Ac/wY9vngE+IYV0w95YgngG3S9AQAAAABJRU5ErkJggg==)* *N ⟩*, representing the orbit of the *ith* hidden element. Intuitively, *i* marks the *ith* name of *q* as hidden. As we did in theorem [4.6](#_bookmark18), the possible values for *i* have to be quotiented using the symmetry of *q*. We pose *i ≡q j ⇐⇒ ∃π ∈ SN* (*q*) *.π* (*i*) = *j*, and define
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For readability, in all the following definitions, we implicitly assume the pattern matching on *q* and *⟨q, i⟩* to have the additional constraint *q ∈ QN* , to avoid clashes. The symmetry of elements of the form *⟨q, i⟩* is defined as the subgroup of the symmetry of *q* that fixes *i* (which we denote with *gfix* (*SN* (*q*) *, i*)) according to theorem [4.1](#_bookmark16). This symmetry is opportunely restricted in order to exclude *i* from the support. We thus pose *SH*(*N*) (*q*) = *SN* (*q*), and

*SH*(*N*) (*⟨q, i⟩*) =*gf ix* (*SN* (*q*) *, i*)*|*
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The action of *H* on arrows maps *F* : *N → M* to *H* (*F* ) = *hH*(*F* )*,* Σ*H*(*F* ) . A pair

*⟨q, i⟩* is mapped by *hH*(*F* ) to a pair *⟨hF* (*q*) *, j⟩* if and only if *j* is mapped by some injection in Σ*F* (*q*) into *i*, that is, if and only if *i* is still present in the destination *hF* (*q*), according to the history of names Σ*F* (*q*). We have *hH*(*F* ) (*q*) = *hF* (*q*), and

*hH*(*F* )

(*⟨q, i⟩*) = *⟨hF* (*q*) *, j⟩* if *∃σ ∈* Σ*F* (*q*) *.σ* (*j*) = *i hF* (*q*) otherwise

Notice that *j* stands for its canonical representative in *≡hF* (*q*). For *hH*(*F* ) to be well-defined, we have to show that it respects the equivalence relation on hidden names. This comes from condition (1) in the definition of a named function: for each *σ ∈* Σ*F* (*q*) we have Σ*F* (*q*) = *σ ◦ SM* (*hF* (*q*)). If there exist *σ' ∈* Σ*F* (*q*) and *j' /*= *j* such that *σ'* (*j'*) = *i*, then at least a permutation exchanging *j* and *j'* belongs to *SM* (*hF* (*q*)), hence *j* and *j'* are quotiented by the equivalence relation. The mapping Σ*H*(*F* ) is defined as Σ*H*(*F* ) (*q*) = Σ*F* (*q*), and

Σ*H*(*F* )

(*⟨q, i⟩*) = *σ|dom*(*σ*)*\j σ* (*j*) = *i ∧ σ ∈* Σ*F* (*q*) if *hH*(*F* ) (*⟨q, i⟩*) = *⟨hF* (*q*) *, j⟩*

Σ*F* (*q*) otherwise

,

When an hidden name is preserved by Σ*F* (*q*) we take the subset of Σ*F* (*q*) that sends *j* into *i*, restricted so that *j* is not mapped at all. This is the same as taking

*dom*(*σ*)*\j*

*σ|*

* *G'*, where *G'* is the subgroup of *SM* (*hF* (*q*)) fixing *j*. This follows the

correspondence with algebras, and in particular theorem [4.1](#_bookmark16).

Now we summarize the contents of this section in the following definition.
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**Definition 7.1** The abstraction functor *H* : **NSet** *→* **NSet** is defined on objects as *H* (*N* ) = *⟨QH*(*N* )*, SH*(*N*)*⟩*, and on arrows as *H* (*F* ) = *hH*(*F* )*,* Σ*H*(*F* ) .

**Theorem 7.2** *H is a functor.*

Finally, we show that *δ* and *H* are related by an isomorphism of functors.

**Theorem 7.3** *The two functors G ◦ δ and H ◦ G are isomorphic, i.e. there exists a natural transformation ι* : *G ◦ δ → H ◦ G such that each component ιN is an isomorphism in* **NSet***.*

* 1. *Garbage Collection*

Consider the definition of *hH*(*F* ) (*⟨q, i⟩*) in the abstraction functor for named sets and observe that, when the hidden name *i* is discarded along a morphism, the resulting element is just *q*. This introduces garbage collection, allowing the semantics to reuse old states whenever a fresh name is discarded. We now attempt to give an intuition of this fact by the means of two examples in *π*-calculus. We ignore labels of transitions, since these do not contribute to the intuition, and we omit to denote the power set, because both systems are deterministic. When representing HD- automata, we draw the backward mappings of names, together with supports of states, side by side with the transition function. Since the symmetry of both the agents we present is just *{id}*, a backward mapping Σ is represented by a single function.

Consider the agent *P* (1) = (*νx*) 1*x.P* (1). Even though it has no memory of the past, thus after just one step there are no more free names to be discarded, the permutation algebra semantics of the system reaches all the (infinite, count- able) elements in the orbit of [4](#_bookmark33) *P* (1). Figure [5](#_bookmark30) depicts a sketch of its permutation algebra semantics, compared to its HD-automaton, which is a simple loop. The transition (named) function *tr* = *⟨htr,* Σ*tr⟩* acts on *P* (1) (intended as the canonical representative of its whole orbit) as *htr* (*P* (1)) = *{P* (1)*}*, Σ*tr* (*P* (1)) = *{id{*1*}}*.

4 So does the nominal sets semantics, even when employing the abstraction functor of Gabbay and Pitts. We omit such an example for space reasons.
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Now let *R* (1) = (*νx*) ¯1*x.R* (*x*). Consider a presheaf semantics for the *π*-calculus. On the left of each state, we draw in figure [5](#_bookmark30) the least *stage* (object of the base category) in which the state is found at all (the categorial support of the element, as it is called in [[14](#_bookmark47)]), and the stage in which the coalgebra is applied to it. Recall that, given a presheaf *T* , the functor *δ* : **SetI** *→* **SetI** is defined on objects as *δ*(*T* ) (*X*) = *T* (*X ⊕* 1). To distinguish the different instances, in the successive applications of the coproduct, of the only element *∗∈* 1 (the final object of *I*), we denote it with *∗'*, *∗''* and so on. In the same figure, we can find the HD-automata semantics of *R* (1). The HD-automata semantics is now made up of two states, since in the first step the free name *a* has to disappear. The transition function is *htr* (*R* (1)) = *{⟨R* (1) *,* 1*⟩}*, thus hiding name 1, and *htr* (*⟨R* (1) *,* 1*⟩*) = *{⟨R* (1) *,* 1*⟩}*. We have the name mapping Σ*tr* (*R* (1)) = Σ*tr* (*⟨R* (1) *,* 1*⟩*) = *{∅}*, the empty name mapping. This is required since the support of the destination is empty.

What both permutation algebras and functors in **SetI** lack, is a mechanism to discard unused names using a quotient operation: on orbits, in the case of permu- tation algebras, on isomorphic categorial supports, in the case of presheaves.

These examples should explain what we mean with *locality* of names. In particu- lar, notice how the backwards name mappings of named functions trace the history of names along morphisms, allowing the semantics to reuse the same state with different names. One might wonder if this is just a trick and, in the end, one has to perform an “unfolding” of the HD-automata semantics into the ordinary LTS se- mantics to implement algorithms such as bisimulation checking or model checking. Results in [[18](#_bookmark51)] for minimization and bisimulation checking, and work in progress on the model checking side, show that this is not necessary, and the model can be used “as is” to verify systems up-to garbage collection.

# Conclusions and Future Work

We have provided the necessary theory to take in account garbage collection in nominal models of computation, by defining a suitable abstraction functor in the category of named sets. This is essential for the definition of algorithms to handle the syntax and the semantics of name passing calculi. We have also shown that, using the *algebraic* definition of nominal sets, a very simple theory morphism induces

a number of commonly used operations in the category of nominal sets: name abstraction, the freshness relation, and the concretion, or reveal, operation.

Future work includes the study of other behavioral functors on named sets, and the proof of a final coalgebra theorem for their composition. The definition of adequate modal logics, and of an efficient model checking algorithm, is yet to be

done on history dependent automata *with symmetries* (even though work in progress

is promising). In this light, it is useful to define generic functors on named sets, in order to define modal logics using *Stone duality*. The approach proved fruitful

to express the logical semantics of nominal calculi [[24](#_bookmark57)], and could be applied to coalgebras over named sets to obtain a generic, algorithmic model for calculi with name passing.

In [[18](#_bookmark51)], the group-theoretical notion of *generators* is exploited to give a compact

representation of elements of named sets in terms of the symmetry of orbits. To improve the minimization algorithm, and in perspective for model checking, effi- cient group-theoretical algorithms over generators could be employed. We plan to investigate the adoption of algorithms described in [[25](#_bookmark58)] to this aim.

Finally, the relationship between the counit of the adjunction, and spatial oper- ators over names such as those in [[19](#_bookmark52),[20](#_bookmark53)] should be studied in detail.
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