![](data:image/png;base64,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)![](data:image/png;base64,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)Available online at [www.sciencedirect.com](http://www.sciencedirect.com/)

![](data:image/png;base64,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)

[Electronic Notes in Theoretical Computer Science 276 (2011) 5–28](http://dx.doi.org/10.1016/j.entcs.2011.09.013)

[www.elsevier.com/locate/entcs](http://www.elsevier.com/locate/entcs)

A Revisionist History of Concurrent Separation Logic

Stephen Brookes

*Department of Computer Science Carnegie Mellon University Pittsburgh, USA*

**Abstract**

Concurrent Separation Logic is a resource-sensitive logic for fault-free partial correctness of concurrent pro- grams with shared mutable state, combining separation logic with Owicki-Gries inference rules, in a manner proposed by Peter O’Hearn. The Owicki-Gries rules and O’Hearn’s original logic lacked compositionality, being limited to programs with a rigid parallel structure, because of a crucial constraint that “no other process modifies” certain variables, imposed as a side condition in the inference rule for conditional criti- cal regions. In prior work we proposed a more general formulation of a concurrent separation logic using resource contexts, and we offered a soundness proof based on a trace semantics. Recently Ian Wehrman and Josh Berdine discovered an example showing that this soundness proof relies on a hidden assumption, tantamount to “no concurrent modification”, so that the proposed logic also suffices only for rigid programs. Here we show that, with a natural and simple adjustment we can avoid this problem. The key idea is to augment each assertion with a “rely set” of variables, assumed to be unmodified by other processes, and adjust the inference rules to validate and take advantage of these assumptions. This revised concurrent separation logic is compositional, allowing rigid and non-rigid programs, and the extra constraints imposed by rely set requirements ensure soundness. At the same time, we relax the Owicki-Gries constraints on the use of critical variables, allowing variables to be protected by multiple resources and building into the logic a simpler, yet more general, protection discipline. In the revised logic, a process wanting to write to a shared variable must acquire all resources that protect it, while a process wishing to read a shared variable need only acquire one such resource. This generalization brings concurrent separation logic closer in spirit to permission-based logics, in which processes may be allowed to perform concurrent reads.

*Keywords:* concurrency, shared memory, denotational semantics, resources, separation logic

# Introduction

Concurrent Separation Logic (CSL) is a resource-sensitive logic for reasoning about fault-free partial correctness of shared-memory concurrent programs. CSL com- bines separation logic, originally introduced in [[10](#_bookmark11)] by John Reynolds for reasoning about sequential pointer programs, with Owicki-Gries rules for pointer-free shared- memory programs [[7](#_bookmark9)], in a manner proposed by Peter O’Hearn [[6](#_bookmark7)]. The Owicki- Gries and O’Hearn logics lack compositionality, being limited to programs with rigid parallel structure, because of a static constraint that “no other process modifies” certain variables, imposed as a side condition in the rule for conditional critical regions.
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In prior work we formulated a more general concurrent separation logic [[3](#_bookmark5)] using resource contexts in an attempt to avoid these limitations, and we gave a soundness proof, using on a trace-based denotational semantics. A major feature in this devel- opment was a semantic formalization of O’Hearn’s notion of “ownership transfer” based on resource invariants, and O’Hearn’s principle that processes “mind their own business” [[6](#_bookmark7)]. Recently Ian Wehrman and Josh Berdine found a counterexam- ple [[12](#_bookmark12)] showing that this soundness proof makes a hidden assumption, tantamount to “no other process modifies”, leading to the realization that the soundness analysis of [[3](#_bookmark5)] only suffices for rigid programs.

We show here that, with a systematic natural adjustment to the prior formula- tion, we can develop a fully compositional concurrent separation logic that avoids this problem. The key idea is to augment the assertions of CSL with a “rely set”, representing a set of variables assumed to be left unmodified by the “environment”. By making this set an integral part of assertions, we avoid the need for a non- compositional side condition; we are able to properly account for the assumptions and guarantees that a process makes about modifications to shared variables, in a purely syntax-directed manner.

At the same time, we relax the Owicki-Gries constraints on the use of critical variables, allowing variables to be protected by multiple resources and building into the logic a simpler, more general, protection discipline. This brings concurrent separation logic closer in spirit to permission-based logics, in which processes may be allowed to perform concurrent reads [[1](#_bookmark3),[2](#_bookmark4)].

Again using action trace semantics, we sketch a soundness proof for the revised logic, this time without the hidden assumption and without requiring rigid program structure. We offer a series of examples, addressing Wehrman’s problem, and show- ing that the augmented logic can deal with a wider variety of programs than the original, because of our relaxation of the Owicki-Gries constraints. We intend the revised and augmented logic presented here to replace the original.

We assume familiarity with separation logic, as defined by Reynolds [[10](#_bookmark11)].

# Syntax

The syntax of our programming language (as in [[3](#_bookmark5)]) is given by the following abstract grammar, in which *c* ranges over the set **Com** of commands.

*c* ::= **skip** *| i*:=*e | i*:=[*e*] *|* [*e*]:=*ej | i*:=**cons** *E |* **dispose** *e*

*| c*1; *c*2 *|* **if** *b* **then** *c*1 **else** *c*2 *|* **while** *b* **do** *c*

*|* **with** *r* **when** *b* **do** *c | c*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *c*2

Let *e, b* range over integer expressions and boolean expressions, respectively, and *E* range over list expressions of form [*e*1*,..., en*]. Expressions are *pure*, i.e. indepen- dent of the heap.

We distinguish syntactically between *identiﬁers* (*i ∈* **Ide**) denoting integer vari-

ables, and *resource names* (*r ∈* **Res**), which behave like binary semaphores, to be represented semantically as integer variables whose value is constrained to be 0 or 1.

Let *free*(*c*) *⊆* **Ide** be the set of identifiers with a free occurrence in *c*, *mod* (*c*) be the set of identifiers with a free write occurrence, and *res*(*c*) *⊆* **Res** be the set of resource names with a free occurrence in *c*. These are defined as usual, by structural induction. For example,

*free*(*i*:=*e*)= *free*(*e*) *∪ {i}*

*free*(*c*1; *c*2)= *free*(*c*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *c*2)= *free*(*c*1) *∪ free*(*c*2) *free*(**with** *r* **when** *b* **do** *c*)= *free*(*b*) *∪ free*(*c*) *free*(**resource** *r* **in** *c*)= *free*(*c*)

*res*(*i*:=*e*)= *{}*

*res*(*c*1; *c*2)= *res*(*c*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *c*2)= *res*(*c*1) *∪ res*(*c*2) *res*(**with** *r* **when** *b* **do** *c*)= *res*(*c*) *∪ {r} res*(**resource** *r* **in** *c*)= *res*(*c*) *− {r}*

*mod* (*i*:=*e*)= *mod* (*i*:=**cons** *E*)= *mod* (*i*:=[*e*]) = *{i}*

*mod* ([*e*]:=*ej*)= *mod* (**dispose** *e*)= *{}*

*mod* (*c*1; *c*2)= *mod* (*c*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *c*2)= *mod* (*c*1) *∪ mod* (*c*2) *mod* (**with** *r* **when** *b* **do** *c*)= *mod* (*c*) *mod* (**resource** *r* **in** *c*)= *mod* (*c*)

# Assertions

As in Owicki-Gries [[7](#_bookmark9)], we associate to each resource name *r* a set *X ⊆* **Ide** of “protected variables” and a “resource invariant” *R* [[5](#_bookmark8)]. As in O’Hearn’s CSL [[6](#_bookmark7)], pre- and post-conditions, and resource invariants, are separation logic formulas. As in [[3](#_bookmark5)], instead of assuming a fixed choice of resource invariants and protection sets, we extend the syntax of partial correctness assertions to include a *resource context* Γ. We relax the permission rules from Owicki-Gries, O’Hearn, and the original concurrent separation logic [[3](#_bookmark5)], by not insisting that protection sets be pairwise disjoint. As in [[3](#_bookmark5)] we require resource invariants to be *precise* [[10](#_bookmark11)]. A separation logic formula *R* is precise iff, for all stores *s* and heaps *h*, there is at most one sub-heap *hj ⊆ h* such that (*s, hj*) *|*= *R*.

**Definition 3.1** A *well-formed* resource context Γ has the form

*r*1(*X*1): *R*1*,..., rn*(*Xn*): *Rn*

where *r*1*,..., rn* are distinct resource names, *X*1*,..., Xn* are sets of identifiers, each

*Ri* is precise, and *free*(*Ri*) *⊆ Xi* for each *i*.

We say that *r protects x* in Γ when *r*(*X*): *R* is in Γ and *x ∈ X*. Let *owned* (Γ) =

S*n Xi*, and *inv* (Γ) = *R*1*∗·· ·∗Rn*. Let *dom*(Γ) be *{r*1*,..., rn}*. We let (Γ*, r*(*X*): *R*)

*i*=1

be the context formed by augmenting Γ with *r*(*X*): *R*, provided this is well-formed.

**Definition 3.2** An *assertion* has form

Γ *▶A {p}c{q}*

where *A* is a set of identifiers, which we will call a *rely set*. The pre- and post- conditions *p* and *q*, and the resource invariants in Γ, do not mention resource names. Such an assertion is *well-formed* iff Γ is a well-formed context, *free*(*p, q*) *⊆ A*, and *free*(*c*) *⊆ owned* (Γ) *∪ A*.

In a well-formed assertion Γ *▶A {p}c{q}* the pre- and post-conditions may men- tion identifiers owned by resources in Γ, but only if they also belong to the rely set *A*; the command *c* may use variables owned by resources or belonging to the rely set. The inference rules (to be introduced shortly) will constrain how and where *c* is allowed to read and write these variables: in particular, *c* can only write to a variable protected by *r* inside a critical region that names *r*; and reads of a pro- tected variable must be inside a critical section, unless the variable belongs to the rely set. The rules keep track (in the rely sets) of the variables used (outside of critical regions) in a proof: these must not be modified by any other process, and this constraint is enforced as a side condition of the parallel rule. Our revised logic actually enforces the following protection regime: every write in *c* to a protected variable must be inside (nested) critical regions naming *all* resources that protect it; and every read occurrence in *c* of a protected variable must be inside a critical region naming *some* resource that protects it. In the special case where the protec- tion sets are pairwise disjoint, this coincides with the usual Owicki-Gries discipline: reads or writes to a protected variable must be inside a critical region naming the (unique) protecting resource.

# Validity

Even before we introduce a semantic model for the programming language we can provide an intuitive characterization of what an assertion is intended to say about program behavior. An assertion expresses a “guarantee” on program behavior in suitably constrained environments, i.e. when executed concurrently with other pro- cesses whose behavior is assumed to behave as specified.

**Definition 4.1** The assertion Γ *▶A {p}c{q}* is valid iff every finite interactive com- putation of *c*, from a state (with values for all variables in Γ*, A*) satisfying *p∗inv* (Γ), in an environment that respects Γ and does not modify the variables in *A*, is fault- free, respects Γ, and ends in a state satisfying *q ∗ inv* (Γ).

Respect for Γ means obeying the protection regime implied by Γ and preservation of each resource invariant (separately). Fault-freedom means no runtime errors such as dangling pointers, and no race conditions involving concurrent writes to shared variables or heap.

This notion of validity will be made formal later, by means of action trace semantics and “local enabling” relations *−−−λ→* defined as before [[3](#_bookmark5)] except that we only allow “environment” moves that do not modify the variables in the rely set *A*. Validity of Γ *▶A {p}c{q}* implies that when *c* is executed *in isolation* from a state satisfying *p ∗ inv* (Γ), the execution is fault-free, and if it terminates the final state satisfies *q ∗ inv* (Γ). This is because the empty environment vacuously respects Γ and does not modify any variable. Hence the usual slogan that provable programs

Γ*,A*

are safe.

# Inference rules

The inference rules for our revised logic are obtained from the original CSL [[3](#_bookmark5)] by adding rely sets, and relaxing the constraints on use of protected variables. We only allow well-formed instances of the rules, so every provable formula will be well-formed, as specified above.

* + Skip
  + Assignment

Γ *▶A {p}***skip***{p}*

if *free*(*p*) *⊆ A*

Γ *▶A {*[*e/i*]*p}i*:=*e{p}*

if *i ∈/*

*owned* (Γ)*, free*(*e*) *⊆ A*

* + Sequence
  + Conditional
  + Loop

Γ *▶A*1 *{p*1*}c*1*{p*2*}* Γ *▶A*2 *{p*2*}c*2*{p*3*}*

Γ *▶A*1*∪A*2 *{p*1*}c*1; *c*2*{p*3*}*

Γ *▶A*1 *{p ∧ b}c*1*{q}* Γ *▶A*2 *{p ∧ ¬b}c*2*{q}*

Γ *▶A*1*∪A*2 *{p}***if** *b* **then** *c*1 **else** *c*2*{q}*

Γ *▶A {p ∧ b}c{p}*

Γ *▶A {p}***while** *b* **do** *c{p ∧ ¬b}*

* + Parallel

Γ *▶A*1 *{p*1*}c*1*{q*1*}* Γ *▶A*2 *{p*2*}c*2*{q*2*}*

if *mod* (*c* ) *∩ A* = *mod* (*c* ) *∩ A*

= *{}*

1 2 2 1

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==)

Γ *▶A*1*∪A*2 *{p*1 *∗ p*2*}c*1 *c*2*{q*1 *∗ q*2*}*

* + Critical region

Γ *▶A∪X {*(*p ∧ b*) *∗ R}c{q ∗ R}*

Γ*, r*(*X*): *R ▶A {p}***with** *r* **when** *b* **do** *c{q}*

* Local resource

Γ*, r*(*X*): *R ▶A {p}c{q}*

Γ *▶A∪X {p ∗ R}***resource** *r* **in** *c{q ∗ R}*

* Renaming

Γ *▶A {p}***resource** *rj* **in** [*rj/r*]*c{q}* Γ *▶A {p}***resource** *r* **in** *c{q}*

if *rj*

*/∈ res*(*c*)

* Lookup

Γ *▶A {*[*ej/i*]*p ∧ e '→ ej}i*:=[*e*]*{p ∧ e '→ ej}*

if *i ∈/*

*free*(*e, ej*)*, i /∈ owned* (Γ)

* Update
* Allocation

Γ *▶A {e '→ −}*[*e*]:=*ej{e '→ ej}*

Γ *▶A {***emp***}i*:=**cons**(*E*)*{i '→ E}*

if *i ∈/*

*free*(*E*)*, i ∈/*

*owned* (Γ)

* Disposal
* Frame

Γ *▶A {e '→ −}***dispose** *e{***emp***}*

Γ *▶A {p}c{q}*

Γ *▶A∪free*(*R*) *{p ∗ R}c{q ∗ R}*

if *mod* (*c*) *∩ free*(*R*)= *{}*

* Consequence

Γ *▶A {p}c{q}*

Γ *▶A′ {pj}c{qj}*

if *A ⊆ Aj, pj ⇒ p, q ⇒ qj*

* Auxiliary

Γ *▶A∪X {p}c{q}*

Γ *▶A {p}c\X{q}*

if *X* is auxiliary for *c*, *X ∩ free*(*p, q*)= *{}*, *X ∩ owned* (Γ) = *{}*

* Conjunction

# Commentary

Γ *▶A*1 *{p*1*}c*1*{q*1*}* Γ *▶A*2 *{p*2*}c*2*{q*2*}*

Γ*A*1*∪A*2 *{p*1 *∧ p*2*}c{q*1 *∧ q*2*}*

We offer some intuition and explanation for the side conditions, and the (mostly implicit) rˆole played by the well-formedness requirements.

* Skip: the side condition that *free*(*p*) *⊆ A* ensures well-formedness.
* Assignment: allowed to read identifiers belonging to the rely set *A*; only allowed

to write to *i* if *i ∈/ owned* (Γ). Well-formedness implies *i ∈ A*.

* Sequence: rely set *A*1*∪A*2 includes the free variables of the intermediate condition

*p*2, not just those of the pre- and post-condition.

* Conditional, Loop: well-formedness implies that *free*(*b*) *⊆ A*.
* Parallel: *c*1 relies on its environment to modify variables in *A*1, hence the side condition *mod* (*c*2) *∩ A*1 = *{}*; similarly for *c*2 and *mod* (*c*1) *∩ A*2 = *{}*. Suppose Γ *▶A*1 *{p*1*}c*1*{q*1*}* and Γ *▶A*2 *{p*2*}c*2*{q*2*}* are well-formed, and the side conditions hold. Then *free*(*p*1*, q*1) *⊆ A*1 and *free*(*p*2*, q*2) *⊆ A*2, so *mod* (*c*1) *∩ free*(*p*2*, q*2)= *{}* and *mod* (*c*2) *∩ free*(*p*1*, q*1) = *{}*, as in Owicki-Gries. We also have *free*(*c*1) *⊆ owned* (Γ) *∪A*1 and *free*(*c*2) *⊆ owned* (Γ) *∪A*2, so “critical variables are protected”,

i.e. *mod* (*c*1) *∩ free*(*c*2) *⊆ owned* (Γ) and *mod* (*c*2) *∩ free*(*c*1) *⊆ owned* (Γ), as in Owicki-Gries. The rely set *A*1 includes the variables used (outside of critical regions) in the *proof* for *c*1, and similarly for *A*2 and *c*2, so we enforce *here* the “no concurrent modification” requirement on the relevant variables. It is natural to do so here, since after all this *is* the inference rule for concurrent processes.

* Critical region: The premiss relies on *A∪X* because mutual exclusion for *r* implies that no concurrent process can touch the variables in *X*. In the conclusion there is no need to include the protected variables in the rely set, although this is allowed. If the premiss is well-formed, so is the conclusion.
* Local resource: The conclusion relies on *A ∪ X*, which ensures well-formedness because *free*(*R*) *⊆ X* by well-formedness of the premiss.
* Update, Lookup, Allocation, Disposal: axioms as before, with side conditions to ensure well-formedness.
* Frame: as before, *c* must not write to any variable occurring free in *R*. There is no need to insist that *free*(*R*) *∩ owned* (Γ) = *{}* (as in the original CSL formulation), because pre- and post-conditions are allowed to mention protected variables; in- stead we add the variables occurring free in *R* to the rely set, reflecting the assumption that no concurrent processes modify these variables.
* Consequence: as usual, except that we also allow strengthening of the rely set. If Γ *▶A {p}c{q}* is valid and *A ⊆ Aj*, then Γ *▶A′ {p}c{q}* is also valid, since it ex- presses a less general semantic property of *c*, quantifying over a more constrained set of possible environments.
* Auxiliary: a set *X* of variables is auxiliary for *c* iff each free occurrence in *c* of a variable from *X* is in an assignment whose target identifier also belongs to *X*. The requirement that auxiliary variables do not occur free in the pre- or post-condition is standard; that they do not appear in protection lists is also crucial.
* Conjunction: as noted by John Reynolds, precision of resource invariants is crucial in showing the soundness of this rule. When *R* is precise, for all *p*1 and *p*2 we have (*p*1 *∧ p*2) *∗ R ⇔* (*p*1 *∗ R*) *∧* (*p*2 *∗ R*).

# Examples

We now discuss some example programs and assertions, to illustrate the way the inference rules work and to contrast the new CSL with the original one. Examples

(i) and (ii) address the issues raised by Wehrman and Berdine.

We adopt the convention that when *free*(*R*)= *X*, we may omit *X* from *r*(*X*): *R* and just write *r* : *R*, since this leads to more succinct assertions.

1. The assertions
   1. *r* : *x* = *a ∧* **emp** *▶{a,t} {***emp***}***with** *r* **do** *t*:=*x{t* = *a ∧* **emp***}*
   2. *r* : *x* = *a ∧* **emp** *▶{a,t} {t* = *a ∧* **emp***}***with** *r* **do** *x*:=*t{***emp***}*

are valid and well-formed. Each is also provable from Region, having first proven

*▶{a,t,x} {x* = *a ∧* **emp***}t*:=*x{t* = *a ∧* **emp***},*

*▶{a,t,x} {t* = *a ∧ x* = *a ∧* **emp***}x*:=*t{x* = *a ∧* **emp***}*

by Assignment and Consequence. However, the assertions

(*aj*) *r* : *x* = *a ∧* **emp** *▶{t} {***emp***}***with** *r* **do** *t*:=*x{t* = *a ∧* **emp***}*

(*bj*) *r* : *x* = *a ∧* **emp** *▶{t} {t* = *a ∧* **emp***}***with** *r* **do** *x*:=*t{***emp***}*

are invalid (and not well-formed), and not provable.

Let *c*1 be **with** *r* **do** *t*:=*x*; **with** *r* **do** *x*:=*t*. The assertion

* 1. *r* : *x* = *a ∧* **emp** *▶{a,t} {***emp***}c*1*{***emp***}*

is valid, well-formed, and provable from (*a*) and (*b*) using Sequence. But the assertion

(*cj*) *r* : *x* = *a ∧* **emp** *▶{t} {***emp***}c*1*{***emp***}*

is invalid (even though well-formed), and unprovable.

1. Let *c*1 be as above and let *c*2 be **with** *r* **do** (*x*:=*x* + 1; *a*:=*a* + 1). There is no set *A* of identifiers for which the assertion

*r* : *x* = *a ∧* **emp** *▶A {***emp***}c*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *c*2*{***emp***}*

is valid. Indeed, even for the most restrictive rely set *A* = *{x, a, t}* the assertion is invalid: executing *c*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *c*2 without interference does not necessarily preserve equality of *x* and *a*.

Moreover, there is also no set *A* for which this assertion is provable, because

*A* would need to be expressible as *A*1 *∪ A*2 with both

*r* : *x* = *a ∧* **emp** *▶A*1 *{***emp***}c*1*{***emp***}*

and

*r* : *x* = *a ∧* **emp** *▶A*2 *{***emp***}c*2*{***emp***}*

being provable. The first of these would need an intermediate condition that mentions (*t* and) either *x* or *a*, so *A*1 would have to contain *x* or *a*. But *c*2 modifies both of these variables, so the side condition on the parallel rule would fail.

This example, without the rely set, was found by Wehrman and Berdine, who showed that the assertion

*r* : *x* = *a ∧* **emp** *▶ {***emp***}c*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *c*2*{***emp***}*

is provable in the original concurrent separation logic but not valid (with re- spect to the notion of validity used in CSL). The analysis above shows that the use of rely sets avoids this problem.

1. The assertion

*r* : *x* = *a* + *b ∧* **emp** *▶{a} {a* =0 *∧* **emp***}*

**with** *r* **do** (*x*:=*x* + 1; *a*:=*a* + 1)

*{a* =1 *∧* **emp***}*

is valid, and provable from Region and Consequence, because

*▶{x,a,b} {x* = *a* + *b ∧ a* =0 *∧* **emp***}*

*x*:=*x* + 1; *a*:=*a* +1

*{x* = *a* + *b ∧ a* =1 *∧* **emp***}*

is provable from Sequence, Assignment, and Consequence.

Similarly we can prove

*r* : *x* = *a* + *b ∧* **emp** *▶{b} {b* =0 *∧* **emp***}*

**with** *r* **do** (*x*:=*x* + 1; *b*:=*b* + 1)

*{b* =1 *∧* **emp***}.*

Using Parallel and Consequence we can then derive

*r* : *x* = *a* + *b ∧* **emp** *▶{a,b} {a* =0 *∧ b* =0 *∧* **emp***}*

**with** *r* **do** (*x*:=*x* + 1; *a*:=*a* + 1)
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*{a* =1 *∧ b* =1 *∧* **emp***}.*

This assertion is also valid.

Using the Resource rule and Consequence we then obtain

*▶{a,b,x} {a* =0 *∧ b* =0 *∧ x* = *a* + *b ∧* **emp***}*

## resource *r* in

**with** *r* **do** (*x*:=*x* + 1; *a*:=*a* + 1) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) **with** *r* **do** (*x*:=*x* + 1; *b*:=*b* + 1)

*{a* =1 *∧ b* =1 *∧ x* = *a* + *b ∧* **emp***}.*

By Sequence, Assignment, and Consequence we then have

*▶{a,b,x} {x* =0 *∧* **emp***}*

*a*:=0; *b*:=0;

## resource *r* in

**with** *r* **do** (*x*:=*x* + 1; *a*:=*a* + 1) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) **with** *r* **do** (*x*:=*x* + 1; *b*:=*b* + 1)

*{x* =2 *∧* **emp***}.*

Finally, since *{a, b}* is an auxiliary variable set for this program, and *a, b* do not occur in the pre- or post-condition, we can use the Auxiliary rule to obtain

*▶{x} {x* =0 *∧* **emp***}*

## resource *r* in

**with** *r* **do** *x*:=*x* +1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) **with** *r* **do** *x*:=*x* +1

*{x* =2 *∧* **emp***}.*

1. We revisit O’Hearn’s one-place buffer program [[6](#_bookmark7),[3](#_bookmark5)]. The example goes through almost unchanged, except for the insertion of rely sets. Let *R* be (*full* = 1*∧z '→*

*−*) *∨* (*full* =0 *∧* **emp**). Let *PUT* and *GET* be the commands

*PUT* :: **with** *buf* **when** *full* =0 **do** (*z*:=*x*; *full* :=1)

*GET* :: **with** *buf* **when** *full* =1 **do** (*y*:=*z*; *full* :=0)*.*

The assertions

*buf* (*z, full* ): *R ▶{x} {x '→ −}PUT{***emp***}*

*buf* (*z, full* ): *R ▶{y} {***emp***}GET{y '→ −}*

are valid and provable. Similarly,

*buf* (*z, full* ): *R ▶{y} {***emp***}*(*GET* ; **dispose** *y*)*{***emp***}*

is provable, and so is

*buf* (*z, full* ): *R ▶{x,y} {x '→ −} PUT ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==)* (*GET* ; **dispose** *y*)*{***emp***}.*

Now let *Rj* be (*full* =1 *∧ z '→ −*) *∨* (*full* =0 *∧* **emp**). The assertions

*buf* (*z, full* ): *Rj ▶{x} {x '→ −}PUT{x '→ −}*

*buf* (*z, full* ): *Rj ▶{y} {***emp***}GET{***emp***}*

are valid and provable. Similarly

*buf* (*z, full* ): *Rj ▶{x} {x '→ −}*(*PUT* ; **dispose** *x*)*{***emp***}*

is provable, and so is

*buf* (*z, full* ): *Rj ▶{x,y} {x '→ −}* (*PUT* ; **dispose** *x*) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *GET{***emp***}.*

1. The assertion

*r* : *x* = *y ∧* **emp** *▶{} {***emp***}***with** *r* **do** (*x*:=*x* + 1; *y*:=*y* + 1)*{***emp***}* is valid. Clearly *{y}* is auxiliary for the command here. The assertion

*r* : *x* = *y ∧* **emp** *▶{} {***emp***}***with** *r* **do** (*x*:=*x* + 1)*{***emp***}*

is obviously invalid. This shows that the side condition requiring that auxiliary variables must not appear in resource invariants is crucial, as noted previously.

1. Let *c*1 and *c*2 be:

*c*1 :: **with** *r*1 **do** ((**with** *r*2 **do** *a*:=1); [42]:=1)

*c*2 :: **with** *r*2 **do** ((**with** *r*1 **do** *a*:=2); [42]:=2)*.*

Let *R*1 and *R*2 be the assertions

*R*1 :: (*a* =1 *∧* 42 *'→* 1) *∨* (*a* =2 *∧* **emp**)

*R*2 :: (*a* =1 *∧* **emp**) *∨* (*a* =2 *∧* 42 *'→* 2)*.*

Note that *R*1 *∗ R*2 is equivalent to (*a* =1 *∧* 42 *'→* 1) *∨* (*a* =2 *∧* 42 *'→* 2). The following assertions are provable:

* 1. *▶{a} {R*1 *∗ R*2*}a*:=1*{*(42 *'→ ∧ a* = 1) *∗ R*2*}*
  2. *r*2(*a*): *R*2 *▶{a} {R*1*}***with** *r*2 **do** *a*:=1*{*42 *'→ ∧ a* = 1*}*
  3. *r*2(*a*): *R*2 *▶{a} {*42 *'→ ∧ a* = 1*}*[42]:=1*{R*1*}*
  4. *r*2(*a*): *R*2 *▶{a} {R*1*}*(**with** *r*2 **do** *a*:=1); [42]:=1*{R*1*}*
  5. *r*1(*a*): *R*1*, r*2(*a*): *R*2 *▶{} {***emp***}c*1*{***emp***}*

Assignment, Consequence

Region*,* (*a*)

Update, Consequence*,* (*b*)

Sequence, (*b*)*,* (*c*)

Region, Consequence*,* (*d*)

Similarly we can derive

* 1. *r*1(*a*): *R*1*, r*2(*a*): *R*2 *▶{} {***emp***}c*2*{***emp***}*

Then, by Parallel from (*e*)*,* (*f* ) we obtain

*r*1(*a*): *R*1*, r*2(*a*): *R*2 *▶{} {***emp***}c*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *c*2*{***emp***}*

and finally, by Resource (used twice),

*▶{a} {R*1 *∗ R*2*}***resource** *r*1 **in resource** *r*2 **in** (*c*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *c*2)*{R*1 *∗ R*2*}.*

Note that this program cannot be proven correct in the original CSL, because it violates the more stringent Owicki-Gries constraints on use of critical variables. Indeed, we made use in the proof of a resource context *r*1(*a*) : *R*1*.r*2(*a*) : *R*2 in which the protection lists are not disjoint. The same example has been discussed as a “problematic program” by John Reynolds [[11](#_bookmark13)], and can also be handled cleanly in Uday Reddy’s logic [[9](#_bookmark14)] by using fractional permissions. We include this example to indicate an advantage of employing weaker restrictions on variable use.

# States, actions and traces

As in [[10](#_bookmark11)] a state *σ* is a pair (*s, h*) consisting of a store *s* and a heap *h*. The store maps (a finite set of) identifiers to (integer) values; the heap maps (a finite set of) locations to values; locations are also integers. In a given state *dom*(*s*) is the set of identifiers currently in scope, and *dom*(*h*) is the set of active locations. We regard resource names as identifiers whose value is restricted to be 0 (in use) or 1 (available). Let **St** be the set of all states.

As in [[3](#_bookmark5)] the set Λ of *actions* (ranged over by *λ, μ*) is specified as follows, where *v, vj, v*0 *..., vn* range over integer values, *i* ranges over identifiers, and *r* ranges over resource names:

*λ* ::= *δ | i*=*v | i*:=*v*

*|* [*v*]=*vj |* [*v*]:=*vj | alloc*(*v,* [*v*0*,..., vn*]) *| disp*(*v*)

*| acq* (*r*) *| rel* (*r*) *| try* (*r*)

*| abort*

We let *mod* (*λ*) be the set of identifiers whose value is modified by *λ*: *mod* (*i*:=*v*)=

*{i}* and *mod* (*λ*) = *{}* otherwise. We let *writes*(*λ*) *⊇ mod* (*λ*) be the set of identifiers or heap cells modified by *λ*: *writes*(*i*:=*v*) = *{i}*, *writes*([*v*]:=*vj*) =

*{v}*, *writes*(*alloc*(*v,* [*v*0*,..., vn*])) = *{v, v* + 1*,...,v* + *n}*, *writes*(*disp*(*v*)) = *{v}*, *writes*(*λ*)= *{}* otherwise. Similarly we let *reads*(*λ*) be the set of identifiers or heap cells whose value is read by *λ*: *reads*(*i*=*v*)= *{i}*, *reads*([*v*]=*vj*)= *{v}*, *reads*(*λ*)= *{}*

(*s, h*) **=***⇒δ*

(*s, h*)

(*s,* (*h*) **=**==*⇒* (*s, h*) if (*i, v*) *∈ s*

*i*=*v*

*i*=*v*

(*s, h*) **=**==*⇒ abort* if *i ∈/ dom*(*s*)

(*s, h*) ====*⇒* ([*s | i* : *v*]*, h*) if *i ∈ dom*(*s*)

*i*:=*v*

*i*:=*v*

(*s, h*) ====*⇒ abort* if *i ∈/ dom*(*s*)

[*v*]=*v′ j*

(*s, h*) **=**====*⇒* (*s, h*) if (*v, v* ) *∈ h*

[*v*]=*v′*

(*s, h*) **=**====*⇒ abort* if *v ∈/ dom*(*h*)

[*v*]:=*v′ j*

(*s, h*) ======*⇒* (*s,* ([*h | v* : *v* ]) if *v ∈ dom*(*h*)

[*v*]:=*v′*

(*s, h*) ======*⇒ abort* if *v ∈/ dom*(*h*)

*disp*(*v*)

(*s, h*) ======*⇒* (*s, h\v*) if *v ∈ dom*(*h*)

*disp*(*v*)

(*s, h*) ======*⇒ abort* if *v ∈/ dom*(*h*)

*alloc*(*v,*[*v*0*,...,vn*]) *j*

(*s, h*) ==============*⇒* (*s, h* ) if *{v,...,v* + *n}∩ dom*(*h*)= *{},*

where *hj* = [*h | v* : *v*0*,...,v* + *n* : *vn*]

*acq r*

(*s, h*) **=**===*⇒* ([*s | r* : 0]*, h*) if (*r,* 1) *∈ s*

*try r*

(*s, h*) ====*⇒* (*s, h*) if (*r,* 0) *∈ s*

(*s, h*) ====*⇒* ([*s | r* : 1]*, h*) if (*r,* 0) *∈ s*

*rel r*

(*s, h*)

**=***a*=*b*=*o*=*r⇒t*

*abort*

Fig. 1. Enabling relations

otherwise. And we let *free*(*λ*) be the set of identifiers or heap cells used in *λ*:

*free*(*λ*)= *reads*(*λ*) *∪ writes*(*λ*). And we let *res*(*λ*) be the set of resource names used

in *λ*.

Actions have an effect on the state, as specified by the *enabling* relations

**St** *×* (**St** *∪ {abort}*). These relations are given in Figure [1](#_bookmark0).

**=***⇒λ ⊆*

Note that read and write actions (*i* = *v* and *i*:=*v*) depend only on, and only affect, the store; lookup, update, allocation and disposal actions depend only on, and only affect, the heap; and resource actions depend only on, and only affect the values of resource names (again, in the store). It is also obvious that the enabledness of a store action, and its effect, only depends on the value of the identifier or resource name attached to the action.

# Semantics

We use the same denotational semantic model as before [[3](#_bookmark5)]. We summarize the key concepts and technical details. Expressions denote sets of evaluation traces: an evaluation trace has form (*ρ, v*), where *ρ* is a finite sequence of read actions (or *δ*) and *v* is a value. Expression evaluation always terminates, so *ρ* ranges over finite traces. Since expressions are pure their traces only involve read actions. We assume given the semantics of expressions: for integer expressions *e*, [[*e*]] *⊆* Λ*∗ × Vint* ; for boolean expressions *b*, [[*b*]] *⊆* Λ*∗ × {true, false}*; and for list expressions *E*, [[*E*]] *⊆* Λ*∗ × V ∗* . For boolean expressions we let **[***b*]]*true* = *{ρ |* (*ρ, true*) *∈* [[*b*]]*}*, and **[***b*]]*false* = *{ρ |*

*int*

(*ρ, false*) *∈* [[*b*]]*}*. We write *Vint* for the set of integers, *Vbool* for the set of truth

values, and *V ∗*

*int*

for the set of finite sequences of integers.

Commands denote sets of action traces, which may be finite or infinite, and whose structure reflects the mutual exclusion assumption, that resources behave like binary semaphores. Command semantics is defined by structural induction, as follows.

[[**skip**]] = *{δ}*

[[*i*:=*e*]] = *{ρ i*:=*v |* (*ρ, v*) *∈* [[*e*]]*}*

[[*c*1; *c*2]]= [[*c*1]][[*c*2]]

[[**if** *b* **then** *c*1 **else** *c*2]]= [[*b*]]*true* [[*c*1]] *∪* [[*b*]]*false* [[*c*2]]

[[**while** *b* **do** *c*]]= ( **[***b*]]*true* [[*c*]])*∗*[[*b*]]*false ∪* ([[*b*]]*true* [[*c*]])*ω*

[[**local** *i* = *e* **in** *c*]] = *{ρ*(*α\i*) *|* (*ρ, v*) *∈* [[*e*]] & *α ∈* [[*c*]][*i*:*v*]*}*

[[*i*:=[*e*]]] = *{ρ* [*v*]=*vj i*:=*vj |* (*ρ, v*) *∈* [[*e*]] & *vj ∈ Vint }*

[[[*e*]:=*ej*]] = *{ρρj* [*v*]:=*vj |* (*ρ, v*) *∈* [[*e*]] & (*ρj, vj*) *∈* [[*ej*]]*}*

[[*i*:=**cons**(*E*)]] = *{ρ alloc*(*v, L*) *|* (*ρ, L*) *∈* [[*E*]] & *v ∈ Vint }*

[[**dispose**(*e*)]] = *{ρ disp*(*v*) *|* (*ρ, v*) *∈* [[*e*]]*}*

[[**with** *r* **when** *b* **do** *c*]] = *wait∗enter ∪ waitω*

where *wait* = *{try* (*r*)*}∪ {acq* (*r*) *ρ rel* (*r*) *| ρ ∈* [[*b*]]*false }*

and *enter* = *{acq* (*r*) *ρα rel* (*r*) *| ρ ∈* [[*b*]]*true* & *α ∈* [[*c*]]*}*

[[**resource** *r* **in** *c*]] = *{α\r | α ∈* [[*c*]][*r*:1]*}*

[[*c*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *c*2]] = S*{α*1*{} ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==)* *{}α*2 *| α*1 *∈* [[*c*1]] & *α*2 *∈* [[*c*2]]*}*

The semantic clause for local resources uses enabling relations to characterize traces that are *sequentially executable* under an assumption that a resource name is “local”,

i.e. assuming that no other process changes its value. We say that *α* is executable for *r* iff *α* T *r* is enabled from the store [*r* : 1] (i.e. assuming that *r* is initially available). We write **[***c*]][*r*:1] for the set of traces of *c* that are executable from [*r* : 1]. The clause for local variables uses a similar construction.

The semantic clause for parallel composition uses *fair interleaving* [[8](#_bookmark10)] with *race detection* and attention to resources, treating a potential race as a catastrophe. If *α*1 and *α*2 are traces, and *O*1*, O*2 are disjoint sets of resource names, we define *α*1 *O*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *O*2 *α*2 to be the set of traces obtainable by interleaving *α*1 with *α*2, paying attention to resources, assuming that the process executing *α*1 starts with resources *O*1 and the process executing *α*2 starts with resources *O*2. When *O*1 *∩ O*2 = *{}* we

define the relation *O*1 ===*λ⇒ Oj* , which holds when a process with resources *O*1 can

*O*2 1

execute *λ* in an environment with resources *O*2, after which the process will have

resources *Oj* . These relations are given by:

1

*acq* (*r*)

*O*1 **=**====*⇒ O*1 *∪ {r}* if *r ∈/*

*O*2

*rel* (*r*)

*O*1 *∪ O*2

*O*1 =====*⇒ O*1 *− {r}* if *r ∈ O*1

*O*2

*try* (*r*)

*O*1 **=**====*⇒ O*1 if *r ∈ O*1 *∪ O*2

*O*2

*λ*

*O*1 ===*⇒ O*1 if *λ ∈/*

*O*2

*{acq* (*r*)*, rel* (*r*)*, try* (*r*) *| r ∈* **Res***}*

We extend to finite traces in the obvious way, so that *O*1

===*α⇒ Oj*

iff a process

*O*2 2

starting with resources *O*1 can, in an environment with resources *O*2, execute the

sequence *α* and afterwards possess resources *Oj* . Then for finite traces we define the fair merge operators *O*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *O*2 inductively as usual:

1

*α O ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==)* *O*

*ϵ* = *{α | ∃Oj . O*1 ===*α⇒ Oj }*

1 2 1

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==)*ϵ j*

*O*2 1

*β j*

*O*1 *O*2 *β* = *{β | ∃O*2*. O*2 ===*⇒ O*2*}*

*O*

1

(*λα*) *O ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==)* *O* (*μβ*) = *{λγ | O*1 ===*λ⇒ Oj*

& *γ ∈ α ′ ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==)* *O* (*μβ*)*}*
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We define the *conflict* relation *λ da μ* to hold iff *writes*(*λ*)*∩free*(*μ*) */*= *{}* or *writes*(*μ*)*∩ free*(*λ*) */*= *{}*. Note that conflict thus corresponds to a write of an *identiﬁer* or a *heap cell* that is being used concurrently. This definition extends to infinite traces in the standard way, but since we only need to deal here with finite traces we will omit the details.

The following result shows that commands respect resources.

**Lemma 8.1** *If α ∈* [[*c*]] *then for each resource name r, α* T *{acq r, rel r} is a preﬁx of* ((*acq r*)(*rel r*))*ω.*

The following property of finite (non-aborting) traces, is also useful.

**Lemma 8.2** *If α ∈* [[*c*]] *and* (*s, h*)

*for all r, and sj*(*i*)= *s*(*i*) *for all i ∈/*

**=***α⇒* (*sj, hj*) *then dom*(*sj*)= *dom*(*s*)*, sj*(*r*)= *s*(*r*)

*writes*(*c*)*.*

# Local state

A global state (*s, h*), seen from the perspective of a process interacting with its environment, can be represented as (*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*), where (*h*1*, O*1) repre- sents the heap portion and resource set owned by the process, (*h*2*, O*2) is owned by the environment, and *H* is the rest of the heap, containing a portion in which the resource invariants hold, separately, for the currently available resources. The global heap is the disjoint union of these portions, i.e. *h* = *h*1 *· h*2 *· H*. As in [[10](#_bookmark11)], heaps *h*1 and *h*2 are *separate*, written *h*1 *⊥ h*2, iff *dom*(*h*1) *∩ dom*(*h*2) = *{}*, and when this holds we write *h*1 *· h*2 for the (disjoint) union of *h*1 and *h*2.

For a set of resource names *O* let Γ T *O* = *{r*(*X*) : *R ∈* Γ *| r ∈ O}* and

Γ*\O* = *{r*(*X*) : *R ∈* Γ *| r ∈/ O}*. When *O* is a singleton we write Γ T *r* as an

abbreviation for Γ T *{r}*, and similarly Γ*\r* for Γ*\{r}*. Recall that *inv* (Γ) is the separate conjunction of the invariants in Γ; when Γ is empty this is **emp**.

**Definition 9.1** A local state for Γ is a combination (*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) satis- fying the following *separation properties*:

* *h*1*, h*2*,H* are separate
* *O*1 *∩ O*2 = *{}*, *s*(*r*) = 0 for all *r ∈ O*1 *∪ O*2, *s*(*r*) = 1 otherwise
* (*s, H*) *|*= *inv* (Γ*\*(*O*1 *∪ O*2)) *∗* **true**.

In other words, the process, its environment, and the available resources, own *separate* heap portions; the process and its environment own *disjoint* resources; and in the rest of the heap, the invariants for available resources hold, separately. Let ΣΓ be the set of local states for Γ.

A local state (*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) corresponds to a global state, namely (*s, h*1 *· h*2 *· H*), obtained by combining the heap portions and ignoring the resource ownership partition. In general, a global state may be representable in such manner by many different local states, or by no such local state, for example if no subheap of the global heap satisfies the resource invariants.

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−−δ→* (*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*)

Γ*,A*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−i*=*−→v*

Γ*,A*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*)

if (*i, v*) *∈ s* and *i ∈ owned* (Γ T *O*1) *∪ A*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) ***−****i−*:=*−→v*

Γ*,A*

([*s | i* : *v*]*,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*)

if *i ∈/ owned* (Γ*\O*1)

[*v*]=*v′ j*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−−*Γ*−,A−→* (*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) if (*v, v* ) *∈ h*1

[*v*]:=*v′ j*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) ***−****−*Γ*−,−A−→* (*s,* ([*h*1 *| v* : *v* ]*, O*1)*,* (*h*2*, O*2)*,H*) if *v ∈ dom*(*h*1)

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*)

*disp*(*v*)

***−****−*Γ*−,−A−→* (*s,* (*h*1*\v, O*1)*,* (*h*2*, O*2)*,H*) if *v ∈ dom*(*h*1)

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) ***−****a−ll−o−c−*(*v−,−*[*v−*0*−,.−..−,v−n−→*])

Γ*,A*

(*s,* (*hj , O*1)*,* (*h*2*, O*2)*,H*)

if *{v,...,v* + *n}∩ dom*(*h*1 *· h*2 *· H*)= *{},* where *hj*

1

1

= [*h*1 *| v* : *v*0*,...,v* + *n* : *vn*]

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−a−cq−→r*

Γ*,A*

([*s | r* : 0]*,* (*h*1 *∪ hr, O*1 *∪ {r}*)*,* (*h*2*, O*2)*,H − hr*)

if *r ∈/*

*O*1 *∪ O*2*, hr ⊆ H,* (*s, hr*) *|*= *inv* (Γ T *r*)

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*)

Γ*,A*

***−****tr−y−→r*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) if *r ∈ O*1 *∪ O*2

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) ***−****r−el−→r*

Γ*,A*

([*s | r* : 1]*,* (*h*1 *− hr, O*1 *− {r}*)*,* (*h*2*, O*2)*,H ∪ hr*)

if *r ∈ O*1*, hr ⊆ h*1*,* (*s, hr*) *|*= *inv* (Γ T *r*)

Fig. 2. Local enabling relations

For each action *λ* we define a partial relation

*−−−λ→ ⊆* ΣΓ *×* (ΣΓ *∪ {abort}*)

Γ*,A*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−i*=*−→v*

Γ*,A*

*abort* if *i ∈/*

*owned* (Γ T *O*1) *∪ A*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) ***−****i−*:=*−→v*

Γ*,A*

*abort* if *i ∈ owned* (Γ*\O*1)

[*v*]=*v′*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−−*Γ*−,A−→ abort* if *v /∈ dom*(*h*1)

[*v*]:=*v′*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) ***−****−*Γ*−,−A−→ abort* if *v ∈/*

*dom*(*h*1)

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*)

*disp*(*v*)

***−****−*Γ*−,−A−→ abort* if *v /∈ dom*(*h*1)

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) ***−****r−el−→r abort* if *∀hj ⊆ h*1*.* (*s, hj*) *|*= *¬inv* (Γ T *r*)

Γ*,A*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) ***−****a−b−o−r→t*

Γ*,A*

*abort*

Fig. 3. Local enabling relations

reflecting execution of action *λ* by the process, describing when this action is en- abled, and its effect on ownership of heap and resources. Such an action is only legal if it respects the ownership discipline and maintains the separation properties. An *abort* result indicates an action that breaks the rules. Note that we assume throughout that *dom*(*s*) contains all variables read or written by the process or its environment. The definitions for these *local enabling* relations are given in Figures [2](#_bookmark1) and [3](#_bookmark2).

It is easy to check that the local enabling relations are well defined, in that whenever *σ ∈* ΣΓ and *σ −−−λ→ σj /*= *abort* , it follows that *σj ∈* ΣΓ.

Γ*,A*

The following lemma summarizes some obvious, but useful, properties.

## Lemma 9.2

* *If* (*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−−λ→* (*sj,* (*hj , Oj* )*,* (*hj , Oj* )*,Hj*)*, then hj*

= *h*2*, Oj* =

Γ*,A*

1 1 2 2 2 2

*O*2*, O*1 ===*λ⇒ Oj , and sj agrees with s except on writes*(*λ*) *∪ res*(*λ*)*.*

*O*2 1

* *If s*1 *and s*2 *agree on free*(*λ*) *then* (*s*1*,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−−λ→ abort if and only*

Γ*,A*

*if* (*s*2*,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−−λ→ abort*

Γ*,A*

* *If s*1 *and s*2 *agree on free*(*λ*) *and*

(*s*1*,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−−λ→* (*sj ,* (*hj , Oj* )*,* (*h*2*, O*2)*,Hj*)*,*

Γ*,A*

1 1 1

*there is a store sj*

2

*such that sj*

*agrees with sj*

*on writes*(*λ*) *∪ res*(*λ*) *and*

(*s*2*,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−−λ→* (*sj ,* (*hj , Oj* )*,* (*h*2*, O*2)*,Hj*)*.*

1

2

Γ*,A*

2 1 1

By interchanging the rˆole of process and environment we obtain the dual no- tion of an *environment move*, and we formalize the notion of an environment that respects Γ and does not modify the variables in *A*.

**Definition 9.3** We define ~Γ*,A ⊆* ΣΓ *×* ΣΓ by

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) ~Γ*,A* (*sj,* (*h*1*, O*1)*,* (*hj , Oj* )*,Hj*)

2 2

*μ j*

iff there is an action *μ* such that *writes*(*μ*) *∩ A* = *{}*, *O*2 ===*⇒ O*2, and

*O*

1

(*s,* (*h*2*, O*2)*,* (*h*1*, O*1)*,H*) *−−−μ→* (*sj,* (*hj , Oj* )*,* (*h*1*, O*1)*,Hj*)*.*

Γ*,A* 2 2

We then define

**=**=*λ*=*⇒* = (~Γ*,A*)*∗ ◦* (*−−−λ→*) *◦* (~Γ*,A*)*∗.*

Γ*,A* Γ*,A*

These relations extend to traces in the obvious way, by composition. In partic- ular, when *α* is *λ*1 *... λn*,

**=**=*α*=*⇒* = **=**=*λ*=1*⇒ ◦···◦* **=**=*λ*=*n⇒*

Γ*,A*

Γ*,A*

Γ*,A*

where we interpret relational composition from left to right, i.e.

*f ◦ g* = *{*(*σ, σjj*) *| ∃σj.* (*σ, σj*) *∈ f* & (*σj, σjj*) *∈ g}.*

Since command traces respect resources, and environment moves do not modify variables in the rely set, we obtain the following result, expressing these properties in semantic terms.

## Lemma 9.4

*If α ∈* [[*c*]] *and* (*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) **=**=*α*=*⇒* (*sj,* (*hj , Oj* )*,* (*hj , Oj* )*,Hj*)*, then Oj* =

Γ*,A*

*O*1*, and sj agrees with s on writes*(*α*) *∩ A.*

1 1 2 2 1

The following result connects the effects of an action on a local state with its effect on the corresponding global state, as in the Local/Global Connection Theorem of [[3](#_bookmark5)].

## Lemma 9.5

* + *If* (*s, h*)

**=***⇒λ*

*abort and* (*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *∈* ΣΓ *with h* = *h*1 *· h*2 *· H, then*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−−λ→ abort.*

Γ*,A*

* + *If* (*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *−−−λ→* (*sj,* (*hj , Oj* )*,* (*h*2*, O*2)*,Hj*)*,*

Γ*,A* 1 1

1

*then* (*s, h*1 *· h*2 *· H*)

**=***⇒λ*

(*sj, hj · h*2 *· Hj*)*.*

Note that the first result holds for *any* ownership partition of resources and heap, for any global state (*s, h*). The second result specifies a particular ownership partition of the global state.

# Validity, made formal

We can now offer a formal definition of validity for an assertion Γ *▶A {p}c{q}*, expressed in terms of the semantics and local enabling relations. This makes precise the informal characterization given earlier; we now have a semantic formalization of “interactive execution in an environment that respects Γ and does not modify *A*”. The definition enforces implicitly the requirement that *c* preserves the invariants (separately), in any environment that preserves the invariants (separately), because of the separation property built into local states in ΣΓ.

**Definition 10.1** The assertion Γ *▶A {p}c{q}* is valid iff, for all traces *α ∈* [[*c*]], and all local states *σ* = (*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) *∈* ΣΓ with *dom*(*s*) *⊇ owned* (Γ) *∪ A*,

if (*s, h*1) *|*= *p* then

1. *¬*(*σ*
2. if *σ*

**=**=*α*=*⇒ abort* )

Γ*,A*

**=**=*α*=*⇒* (*sj,* (*hj , O*1)*,* (*hj , O*2)*,Hj*), then (*sj, hj* ) *|*= *q*.

Γ*,A* 1 2 1

# Soundness

As usual, soundness of the inference rules follows from the property that the rules preserve validity: For all well-formed instances of each inference rule, if the premisses are valid and the side conditions hold, then the conclusion is valid. The proof is a rule-by-rule case analysis, mostly as in [[3](#_bookmark5)] but augmented with the use and manipulation of rely sets. We summarize the main steps in showing soundness of the Parallel rule, and the rule dealing with local resources.

The following Parallel Decomposition Lemma is the key to the Parallel rule. Again, it is obtained by augmenting the analogous lemma from [[3](#_bookmark5)], and the rely sets play a crucial rˆole here in the technical justification.

**Theorem 11.1** *Let mod* (*α*1)*∩A*2 = *mod* (*α*2)*∩A*1 = *{}, free*(*α*1) *⊆ owned* (Γ)*∪A*1*, and free*(*α*2) *⊆ owned* (Γ) *∪ A*2*. Let O*1 *∩ O*2 = *{} and α ∈ α*1 *O*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *O*2 *α*2*. Let σ* = (*s,* (*h, O*)*,* (*h*3*, O*3)*,H*) *∈* ΣΓ *and h* = *h*1 *· h*2*,O* = *O*1 *· O*2*,A* = *A*1 *∪ A*2*. Let σ*1 = (*s,* (*h*1*, O*1)*,* (*h*2 *· h*3*, O*2 *· O*3)*,H*) *and σ*2 = (*s,* (*h*2*, O*2)*,* (*h*1 *· h*3*, O*1 *· O*3)*,H*)*.*

1. *If σ*

**=**=*α*=*⇒ abort, then σ*

Γ*,A*

1

**=**=*α*=1=*⇒ abort or σ*2

Γ*,A*1

**=**=*α*=2=*⇒ abort.*

Γ*,A*2

1. *If σ*

**=**=*α*=*⇒* (*sj,* (*hj, Oj*)*,* (*hj , Oj* )*,Hj*)*, then σ*1

**=**=*α*=1=*⇒ abort, σ*2

**=**=*α*=2=*⇒ abort, or*

Γ*,A* 3 3

Γ*,A*1

Γ*,A*2

*there are hj , hj , Oj , Oj such that Oj ∩ Oj* = *{}, Oj* = *Oj · Oj , hj* = *hj · hj , and*

1 2 1 2 1 2 1 2 1 2

*σ*1 **=**=*α*=1=*⇒* (*sj,* (*hj , Oj* )*,* (*hj · hj , Oj · Oj* )*,Hj*)

Γ*,A*1

1 1 2 3 2 3

*σ*2 **=**=*α*=2=*⇒* (*sj,* (*hj , Oj* )*,* (*hj · hj , Oj · Oj* )*,Hj*)*.*

Γ*,A*2

2 2 1 3 1 3

Proof: by induction on the length of *α*. (*End of Proof* )

**Corollary 11.2** *If* Γ *▶A*1 *{p*1*}c*1*{q*1*} and* Γ *▶A*2 *{p*2*}c*2*{q*2*} are well-formed and valid, and mod* (*c*1) *∩ A*2 = *mod* (*c*2) *∩ A*1 = *{}, then*

Γ *▶A*1*∪A*2 *{p*1 *∗ p*2*}c*1 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==) *c*2*{q*1 *∗ q*2*}*

*is valid.*

This shows soundness of the parallel rule.

For dealing with local resource blocks of form **resource** *r* **in** *c* we need the following lemma.

## Theorem 11.3

1. *If* (*s,* (*h*1 *· h, O*1)*,* (*h*2*, O*2)*,H*) *∈* ΣΓ*,* (*s, h*) *|*= *R, free*(*R*) *⊆ X,*

*and r ∈/ dom*(Γ)*, then* ([*s | r* : 1]*,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H · h*) *∈* ΣΓ*,r*(*X*):*R.*

*β\r*

1. *If r /∈ dom*(Γ)*,* (*s,* (*h*1 *· h, O*1)*,* (*h*2*, O*2)*,H*) **=**=====*⇒ abort, and β ∈* [[*c*]][*r*:1]*, then*

Γ*,A∪X*

*β*

([*s | r* : 1]*,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H*) ===========*⇒ abort.*

(Γ*,r*(*X*):*R*)*,A*

1. *If* ([*s | r* : 1]*,* (*h ,O* )*,* (*h ,O* )*,H · h*) *β*

([*sj | r* :

1 1 2 2

===========*⇒*

(Γ*,r*(*X*):*R*)*,A*

* 1. *,* (*hj , Oj* )*,* (*hj , Oj* )*,Hj*)*,* (*s, h*) *|*= *R, and β ∈* [[*c*]] *, there is a heap hj ⊆*

1 1 2 2

*j j j*

[*r*:1]

*β\r j j*

*H such that* (*s ,h* ) *|*= *R and* (*s,* (*h*1 *· h, O*1)*,* (*h*2*, O*2)*,H*)

**=**=====*⇒*

Γ*,A∪X*

(*s ,* (*h*1 *·*

*hj, Oj* )*,* (*hj , Oj* )*,H − hj*)*.*

1 2 2

We then obtain soundness for the Local Resource rule.

**Lemma 11.4** *Suppose* Γ*, r*(*X*) : *R ▶A {p}c{q} is valid and well-formed, so r /∈*

*dom*(Γ) *and free*(*R*) *⊆ X. Then* Γ *▶A∪X {p ∗ R}***resource** *r* **in** *c{q ∗ R} is valid.*

Proof: Let *σ* = (*s,* (*h*1 *· h, O*1)*,* (*h*2*, O*2)*,H*) be a local state for Γ with (*s, h*1) *|*= *p*

and (*s, h*) *|*= *R*, so that (*s, h*1 *· h*) *|*= *p ∗ R*. Let *α ∈* [[*c*]][*r*:1].

*α\r*

If *σ* **=**=====*⇒ abort* then there is a local computation of form

Γ*,A∪X*

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H · h*) =======*α*====*⇒ abort.*

(Γ*,r*(*X*):*R*)*,A*

But this would contradict validity of the premiss, since (*s, h*1) *|*= *p*.

Now suppose

*α\r*

*j jj*

*j j j*

*σ* **=**=====*⇒* (*s ,* (*h , O* )*,* (*h , O* )*,H* )*.*

1 1 2 2

Γ*,A∪X*

Then there must be heaps *hj , hj* such that *hjj* = *hj · hj*, (*sj, hj*) *|*= *R*, *hj ⊥ Hj*, and

1 1 1

(*s,* (*h*1*, O*1)*,* (*h*2*, O*2)*,H · h*) =======*α*====*⇒* (*sj,* (*hj , O*1)*,* (*hj , Oj* )*,Hj · hj*)*.*

(Γ*,r*(*X*):*R*)*,A* 1 2 2

By validity of the premiss and the assumption that (*s, h*1) *|*= *p*, it follows that (*sj, hj* ) *|*= *q*. Hence (*sj, hjj*) *|*= *q ∗ R*, as required. (*End of Proof* )

1 1

# Provable programs are fault-free

**Theorem 12.1** *If* Γ *▶A {p}c{q} is valid, then every ﬁnite execution of c from a global state satisfying p∗inv* (Γ) *is race-free, and ends in a state satisfying q∗inv* (Γ)*.*

Proof: Suppose Γ *▶A {p}c{q}* is valid, and let (*s, h*) be a global state satisfying

*p ∗ inv* (Γ). Let *s* = *h*1 *· H* with (*s, h*1) *|*= *p* and (*s, H*) *|*= *inv* (Γ). Let *α ∈* [[*c*]]. If

(*s, h*)

**=***α⇒ abort* , then (*s,* (*h*1*, {}*)*,* (*{}, {}*)*,H*)

**=**=*α*=*⇒ abort* . But this would contradict

Γ*,A*

validity, so there must be *sj*, *hj* such that (*s, h*)

**=***α⇒* (*sj, hj*).

By assumption, (*s,* (*h*1*, {}*)*,* (*{}, {}*)*,H*) is a local state for Γ, in which all resources are available. A global computation of *c*, without interference, from (*s, h*) corre- sponds to a local computation of *c* from (*s,* (*h*1*, {}*)*,* (*{}, {}*)*,H*) in which the envi-

ronment steps are trivial. By validity, there must be *hj ,Hj* such that *hj* = *hj · Hj*,

*α j j*

1 1

*j j j*

1 1

(*s,* (*h*1*, {}*)*,* (*{}, {}*)*,H*)

**=**==*⇒* (*s ,* (*h , {}*)*,* (*{}, {}*)*,H* ), and (*s , h* ) *|*= *q*. (A trivial

Γ*,A*

environment obeys the rely constraint vacuously.) Moreover, since this local com-

putation produces a legal local state for Γ, we must also have (*sj,Hj*) *|*= *inv* (Γ). Thus (*s, hj*) *|*= *q ∗ inv* (Γ), as required. (*End of Proof* ) Special case:

When *c* has no free resource names, and *▶A {p}c{q}* is valid, the conventional partial correctness assertion *{p}c{q}* is valid, and *c* is race-free from all states satisfying *p*.

# Further extensions

Our inference rules include a Frame rule [[6](#_bookmark7)] as in the original CSL. This rule allows the “framing on” (by separate conjunction) of an additional formula in the pre- and post-condition of an assertion, provided the formula does not mention any variable written by the program. It is natural to ask whether there is an analogous rule that permits framing inside resource invariants. Our semantic investigation into the revised logic suggests the following new rule, which we call Invariant Framing:

Γ*, r*(*X*): *R ▶A {p}c{q}*

Γ*, r*(*X ∪ Xj*): *R ∗ Rj ▶A {p}c{q}*

if *mod* (*c*) *∩ Xj* = *{}* and *free*(*Rj*) *⊆ Xj*

Of course this rule can be used repeatedly to deal with multiple resources at a time. Together with the Parallel rule, this would allow the following Parallel Framing rule to be derived:

Γ*, r*(*X*1): *R*1 *▶A*1 *{p*1*}c*1*{q*1*}* Γ*, r*(*X*2): *R*2 *▶A*2 *{p*2*}c*2*{q*2*}*

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAArCAYAAACuAHIQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQ4je3KMQ6CUBAE0JcfBW9gYryBNpSGisSGS1PRUXkdobD5dmxNs9PMZPLgiRlX+2kx4V3wQo9HgO8YMBQ09TwH+FS7KQHYTeLEiRMnTnwYXuveAvP/v9Dhg1uAL1gw/gB30Qna+I3DoAAAAABJRU5ErkJggg==)

Γ*, r*(*X*1 *∪ X*2): *R*1 *∗ R*2 *▶A*1*∪A*2 *{p*1 *∗ p*2*}c*1 *c*2*{q*1 *∗ q*2*}*

provided *mod* (*c*1) *∩* (*A*2 *∪ X*2)= *{}* and *mod* (*c*2) *∩* (*A*1 *∪ X*1)= *{}*. This rule has a pleasing symmetry.

# Conclusions

We have presented a revised formulation of Concurrent Separation Logic, using assertions annotated with rely sets, and sketched the details behind a proof of soundness for this logic, based on an action trace semantics. This repairs a defect hidden inside our earlier version of CSL, in response to a counterexample found by Wehrman and Berdine [[12](#_bookmark12)]. At the same time we have been able to weaken the syntactic constraints imposed on shared variable use in Owicki-Gries and adopted without change in the original CSL. As a benefit of this generalization, the new CSL can handle programs in which shared variables are protected by multiple resources, and the new rules require that a program must acquire *all* protecting resources before writing a shared variable and must acquire *some* protecting resource before reading a shared variable.

It should be straightforward to adapt the semantic framework and technical de- velopment to incorporate permissions as in [[4](#_bookmark6)], using a permission algebra (*P, ⊕, T*) as in [[1](#_bookmark3)], and working with permissive stores *S* = **Ide** *~fin Vint × P* and heaps *H* = **Loc** *~fin Vint × P*. A global state would then be representable “locally” as a tuple (*σ*1*, σ*2*,τ* ) of *compatible* state portions, where *σ*1 represents the local state of the process, *σ*2 the local state of the environment, and *τ* the state belonging to available resources. We believe that this would offer a way to show soundness of Uday Reddy’s logic [[9](#_bookmark14)] based on syntactic control of interference, in which permis- sions are used statically. We plan to explore the connections between Reddy’s logic and the revised CSL, in future work; it seems likely that a provable assertion in our logic corresponds to a multitude of alternative assertions in Reddy’s logic, differing only in the choice of permission attached to identifiers used by the program.
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