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**Abstract**

ReactiveML is a synchronous reactive extension of the general purpose programming language OCaml. It allows to program reactive systems such as video games or simulators.

This paper presents rmltop, the ReactiveML counterpart of the OCaml toplevel. This toplevel allows a programmer to interactively write ReactiveML programs which are type-checked, compiled and loaded on the fly. The user can then progressively run concurrent processes and observe the interactions between them.

The main strength of rmltop is that all valid ReactiveML expressions are accepted in the toplevel with the same semantics as in the compiler. This allows to use the ReactiveML toplevel as a debugger. Furthermore, the interpreted code is as efficient as if it was compiled. Moreover, a toplevel interpreter being itself a reactive system, another originality of rmltop is its own implementation in ReactiveML which makes it relatively light.

*Keywords:* Reactive Programming, Prototyping, Debugging, Reactive Scripts.

# Introduction

ReactiveML is a programming language dedicated to the implementation of in- teractive systems as found in graphical user interfaces, video games or simulation

problems. ReactiveML is based on the synchronous reactive model of Fr´ed´eric

Boussinot [[3](#_bookmark16)] embedded in an ML language (here OCaml [[14](#_bookmark27)]). The synchronous

reactive model provides synchronous parallel composition and dynamic features like dynamic creation of processes. ReactiveML is compiled into a purely sequen- tial OCaml code. Native-code or bytecode executables are then generated by the OCaml compiler.

We propose here an interactive mode for ReactiveML in a way similar to the interaction loop (or toplevel) of OCaml. In this mode, ReactiveML programs can be defined and executed in an interactive manner. The toplevel (rmltop) reads
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ReactiveML phrases on the standard input, compiles them and executes them. Moreover it provides control directives to run a process, suspend the execution of the running processes, execute only the next *n* reactions or resume the execution. Those directives are directly launched in the toplevel. Additionally, the suspension directive can be launched by processes. It allows to program an *observer* that decides to suspend the execution when a certain condition is verified.

All these features make this execution mode a convenient tool for prototyping re- active behaviors. Contrary to sequential programs, reactive programs continuously interact with their environment. Modifying and programming the environment dur- ing the execution of the system is thus useful for testing and debugging. It can also help for teaching purposes: the interaction with the processes behaviors improves the understanding of the reactive model.

The ReactiveML toplevel is also useful to study dynamic reconfiguration of re-

active programs. The addition of new processes during the execution can be used as a basic element to build a framework for programming reconfigurable applications. Icobjs [[5](#_bookmark18),[10](#_bookmark22)], a graphical programming language based on the reactive model, is

an example of such a framework.

rmltop is included in the distribution of ReactiveML which is available at:

[http://rml.inria.fr](http://rml.inria.fr/).

Any ReactiveML program accepted by the compiler can be executed in the toplevel. Moreover, the execution is as efficient as the compiled version of the program. The ReactiveML toplevel does not interpret programs. It compiles them into bytecode and executes the bytecode.

The implementation of rmltop reuses the ReactiveML compiler. It has two consequences: (1) the implementation is small (about 500 source lines of code) and (2) the semantics of the two execution modes (compiled and interactive) are the same by construction. Moreover, a toplevel interpreter being itself a reactive system, one originality of rmltop is to be itself implemented in ReactiveML, making its implementation relatively elegant.

The

ReactiveML

toplevel is based on the original idea of

Reactive

Scripts [[8](#_bookmark21)] by Fr´ed´eric Boussinot and Laurent Hazard. Reactive Scripts is a

scripting language first built on ReactiveC [[6](#_bookmark19)] and Tcl-Tk. Then Jean-Ferdy

Susini proposed a new implementation [[18](#_bookmark31)] of this language based on

Sugar-

Cubes [[9](#_bookmark23)] and Java. We will discuss the differences between our approach and

Reactive Scripts in Section [4.1](#_bookmark11).

In the following, we first present the use of rmltop in Section [2](#_bookmark1) through a collection of examples. Section [3](#_bookmark6) describes its implementation. Section [4](#_bookmark12) is devoted to a discussion and we conclude in Section [5](#_bookmark13).

# Interactive Programming in ReactiveML

ReactiveML is an extension of OCaml [3](#_bookmark2) such that we can define data types and

3 The current implementation of ReactiveML does not support objects, labels, polymorphic variants and functors.

louis@machiavel> rmltop

ReactiveML version 1.06.07 Objective Caml version 3.10.1

# signal s;;

*val s : (’\_a, ’\_a list) event*

*val s : (’\_a, ’\_a list) Implem.Lco\_ctrl\_tree\_record.event = <abstr>*

# let process p = await s;

print\_endline "Present";;

*val p : unit process*

*val p : unit Implem.Lco\_ctrl\_tree\_record.process = <fun>*

# #run p;;

# emit s ();;

*- : unit = ()*

Present

Fig. 1. An rmltop session.

functions like in OCaml. Moreover, it provides synchronous reactive processes as functions that can be executed through several instants.

The body of a process mixes OCaml code with reactive constructs *`a la* Esterel. Programs can be composed in parallel (|| operator) and communication is based on broadcast with associated construct to emit signals (emit), test their presence (present, await), etc.

Notice that contrary to Esterel, ReactiveML follows the Boussinot seman- tics: the reaction to absence of signals is delayed. This restriction ensures that programs are causal by construction (a signal cannot be present and absent during an instant). In the following, we assume that the reader has some notions of the OCaml language [[14](#_bookmark27)] and of synchronous programming [[1](#_bookmark14)]. We will not present the ReactiveML language in details here, but only what is necessary for the following. For more details on ReactiveML the reader can refer to [[15](#_bookmark28),[16](#_bookmark29)].

* 1. *First* ReactiveML *Session*

An rmltop session is a succession of definitions (types, values, processes ...), exe- cutions of directives and ReactiveML instantaneous expressions. An example of session is given Fig. [1](#_bookmark3). It is launched by the rmltop command.

The session begins with the following line:

# signal s;;

that declares a global signal s (the character # is the prompt). This declaration is followed by two pieces of information given by the toplevel: (1) the type in- ferred by the ReactiveML compiler for this declaration and (2) the type of the corresponding OCaml code.

Next, we define a process p (introduced by the keyword process) that prints

Present when the signal s is emitted:

# let process p = await s;

print\_endline "Present";;

Then an instance of p is executed by means of the #run directive (directives begin with a # character):

# #run p;;

The instance of p now runs in background and the control is returned to the user.

Finally the signal s is emitted in the reactive machine:

# emit s ();;

Hence, the instance of the p process that is awaiting s reacts and the message

Present is printed.

The main directive of rmltop is #run. This directive executes the process given as parameter. The directive #exec is derived from #run. It executes a reactive expression. It is implemented as follows: #exec e;; *≡* #run (process e);;

* 1. *A Complete Example*

We illustrate the use of rmltop on the so-called n-body problem. The n-body problem is the simulation of planets that obey the gravity laws of Newton. The entire code and a video presentation are available at <http://rml.inria.fr/slap08>.

We first define the data type of planets.

# type planet =

{ id : int; mass : float;

pos : float \* float \* float;

speed : float \* float \* float; } ;;

We can notice here that we benefit from the expressiveness of OCaml data types. We now declare some useful constants and functions like the gravitational con- stant, the integration step and a function that creates a random speed value. The

random\_speed function uses the Random module of the OCaml standard library.

# let g = 6.67;;

*val g : float*

*val g : float = 6.67*

# let dt = 0.1;;

*val dt : float*

*val dt : float = 0.1*

#let random\_speed () =

![](data:image/jpeg;base64,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)![](data:image/jpeg;base64,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)![](data:image/jpeg;base64,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)

(a) An empty window (b) A planet (c) The sun and some planets Fig. 2. Screenshots of the window process.

|  |  |  |  |
| --- | --- | --- | --- |
| ((Random.float | 100.0) | -. | 50.0, |
| (Random.float | 100.0) | -. | 50.0, |
| (Random.float | 100.0) | -. | 50.0) |

;;

*val random\_speed : unit -> float \* float \* float*

*val random\_speed : unit -> float \* float \* float = <fun>*

Other pure OCaml functions are then defined but not detailed here. A global signal

env is declared. This signal will gather the positions of all the planets in a list.

# signal env;;

*val env : (’\_a, ’\_a list) event*

*val env : (’\_a, ’\_a list) Implem.Lco\_ctrl\_tree\_record.event = <abstr>*

The env signal has type (’\_a, ’\_a list) event where ’\_a will be instantiated with the type planet. It means that the values emitted on this signal must be of type planet and the value associated to the signal has type planet list.

The signal env is then used for display by process window.

# let process window = Graphics.open\_graph ""; Graphics.auto\_synchronize false; loop

await env (all) in update\_display all end ;;

*val window : unit process*

*val window : unit Implem.Lco\_ctrl\_tree\_record.process = <fun>*

This process first initializes the graphical window and then enters into an infinite loop. The behavior of the loop is the following. The expression “await env (all) in ...” waits for the emission of the env signal, and binds all to the value associated to env. Then, at the instant following the emission of the signal, the body of await/in construct is executed. The update\_display func- tion uses the all value to draw all planets. Notice that there is no instantaneous loop since the await/in expression takes at least one instant.

This process is then executed by writing:

# #run window;;

Its effect is to open an empty OCaml graphics window (Fig [2(a)](#_bookmark4)). Since the env

signal is not emitted, the window process is stuck on its await expression.

Now the behavior of a planet is given by:

# let random\_planet () = ... ;;

*val random\_planet : unit -> planet*

*val random\_planet : unit -> planet = <fun>*

# let compute\_pos p all = ... ;;

*val compute\_pos : planet -> planet list -> planet*

*val compute\_pos : planet -> planet list -> planet = <fun>*

# let process planet =

let me = ref (random\_planet()) in loop

emit env !me; await env (all) in

me := compute\_pos !me all end ;;

*val planet : unit process*

*val planet : unit Implem.Lco\_ctrl\_tree\_record.process = <fun>*

The process planet uses two previously defined functions: (1) random\_planet that creates a new planet at a random position with a random speed and (2) compute\_pos that given a planet p and a list of planets all computes the new position of the planet p submitted to the attraction of all other planets.

The process planet creates a new random planet and enters in an infinite rep- etition of three parts. First it emits the position of the planet on the signal env to communicate it to other planets. Then it waits for the value of this signal (the list of all planets) which is available at the next instant. Finally, it uses this information to compute the new position of the planet. To summarize, all the planets emit their position on the signal env. It is used by the window process for display and by each planet to compute its position at the next instant. We now run the process planet.

# #run planet;;

It launches the planet process in background, in parallel with already running processes (here window). It creates a new planet that appears on the graphical window (Fig. [2(b)](#_bookmark5)). As it is the unique body of the system, its trajectory is not modified and it goes out of the window. We can run several times the planet process to create other planets.

# #run planet;; # #run planet;;

As the planets are of non null weights their trajectories are modified by the interaction with the other ones, but they still go out of the window. Nevertheless,

as the value of the signal env is the list of the planets, we can verify that all created planets are still running by observing the value of env. To observe the value of the signal env in a stable state, we first use the #suspend directive. It asks for the suspension of the simulation at the beginning of the next instant.

# #suspend;;

Planets stop their movement. We can now observe the environment using the Re- activeML pre operator.

# pre env;;

*- : bool = true*

The evaluation of expression pre env returns the status (emitted or not) of signal

env at the preceding instant. pre can also be used to ask for the value of the signal:

# pre ?env;;

*- : planet list = [{id = 1; mass = 1.;*

*pos = (25486.668, -30490.001, -3332.7650);*

*speed = (27.458270, -32.814312, -3.5462074)};*

*{id = 2; mass = 1.;*

*pos = (-17667.938, 18421.838, -12995.214);*

*speed = (-34.721283, 35.976223, -25.585873)};*

*{id = 3; mass = 1.;*

*pos = (-5691.3338, 8876.0819, 6907.2694);*

*speed = (-17.164963, 26.688011, 20.773542)}]*

We can observe that it is indeed a list of three planets, and we can consult the values of the different fields. Note that it is not possible to ask for the status or the value of a signal at the current instant: it’s an intrinsic feature of the reactive model.

When the execution is suspended, we can call another useful directive: the #step directive. It executes one instant of the system.

# #run planet;; # #step;;

# pre ?env;;

*- : planet list = [{id = 1; mass = 1.;*

*pos = (25492.159, -30496.564, -3333.4747);*

*speed = (27.458270, -32.814312, -3.5462149)};*

*{id = 2; mass = 1.;*

*pos = (-17674.882, 18429.033, -13000.331);*

*speed = (-34.721283, 35.976220, -25.585873)};*

*{id = 3; mass = 1.;*

*pos = (-5694.7668, 8881.4195, 6911.4241);*

*speed = (-17.164961, 26.688011, 20.773546)};*

*{id = 4; mass = 1.;*

*pos = (-44.769087, -83.553279, -76.555396);*

*speed = (12.309124, -15.532798, 12.909834)}]*

Here we run a new planet, then we execute one step of the system and we ask for the env value. We can notice that a fourth planet has indeed been added to the list, and the other ones have moved.

The directives #suspend and #step are helpful for debugging and understanding reactive systems. Notice that the directive #step *n* is also available. It allows to execute *n* instants of the system.

The directive #resume goes back to the sampled mode.

# #resume;;

We now define a new process sun that creates a planet much heavier than the other ones and which does not move:

# let process sun = let me =

{ id = 0; mass = 30000.0;

pos = (0.0, 0.0, 0.0); speed = (0.0, 0.0, 0.0) } in

loop

emit env me; pause end ;;

*val sun : unit process*

*val sun : unit Implem.Lco\_ctrl\_tree\_record.process = <fun>*

Its behavior is to make its position available to the planets by emitting it at each instant on the env signal and to wait for the following instant.

If we run the sun process, a sun appears on the graphical window.

# #run sun;;

# #exec (for i = 1 to 50 dopar run planet done);;

To add several planets at the same time, we use the primitive #exec that allows to launch a non-instantaneous ReactiveML expression. The expression we execute here is a loop that runs 50 planets in parallel (for/dopar construct). We can observe that each newly added planet is attracted by the sun and turns around it (Fig. [2(c)](#_bookmark5)).

We now want to observe eclipses.

# let eclipse { pos = (x, y, z) } =

abs\_float x < 10. && abs\_float y < 10. && z > 0.;;

*val eclipse : planet -> bool*

*val eclipse : planet -> bool = <fun>*

The boolean function eclipse takes a planet as argument and tests if it is in front of the sun. We can test if at least a planet was at an eclipse position at the preceding instant by evaluating the following expression:

# List.exists eclipse (pre ?env);;

*- : bool = false*

It applies the exist function of the List module of OCaml to the planets envi- ronment. The returned value is false, so there was no eclipse when the phrase has been evaluated.

It would be very difficult to suspend by hand the simulation exactly when a planet is in front of the sun, and tedious to execute the system step by step until an eclipse occurs. Fortunately, the #suspend directive can be launched by processes. We can thus define a process eclipse\_observer that suspends the simulation if a planet is at an eclipse position.

# let process eclipse\_observer = loop

await env (all) in

if List.exists eclipse all then #suspend end;;

*val eclipse\_observer : unit process*

*val eclipse\_observer : unit Implem.Lco\_ctrl\_tree\_record.process = <fun>*

# #run eclipse\_observer;;

As soon as we run the eclipse observer, each time an eclipse occurs, the simulation is suspended.

The process eclipse\_observer is a synchronous observer. It can observe dy- namic properties without modifying the behavior of the system. The combination of this feature with the possibility to suspend the simulation allows to set semantic breakpoints. These breakpoints are defined by arbitrarily complex conditions ex- pressed in the language itself. This is an original and powerful way to suspend the execution of a program.

We have shown through this example of the n-body problem that the Reac- tiveML toplevel is not only useful to understand a reactive system, but also to test and debug it. We are now going to describe its implementation.

# Implementation

The ReactiveML interactive mode consists of three parts: (1) a toplevel that reads the source code to build the execution environment and record the directives,

1. a reactive machine that evaluates processes launched by the #run directive and
2. a controller that supervises the execution of the reactive machine with respect to the other directives (#suspend, #resume and #step).
   1. *The Toplevel*

As the

ReactiveML

language is compiled into

OCaml, it is natural that the

ReactiveML toplevel uses the OCaml toplevel to execute compiled ReactiveML

phrases and dynamically builds an execution environment.
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Fig. 3. Structure of the implementation of the ReactiveML interactive mode.

The structure of the implementation is presented Fig. [3](#_bookmark8). A Unix process rmltop coordinates the parallel execution of a ReactiveML compiler rmlc and an OCaml toplevel ocaml.

* The ReactiveML compiler runs in an interactive mode. ReactiveML phrases are given as input to the rmlc compiler. The compiler returns the corresponding OCaml code.
* The compiled code is then sent to the OCaml toplevel that executes it. This execution builds an environment that contains the definition of the functions and processes.

The reactive machine and its controller run in a separate thread of the OCaml toplevel. This software architecture allows the reactive machine to share the en- vironment of the OCaml toplevel. The communication between the two threads is made through shared memory. So we use a lock Rmltop\_global.mutex to pre- vent data races. This lock is taken during the execution of ReactiveML phrases (compiled into OCaml).

The execution of a directive sets a global reference in the execution environment. The controller can then access the reference to treat the directive. There is one reference by directive, defined in the module Rmltop\_global. Let us now present the reactive machine.

* 1. *The Reactive Machine*

The reactive machine executes the processes launched by the #run directive. It is implemented by the function Rmltop\_reactive\_machine.rml\_react that com- putes the reaction of one instant of the machine.

val rml\_react: unit Rmltop\_global.rml\_process list -> unit

It takes as argument a list of processes to execute in parallel with the processes that are already running in the machine. This function is the interface between the reactive machine and the controller.

suspend
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Fig. 4. machine controller automaton.

The body of rml\_react takes the lock Rmltop\_global.mutex during its execu- tion. It ensures that it is not executed in parallel with a ReactiveML phrase in the toplevel.

* 1. *The Reactive Machine Controller*

The controller makes the reactive machine react: it controls when the machine must compute a new instant. In particular, the controller interprets the following directives: #suspend, #resume and #step.

As shown in [[12](#_bookmark24)], the control of the execution of a reactive program is itself a re- active program. Thus, the control of the reactive machine can be programmed

by a process written in ReactiveML. The core of the controller is a process

machine\_controller. It determines when the reactive machine must compute a new instant. It is composed of two modes : (1) the sampled mode and (2) the step by step mode. It must switch from the first one to the second one when the signal suspend is emitted, and from the second one to the first one when resume is emitted. When the machine is in the second mode, if the signal step is emitted, then a fix number of instants (given by the value associated to step) is computed. This computation can be interrupted if the signal suspend is emitted.

let process sampled =

loop Rmltop\_reactive\_machine.rml\_react(get\_to\_run()); pause end

let process step\_by\_step = loop

await step(n) in do

for i = 1 to n do Rmltop\_reactive\_machine.rml\_react(get\_to\_run()); pause

done

until suspend done end

let process machine\_controller = loop

do run sampled until suspend done;

do run step\_by\_step until resume done end

The process machine\_controller implements the two states Moore automaton of

Fig. [4](#_bookmark9). The expression do *e* until *s* done executes its body (*e*) until signal *s* is present. The first do/until is the first state, and the second do/until is the second one. The condition to go from the first state to the second one is the presence of signal suspend. Respectively, the condition to go from the second state to the first one is the presence of signal resume. Let’s now detail the code of each state.

In the sampled mode, an infinite loop periodically calls the reaction function of the machine. [4](#_bookmark10) In the step by step mode, each time the signal step is emitted with the value n, n instants of the reactive machine are executed. The do/until interrupts this sequence of reactions if the signal suspend is emitted.

The controller is also in charge of the translation of directives into ReactiveML signals. We have seen in Section [3.1](#_bookmark7) that the reactive machine and the controller communicate through shared variables (suspend, resume and step) defined in the Rml\_global module. The controller monitors these global variables and emits the corresponding signal when the status of a variable changes. This behavior is imple- mented by the following generate\_signals process.

let ref\_to\_sig ref s = match !ref with

| None -> ()

| Some v -> ref := None; emit s v

let process generate\_signals = loop

Mutex.lock Rmltop\_global.global\_mutex; ref\_to\_sig Rmltop\_global.suspend suspend; ref\_to\_sig Rmltop\_global.resume resume; ref\_to\_sig Rmltop\_global.step step; Mutex.unlock Rmltop\_global.global\_mutex; pause

end

Finally, the behavior of the controller is to execute the two processes

machine\_controller and generate\_signals in parallel.

let process controller =

run machine\_controller || run generate\_signals

* 1. *Conclusion*

Due to the software architecture of rmltop, any valid ReactiveML expression is accepted in the toplevel and has the same semantics and efficiency as the compiled version. Indeed, the same ReactiveML compiler is used for the two versions of the language and the OCaml toplevel is as efficient as the bytecode compiler. Moreover this software architecture results in a light implementation.

4 The function get to run returns the list of processes to add to the machine and resets the list.

# Discussions

* 1. *Related Work*

First, we can remark that it is not possible to implement a reactive toplevel based on the semantics of Esterel. In this model, processes cannot be dynamically added to a running program because causality loops may appear when two expressions are composed in parallel. For example, in the following expression, even if each present expression is causal, the parallel composition of the two is not causal.

signal s1, s2 in

present s1 then emit s2 else ()

|| present s2 then () else emit s1

Here, with Esterel semantics, if we suppose that s1 is absent we can deduce that it is emitted in the *same* instant. If we suppose that it is present, we can deduce that it is not emitted. Hence, this program is absurd.

With ReactiveML semantics, if we suppose that s1 is absent then we can de- duce that it will be emitted at the *next* instant: there is no causality loop. With the reactive model of Boussinot, all programs are causal by construction. So, contrary to Esterel, it is always possible to add a process to a running machine.

Reactive Scripts [[8](#_bookmark21),[18](#_bookmark31)] is a scripting language based on the reactive model and mixed with the Reactive Object Model [[4](#_bookmark17)]. It provides some powerful features like freezing an object such that it can be serialized and migrate to another reactive machine.

Reactive Scripts is implemented as “macros” that are expanded into another reactive language (ReactiveC or SugarCubes) which is then interpreted. Con- versely, ReactiveML has a language approach in which programs are typed and compiled. It allows to define specific type systems and optimisations and provides a more efficient implementation.

Another advantage of the ReactiveML toplevel is that it accepts as input the whole ReactiveML language, whereas Reactive Scripts is less expressive than ReactiveC and SugarCubes. It imposes some limitations on the host language.

* 1. *Dynamic Reconﬁguration*

The combination of the reactive model with the ability to dynamically define and add new processes provides good basic elements to study dynamic reconfiguration of reactive systems. For example, it is easy to extend the ReactiveML toplevel such that each process *p* launched by the #run (killable *p*) command can be killed by the emission of its identifier on a kill signal.

# let process killable p =

let id = gen\_id () in print\_endline ("["^(string\_of\_int id)^"]"); signal kill\_me in

do

run p; emit kill\_me

|| loop

await kill(ids) in if List.mem id ids then emit kill\_me end

until kill\_me done;;

*val killable : ’a process -> unit process*

The killable process is a higher order process. It associates a fresh identifier to p using the gen\_id function and prints it such that the user can know it. Then the body of the process executes p under the supervision of a kill\_me signal: the presence of this signal interrupts the execution. kill\_me is emitted when the identifier of the process belongs to the list of processes to kill (the value associated to kill) or when the execution of p is terminated.

In a same way, it is for example possible to define a kind of icobj combinator that automatically provides the possibility to suspend and resume a process (and only this one), to add a process inside a running icobj, etc. A strength of ReactiveML is polymorphism and higher order that allow to easily program such combinators.

Note that dynamic reconfiguration of reactive systems does not only consist in modifying the behavior but also in modifying data types. For this aspect of reconfiguration, ReactiveML does not provides any facilities. In particular, it is not possible to change during the execution the type of a signal but this feature ensures the type safety of the system.

* 1. *Language Extension*

The implementation of rmltop has highlighted an extension of the ReactiveML

language that should be interesting to consider.

To implement the communication between the OCaml toplevel and the con- troller we had to use shared memory and a mutex. Moreover, the process generate\_signals had to do active waiting. Thus it would be interesting to have asynchronous tasks.

We are currently working on an extension of ReactiveML with asynchronous

concurrent constructs based on the join-calculus [[11](#_bookmark25)] similar to the ones of

Jo-

Caml

[[13](#_bookmark26)]. With this extension, a function new\_cell that creates a one place

buffer could be written as follows:

let new\_cell () =

def state (\_) & set(x) = state(Some x) & reply () to set

or state (Some x) & get() = state(None) & reply x to get in spawn (state None);

(set, get)

*val new\_cell : (’a -> unit process, unit -> ’a process)*

The body of the function contains a join-definition (def/in) that introduces three channels (state, set and get). This join-definition is made of two reaction rules. The first one defines the behavior of set: it updates the state of the buffer. The second one defines the behavior of get: it returns the value contained in the buffer.

Notice that a call to get is blocked until the value on the state channel matches the pattern Some x. The expression spawn (state None) initializes the state of the buffer.

For example, this buffer can be used to communicate the value of #step directive as follows:

let set\_step, get\_step = new\_cell() let process generate\_step =

loop let n = run (get\_step ()) in emit step n ; pause end

The work on this extension is related with some other language like Loft [[7](#_bookmark20)],

Fair Threads [[17](#_bookmark30)] or ULM [[2](#_bookmark15)].

# Conclusion

We have presented rmltop, an interactive mode for the ReactiveML language. It can be helpful to design and debug reactive systems and for teaching purposes. It provides a way to execute a program in a sampled mode or step by step and to dynamically modify the behavior of a system. An originality of this toplevel lies in the fact that it is itself coded in ReactiveML. It results in a light and elegant code, that could be even better if ReactiveML would provide asynchronous tasks. This gives a good motivation to add such a feature to the ReactiveML language.
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