![](data:image/png;base64,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)

![](data:image/png;base64,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)![](data:image/png;base64,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)Electronic Notes in Theoretical Computer Science 253 (2009) 113–128

[www.elsevier.com/locate/entcs](http://www.elsevier.com/locate/entcs)

Lazy Constraint Imposing for Improving the Path Constraint

Ruben Duarte Viegas[1](#_bookmark0)*,*[2](#_bookmark0) Francisco Azevedo[3](#_bookmark0)

*CENTRIA - Departamento de Informa´tica Faculdade de Ciˆencias e Tecnologia Universidade Nova de Lisboa*

*Caparica, Portugal*

**Abstract**

In this paper we propose a lazy constraint imposing mechanism for improving the path constraint in *GRASPER*, a state-of-the-art graph constraint solver, having obtained very promising results in terms of both time and space in solving an interesting problem in the Biochemistry subject area, in comparison with *CP(Graph)*, the state-of-the-art solver.

*Keywords:* constraint programming, graph constraint propagation, path constraint

# Introduction

Constraint Programming (CP) [[16](#_bookmark22),[7](#_bookmark17),[21](#_bookmark31)] has been extensively used for solving com- binatorial [[18](#_bookmark28)], scheduling [[13](#_bookmark23)], allocation [[15](#_bookmark24)] problems, among others, in various domains. After the appearance of sets [[12](#_bookmark25)] in CP, graph domain variables and cor- responding operations were defined [[10](#_bookmark19),[9](#_bookmark20),[26](#_bookmark36),[27](#_bookmark37)] allowing users to directly create and manipulate these variables in order to model their actual problem in a much more higher level than before.

One of the definitions proposed for graph domain variables is the one specified in [[26](#_bookmark36),[27](#_bookmark37)], which is implemented in *GRASPER (GRaph ConstrAint Satisfaction Problem solvER)*, available in the *CaSPER* [4](#_bookmark1) platform [[5](#_bookmark14)]. As the name indicates, *GRASPER* is a graph constraint satisfaction problem solver. It is directly based upon a finite set solver, *Cardinal* [[2](#_bookmark12)] and it provides the means for creating directed
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and undirected graph variables, a nucleus of basic constraints upon which more complex and useful constraints can be provided ranging from constraints to impose graph properties (order, size, degree, reachability, connectedness, path, . . . ) and to impose graph relationships (underlying and oriented, reverse, complementary graph relationships). As demonstrated in [[26](#_bookmark36),[27](#_bookmark37)], *GRASPER* appeared as an alternative to *CP(Graph)*, the state-of-the-art graph constraint solver [[10](#_bookmark19),[9](#_bookmark20)] in the comparison made between the two for the *Metabolic Pathways Problem* [[1](#_bookmark11),[24](#_bookmark34),[17](#_bookmark26)], a problem which can be viewed as a path discovery problem in biochemical networks.

Among all the constraints available on a typical graph solver, one of the most important ones is the *path* constraint. By definition, a *path* between two vertices is a sequence of unique vertices contained in the vertex-set of a graph, starting at an initial vertex and finishing in a terminal vertex and such that for every pair of successive vertices there is an edge linking them (and preserving the direction) in the edge-set of the graph.

In this paper we explain how we can improve, not only in time but also in space, the *path* constraint by employing a lazy constraint imposing mechanism. We start in section [2](#_bookmark2) by briefly introducing Constraint Programming. In section [3](#_bookmark4) we briefly describe *GRASPER* and define the *path* constraint and in section [4](#_bookmark5) we explain how the *path* constraint, as defined in [[26](#_bookmark36),[27](#_bookmark37)], was implemented upon *GRASPER*. Subsequently, in section [5](#_bookmark6) we explain how, using lazy constraint imposing, we can implement a much more efficient *path* constraint and we use these two implementa- tions for solving the *Metabolic Pathways Problem*, presenting results and comparing both implementations, against the state-of-the-art solver, *CP(Graph)*, in section [6](#_bookmark7). Finally, we end with our closing remarks and future work, in section [7](#_bookmark10).

# Constraint Programming

A problem where relations between variables (to which values must be assigned) are restricted by a number of constraints that must be satisfied, is referred to as a Constraint Satisfaction Problem (CSP) [[16](#_bookmark22)]. The goal, in Constraint Programming (CP), is to assign values to all the variables without violating any constraint, or to prove this to be impossible. The space formed by all possible combinations of assignments is referred to as the search space.

Search for solutions involve assigning variables with values from their domain and, when a contradiction is found due to some violated constraint, perform some form of backtracking to undo choices made and try other yet unexplored branch of the search tree.

After the appearance of the finite domains [[25](#_bookmark35)], where variables could be re- stricted to range over finite subsets of the universe of values, set constraint solving

was proposed in [[20](#_bookmark30)] and formalised in [[12](#_bookmark25)] with the *ECLiPSe Constraint System* [5](#_bookmark3)

library *Conjunto*, specifying set domains by intervals whose lower and upper bounds are known sets ordered by set inclusion. Such bounds are denoted as *glb* (great- est lower bound) and *lub* (least upper bound). The *glb* of a set variable *S* can be

5 Available at <http://sourceforge.net/projects/eclipse-clp>

seen as the set of elements that are known to belong to set *S*, while its *lub* is the set of all elements that can belong to *S*. Local consistency techniques are then applied using interval reasoning to handle set constraints (e.g. equality, disjointed- ness, containment, together with set operations such as union or intersection). Set domains proved their usefulness in declarativeness and efficiency for *NP*-complete combinatorial search problems dealing with sets, compared to constraint solving over finite integer domains. Later on, *Cardinal* (also in *ECLiPSe Constraint Sys- tem*) [[2](#_bookmark12)], improved on *Conjunto* by extending propagation on set functions such as cardinality.

Recently, graph domain variables were defined [[10](#_bookmark19),[9](#_bookmark20),[26](#_bookmark36),[27](#_bookmark37)] providing new oppor- tunities for modelling graph-related constraint problems. Graph domain variables were defined over two finite sets, one for the set of vertices and one for the set of edges, each edge being a pair of elements in the set of vertices. Examples of graph-related problems are job-shop scheduling [[13](#_bookmark23)], planning [[19](#_bookmark29)], graph colouring [[11](#_bookmark21)], circuit analysis [[14](#_bookmark27)], among others. Finite graph variables also allow a direct implementation of constraint graphs, where each vertex represents a variable and each edge a constraint imposed on those variables making it a very intuitive way of understanding and programming constraint networks.

Since the search space of combinatorial problems is usually intractable, a na¨ıve generate-and-test approach, in which each combination of possible assignments is generated and then tested for a solution, until one is found, is unsuitable. Hence, constraint reasoning techniques are usually applied in AI to (often, drastically) re- duce search space by discarding impossible solutions [[7](#_bookmark17)]. Such local consistency techniques look ahead at logical predicates defined as constraints to discard impos- sible values from the domain of individual variables.

In general, solvers using such techniques are incomplete, which means that reach- ing a consistent state for the CSP is not a sufficient condition for its satisfiability. Hence, a search phase must still occur to find a possible assignment of values to all the variables. Consistency techniques are interleaved during this search phase to constantly reduce search space, aiming at saving computation time. Notice that there is a trade-off between the level of consistency applied and the amount of pruning (of the search tree) obtained. Usually, greater levels of consistency pro- duce decreasingly larger improvements on pruning and require increasingly larger amounts of CPU time, thus becoming counter-productive at some stage.

Consistency enforcement is accomplished by means of propagators:

**Definition 2.1** A propagator *π* for a constraint *c* involving a variable with domain

*D* is a monotonically decreasing function such that *π*(*D*) *∈ D*.

The set of propagators are executed repeatedly until fixpoint, i.e., no further domain reduction is possible by an additional execution of any propagator. A propagator may, therefore, be executed several times between fixpoint operations. In the remaining of the paper, let *πi* denote the i’th execution of propagator *π*.

Constraint solvers thus apply constraint propagation in order to remove re- dundant (i.e. impossible) values from the domains of variables involved in stored

constraints. If the domain of some variable becomes empty after the application of such techniques, then the CSP is insoluble. Otherwise, the CSP is said to be consistent (with regard to some properties) and there may be a solution, which has to be found to definitely prove one exists.

1. ***GRASPER* and the *path* constraint**

A graph [[3](#_bookmark13),[28](#_bookmark38),[8](#_bookmark18)], is composed by a set of vertices and by a set of edges, where each edge connects a pair of the graph’s vertices. Therefore a graph variable can be seen as a pair (*V, E*) where both *V* and *E* are finite set variables. In a directed graph variable each edge is represented by a pair (*X, Y* ) specifying a directed arc from *X* towards *Y* .

As for finite integer domains, where variables have a lower bound and an upper bound delimiting the set of possible values that the variable can be instantiated to, we have for finite set and graph domains the same concept.

In finite sets, the domain of each variable is represented by two sets: the *greatest lower bound (glb)* set and the *least upper bound (lub)* set, ordered by set inclusion,

which define, respectively, the smallest and the biggest sets to which the variable can be instantiated. In finite graphs, the graph’s *glb* is defined as the composition of its vertex-set and edge-set *glb*s and, similarly, the graph’s *lub* is defined as the composition of its vertex-set and edge-set *lub*.

We start by defining finite set and finite graph (both directed and undirected) domain variables and then proceed to the description of the functionality we intend to improve.

**Definition 3.1** *[Set variable]* A set variable *X* is represented by [*aX, bX* ]*cX* where *aX* is the set of elements known to belong to *X* (its greatest lower bound (*glb*)), *bX* is the set of elements not excluded from *X* (its least upper bound (*lub*)), and *cX* its cardinality (a finite domain variable). We define *pX* = *bX \ aX* to be the set of elements, not yet excluded from *X* and that can still be added to *aX* (or, to put it short, *poss*).

**Definition 3.2** *[Directed Graph variable]* A directed graph variable *X* is repre- sented by *dirgraph*(*VX, EX* ) where *VX* is a finite set variable representing the ver- tices of *X* and *EX* another finite set variable representing the edges of *X*.

**Definition 3.3** *[Undirected Graph variable]* An undirected graph variable *X* is represented by *undirgraph*(*VX, EX* ) where *VX* is a finite set variable representing the vertices of *X* and *EX* another finite set variable representing the edges of *X*.

* 1. *Delta domains*

*CaSPER*, the framework where *GRASPER* is built upon provides a very useful structure for use in propagators: *delta domain* variables. A *delta domain* repre- sents the set of updates on a variable domain between two consecutive executions of some propagator. The availability of *delta domain* variables improves the use,

intuitiveness and efficiency of propagators since they provide information about what changed since the last time the propagator was triggered. In the following, let *X g Y* = *⟨aY \ aX, bX \ bY ⟩* be the standard (bounds) difference between two set variables *X* and *Y* , with the same type of domain:

**Definition 3.4** *[Delta domain]* Let *DI* (*X*) and *DF* (*X*) denote respectively the initial domain of *X* (i.e. before any propagator is executed), and final domain of *X* (i.e. after a fixpoint is reached). The delta domain of variable *X* is Δ(*X*) = *DI* (*X*)*g DF* (*X*). Let *Dπi* (*X*) be the domain of variable *X* right after the *i*’th execution of propagator *π*. The delta domain of variable *X* with respect to propagator *πi* is Δ*πi* (*X*) = *Dπi−*1 (*X*) *g Dπi* (*X*).

Maintaining delta domains is a complex task. Delta domains must be collected, stored and made available later during a fixpoint operation. Moreover, each propa- gator has its own (possibly distinct) set of deltas which must be updated indepen- dently.

The basic idea is to store Δ(*X*) = *{δ*1 *... δn}* in each set variable *X* as the

sequence (a singly-linked list is used) of every atomic operation *δi* applied on its domain since the last fixpoint. In this context, *δi* is either a removal or insertion of a range of contiguous elements respectively from the set *lub* or in the set *glb*.

A delta domain with respect to some propagator execution Δ*πi* (*X*) is then just a subsequence from the current Δ(*X*). Although the full details of this task are out of the scope for this paper, we note that domains may be maintained almost for free on constraint solvers with a smart garbage collection mechanism.

* 1. *Core constraints*

In order to create and manipulate graph domain variables we provide two construc- tors (one for directed and one for undirected graph variables) which provide the core constraints of the graph constraint solver.

All the basic operations for accessing and modifying the vertices and edges are supported by finite sets primitives, provided by *Cardinal*, so no additional function- ality is needed. Therefore, it is possible to create and manipulate graph variables

for use in constraint problems just by providing two simple constraints for graph variable creation and delegating to a set solver the underlying core operations on sets.

These core constraints allow basic manipulation of graph variables, but we also define some other, more complex, constraints based on the core ones thus provid- ing a more powerful, intuitive and declarative set of functions for graph variable manipulation. One of these constraints is the path constraint.

A graph *G* = (*V, E*) defines a path between an initial vertex *vs* and a final vertex *vf* if there is a sequence of vertices *{v*0*, v*1*,..., vn−*1*, vn} ∈ V* such that *6i ∈ {*0*,n—* 1*},* (*vi, vi*+1) *∈ E* and where *v*0 = *vs* and *vn* = *vf* . As specified in [[26](#_bookmark36),[27](#_bookmark37)] the *path* constraint can be specified as (we only specify the rule for directed graph

variables, being the one for undirected ones very similar):

*path*(*GD, v*0*, vf* ) *≡ quasipath*(*GD, v*0*, vf* ) *∧ weakly connected*(*GD*)

which basically says that for ensuring the *path* constraint, one can just ensure a *quasipath* constraint and a *weakly connected* constraint. This allows the path constraint to be directly decomposed into two more simple constraints.

The *weakly connected* constraint is a constraint imposing that any two vertices of a graph are reachable from one another, disregarding the orientation of the edges (please consult [[27](#_bookmark37)] for details). In turn, the *quasipath* constraint, is a degree constraint, imposing that every vertex of a graph has exactly one predecessor and one successor in the graph. The *quasipath* constraint, for directed graph variables, is specified as:

*6v ∈ V* (*GD*)

⎧⎪ #*P* = 0*∧*

⎪ #*S* = 1

⎪

⎪ #*P* = 1*∧*

*, if v* = *v*0

*quasipath*(*GD, v*0*, vf* ) *≡ predecessors*(*GD, v,P* )*∧* ⎪⎨

*, if v* = *vf*

*successors*(*GD*

*, v, S*)*∧*

#*S* = 0

⎪

⎪ #*P* = 1*∧*

⎪⎩ #*S* = 1

*, otherwise*

which basically dictates that every vertex that belongs to the graph has to have ex- actly one predecessor and one successor, exceptions being the initial vertex which has no predecessor and the final vertex which has no successor. *predecessors*(*GD, v,P* ) and *successors*(*GD, v, S*) represent the constraints for imposing the predecessors and successors of a vertex in a graph.

The *predecessors*(*GD, v,P* ) constraint can be expressed as:

*predecessors*(*GD, v,P* ) *≡ P ⊆ V* (*GD*) *∧ 6v' ∈ V* (*GD*) : (*v' ∈ P ≡* (*v', v*) *∈ E*(*GD*)) Similarly, the *successors*(*GD, v, S*) constraint can be expressed as:

*successors*(*GD, v, S*) *≡ S ⊆ V* (*GD*) *∧ 6v' ∈ V* (*GD*) : (*v' ∈ S ≡* (*v, v'*) *∈ E*(*GD*))

# Imposing the *path* constraint

In this section we explain how the *path* constraint was implemented in *GRASPER* and also explain, in general terms, how *CP(Graph)* imposed this constraint, ana- lyzing both solutions. For the next sections, we will denote *S'* as the new state of a variable *S* (after propagation) and *S* as its previous state. The *glb* of *S* will be represented by *S* and the *lub* of *S* by *S*.

Regarding *GRASPER*’s initial implementation, on imposing the *quasipath* con- straint the first task was to iterate over all vertices in the graph variable’s *glb* and to impose that their predecessor and successor sets had a cardinality of 1 (exceptions

being the initial and final vertices as explained previously), thus ensuring that every vertex imposed *a priori* to be part of the solution respects the *quasipath* constraint. The next task was to iterate over all vertices in the graph variable’s *poss*. Since they are in the graph variable’s *poss* we can not just impose the cardinality of their

predecessor and successor sets to have a cardinality of 1 because some of these vertices are still unknown to be part of the solution. A strategy is needed to enforce the *quasipath* constraint on these vertices, such that when one of them is imposed to be part of the solution, the cardinality of its predecessor and successor sets is set to 1, and such that when one of them is imposed not to be part of the solution, the cardinality of its predecessor and successor sets is set to 0 (forcing edge-removal).

In order to tackle this problem the following strategy was adopted: we obtained the predecessor and successor sets for each of these vertices and stored them for fu- ture access. After this storage, we could reason upon these sets in the following way (*Pv* and *Sv* represent the predecessor and successor sets of a vertex *v*, respectively):

* If at any time, a vertex is removed from the graph then its predecessor and successor sets cardinality is set to 0
  1. *6v /∈ V* : #*Pv* = 0 *∧* #*Sv* = 0
* If at any time, a vertex is added to the graph then its predecessor and successor sets cardinality is set to 1

1. *6v ∈ V* : #*Pv* = 1 *∧* #*Sv* = 1

* If at any time, one vertex has the cardinality of one of its predecessor or successors sets instantiated to 0, then the vertex is removed from the graph

*'*

1. *V ← V \ {v ∈ V* : #*Pv* = 0 *∨* #*Sv* = 0*}*

* If at any time, one vertex has the cardinality of one of its predecessor or successors sets instantiated to 1, then the vertex is added to the graph

1. *V ' ← V ∪ {v ∈ V* : #*Pv* = 1 *∨* #*Sv* = 1*}*

This implementation is indeed very declarative and intuitive since it is basically a direct translation into constraints of the actual problem. We used this implemen- tation and developed a solution for the *Metabolic Pathways Problem*, whose results we were able to compare against the ones obtained with *CP(Graph)*’s solution and even though not as efficient for the best heuristic we concluded that the results were acceptable and that *GRASPER* was nonetheless an alternative to using *CP(Graph)*.

There were, however, some problems with this implementation regarding both space and time. The problem with space is that basically we are obtaining and storing the predecessor and successor sets of each vertex in the graph variable’s *poss* even though we do not know whether a given vertex will become part of the actual solution or not. In a worst case scenario, if we have *N* vertices and the graph is complete (every vertex is adjacent to every other), then we will have *O*(*N* 2) spatial complexity just to store the predecessor and successor sets, which is clearly very expensive.

Regarding time, this solution had several problems. First of all, and applying the same reasoning as before, we were wasting time obtaining the predecessor and

successor sets of each vertex in the graph variable’s *poss* not knowing if they would ever become useful. Not only did we wasted time obtaining these sets but we also wasted time in maintaining them, since for each of these sets we had to maintain their consistency with the graph variable. Considering for instance the successor set of a vertex *v*, we had to maintain consistency in the following way (*V* and *E* represent the vertex and edge sets of the graph, respectively):

* If a vertex *s* is removed from the successor set, the corresponding edge (*v, s*) must be removed from the graph

*'*

1. *E ← E ∩ {*(*x, y*) *∈ E* : (*x /*= *v*) *∨* (*x* = *v ∧ y ∈ S*)*}*

* If a vertex *s* is added to the successor set, the corresponding edge (*v, s*) must be added to the graph

1. *E' ← E ∪ {*(*v, x*) *∈ E* : *x ∈ S}*

* If an edge (*v, s*) is removed from the graph, the vertex *s* is removed from *v*’s successor set

*'*

1. *S ← S ∩ {x ∈ S* : (*v, x*) *∈ E}*

* If an edge (*v, s*) is added to the graph, the vertex *s* is added to *v*’s successor set

1. *S' ← S ∪ {x ∈ S* : (*v, x*) *∈ E}*

A cost linear in the number of vertices and edges of the graph is required, in a worst case scenario, every time one of these operations were performed. Given that each of these operations is performed for every predecessor or successor sets, and that we have a predecessor and successor sets for each vertex in the graph variable’s *poss*, many of which may not belong to the solution, it is easy to conclude we were wasting a considerable amount of time.

*CP(Graph)*, in turn, uses a different method for imposing this constraint. It defines a view over the graph variable’s domain, more suitable for this problem than a vertex-set and edge-set representation. This view provides an adjacency representation, i.e., it maintains for each vertex a list of its adjacent vertices and it requires some form of consistency maintenance, ensuring that any change in the raw domain representation is reflected into the view and vice-versa.

Upon this view, *CP(Graph)* enforces directly the constraint by enforcing each

vertex (except for the initial and final one) to:

* Having exactly one predecessor iff the vertex is in the graph’s *glb*
* Having exactly one successor iff the vertex is in the graph’s *glb*

which is basically a direct translation of the problem into a network of constraints. The major difference between both methods is the underlying structure that is used to impose these constraints. In the case of *GRASPER* we fetched *a priori* all the predecessor and successor sets for each vertex, which as explained previously, is very time and space consuming, whereas *CP(Graph)* opted for developing a view over the graph raw domain structure which could provide very efficient access to the vertices adjacency sets.

In *GRASPER*, maintaining consistency for the *path* constraint implies sweeping

the graph raw domain entirely, for each predecessor and each successor sets of each vertex, whereas in *CP(Graph)* consistency maintenance requires only sweeping the domain once and updating the view.

However, *CP(Graph)*’s method still has some of the undesirable properties men- tioned previously for the *GRASPER* implementation. First of all, albeit in a much smaller scale, there is still some overhead in maintaining consistency between the graph raw domain and the view since a change in the graph raw domain will re- quire an entire sweep over it, in order to update the view. Secondly, using this method implies a duplication of memory usage, since the view is actually another data structure that stores the graph information but in a different way. Last, but not least, the problem of imposing constraints over vertices that may not be part of the solution remains and hence, the feeling of wasting resources needlessly persists.

In the next section we explain how we can use a lazy mechanism for imposing con- straints that will both save considerable space and, most importantly, considerable time on imposing the *path* constraint and that can solve the mentioned problems of the methods used by *GRASPER* and *CP(Graph)*.

# Lazy constraint imposing for the *path* constraint

As explained in the previous section, considerable space was required, in *GRASPER*, to store the predecessor and successor sets of all vertices belonging to the graph variable’s *poss* as well as considerable time for obtaining those sets and maintaining their consistency.

While one is able to accept consuming space and time for storing and maintaining those sets for vertices that may become part of the solution one is not, however, able to accept consuming those resources for vertices that present no guarantee of becoming part of the solution.

What we are seeking is basically, a lazy mechanism for delaying, as much as possible, obtaining the predecessor and successor sets (and maintaining their con- sistency) of a given vertex until it is actually considered part of the solution.

This is easily achieved in the following way. First, and as done in the original implementation, the predecessor and successor sets for all the vertices already in the graph variable’s *glb* are obtained and their cardinality is instantiated to 1 (except

for the initial and final vertices, as explained previously), by the same reasons we mentioned in the previous section.

Secondly, all vertices in the graph variable’s *poss* are iterated upon and an asso-

ciative table is built, as before, but this time the vertices predecessor and successor sets will not be stored there. This time, only two integer variables are stored: one integer variable for the number of edges having the vertex as out-vertex, i.e., the number of predecessors of the vertex; and another integer variable for the number of edges having the vertex as in-vertex, i.e., the number of successors of the vertex.

This far, a considerable amount of memory has been spared since only two integer variables are stored for each of the vertices in the graph variable’s *poss*.

After this initialization phase, one can reason upon the information present in

this table in order to perceive when to impose the actual degree constraint over the vertices. Consistency between the graph raw domain and the degree associative table is done whenever there is a change in the graph’s domain (removal of vertex, removal of edge, addition of vertex, addition of edge), in the following way:

* If a vertex is removed from the graph then it is not being considered to make part of the solution and therefore no degree constraint should be posed upon it and thus the information present in the associative table, for that vertex, may be simply disregarded.
* If an edge is removed from the graph, an update of the table is performed. The successor counter for the in-vertex and the predecessor counter for the out-vertex are decremented. If any of these values reaches 0 then, clearly, the corresponding vertex cannot be part of the solution and, therefore can be removed from the graph.
* If a vertex is added to the graph then it may make part of the solution and therefore we are finally in the situation where one is able to accept consuming resources to obtain the vertex predecessor and successor set, to maintain their consistency and to impose that their cardinality is 1.
* If an edge is added to the graph, we are again in the situation where one is able to accept consuming the above mentioned resources and therefore the predecessor and successor sets of both end-vertices are obtained (if they have not already been obtained) and their cardinality is instantiated to 1.

This method is clearly very efficient in terms of memory consumption and it also manages not to waste time imposing heavy constraints on vertices that may not ever be part of a solution and thus, with this mechanism, we solve *GRASPER*’s problem of consuming resources for vertices that present no guarantee of becoming part of the solution.

Additionally, we improve, in space, on *CP(Graph)* since we do not need an actual duplication of the graph. Our associative degree table stores a pair of integers for each vertex, whereas *CP(Graph)* maintains a view over the graph raw domain, which is actually, a complete copy of the graph but with a different representation, more suitable for the operations required by the *path* constraint.

Finally, we also improve in time on *CP(Graph)* since every time a change in the graph domain occurs, we do not need an entire sweep over the domain in or- der to maintain consistency between the domain and the associative table. Since *GRASPER* has access to delta domain variables and these store information of what changed in a variable’s domain we can, in constant time, determine what this change was in our propagators. Hence, whenever a change occurs, we just need to consult the delta domain variable, query what the change was and update the corresponding information in the associative table.

# Results

In this section we start by describing the Metabolic Pathways problem, giving a general description, explaining how it can be modeled using graph domain variables and finally presenting the results for this problem, for both implementations of *GRASPER* and *CP(Graph)*.

Metabolic networks [[17](#_bookmark26),[1](#_bookmark11)] are biochemical networks which encode information about molecular compounds and reactions which transform these molecules into substrates and products. A pathway in such a network represents a series of reac- tions which transform a given molecule into others.

An application for pathway discovery in metabolic networks is the explanation of DNA experiments. An experiment is performed on DNA cells and these mutated cells (called RNA cells) are placed on DNA chips, which contain specific locations for different strands, so when the cells are placed in the chips, the different strands will fit into their specific locations. Once placed, the DNA strands (which encode specific enzymes) are scanned and catalyse a set of reactions. Given this set of reactions the goal is to know which products were active in the cell, given the initial molecule and the final result. Figure 2 represents a possible pathway between two given molecules regarding the metabolic network of Figure 1.

A recurrent problem in metabolic networks pathway finding is that many paths take shortcuts, in the sense that they traverse highly connected molecules (act as substrates or products of many reactions). However there are some metabolic networks for which some of these highly connected molecules act as main interme- diaries. In Figure 1 there are three highly connected molecules, represented by the grid-filled circles.

It is also possible that a path traverses a reaction and its reverse reaction: a reaction from substrates to products and one from products to substrates. Most of the time these reactions are observed in a single direction so we can introduce

*exclusive pairs of reactions* to ignore a reaction from the metabolic network when

the reverse reaction is known to occur, so that both do not occur simultaneously. Figure 1 shows the presence of five *exclusive pairs of reactions*, represented by 5 pairs of the ticker arrows.

Additionally, it is possible to have various pathways in a given metabolic ex- periment and often the interest is not to discover one pathway but to discover a pathway which traverses a given set of intermediate products or substrates, thus introducing the concept of *mandatory molecule*. These *mandatory molecules* are useful, for example, if biologists already know some of the products which are in the pathway but do not know the complete pathway. In Figure 1 we imposed the existence of a *mandatory molecule*, represented by a diagonal lined-filled circle.

In fact, the pathway represented in Figure 2 is the shortest pathway obtained from the metabolic network depicted in Figure 1 that complies with all the above constraints.

![](data:image/png;base64,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) ![](data:image/png;base64,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)

Figure 1 - Metabolic Network Figure 2 - Metabolic Pathway Such network can be represented as a directed bi-partite graph, where the com-

pounds, substrates and products represent one of the partition of the vertices and the reactions the other partition. The edges link compounds with the set of reac- tions and these to the substrates and the products. The search of a pathway be-

tween two vertices (the original molecule and a final product or substrate), *without*

the mandatory molecules constraint, could be easily performed with a breadth-first [[4](#_bookmark15),[22](#_bookmark32)] search algorithm.

Considering the problem of the highly connected molecules, a possible solution is to weight each vertex of the graph, where each vertex’s weight is its degree (i.e. the number of edges incident on the vertex) and the solution consists in finding the shortest pathway of the metabolic experiment. This approach allows one to avoid these highly connected molecules whenever it is possible.

The *exclusive pairs of reactions* can also be easily implemented by introducing

pairs of *exclusive* vertices, where as soon as it is known that a given vertex belongs to the graph the other one is instantly removed.

Finally, to solve the constraint of *mandatory molecules*, it is sufficient to add the vertices representing these molecules to the graph thus ensuring that any solution must contain all the specified vertices. With this mechanism, however, it is not guaranteed that the intended pathway is the shortest pathway between the given initial and final vertices (e.g. one of the *mandatory* vertices does not belong to the shortest path), so we cannot rely on breadth-first search and must find a different search strategy for solving this problem.

Basically, assuming that *G* = *dirgraph*(*V, E*) is the original graph, composed

of all the vertices and edges of the problem, that *v*0 and *vf* are the initial and the final vertices, that *Mand* = *{v*1*,..., vn}* is the set of *mandatory* vertices, that *Excl* = *{*(*ve*11*, ve*12)*,...,* (*vem*1*, vem*2)*}* is the set of *exclusive* pairs of vertices and that *Wf* is a function mapping each vertex to its degree, this problem can be easily modeled in *GRASPER* as:

*minimise*(*W* ) : *subgraph*(*dirgraph*(*SubV, SubE*)*, G*)*∧ Mand ⊆ SubV ∧*

*6*(*vei*1*, vei*2) *∈ Excl* : (*vei*1 *∈/ SubV ∨ vei*2 *∈/ SubV* )*∧*

*path*(*dirgraph*(*SubV, SubE*)*, v*0*, vf* )

*weight*(*dirgraph*(*SubV, SubE*)*, Wf ,W* )

The minimisation function can be found built-in in almost every constraint pro- gramming environment. The subgraph relation is directly mapped to our *subgraph* constraint (consult [[27](#_bookmark37)] for details on the *subgraph* constraint) and its objective is to allow the extraction of the actual pathway from the original graph containing ev- ery vertex and edge from the original problem. The introduction of the *mandatory vertices* is easily achieved by a mere set inclusion operation. The *exclusive pairs of reactions* demand the implementation of a very simple propagator which basically removes one vertex once it is known that another vertex has been added to the graph and they form an *exclusive pair of reactions*. The weighting of the graph is performed using the *weight* constraint (consult [[27](#_bookmark37)] for details on the *weight* constraint). These simple operations sketch the basic modelling for this problem, however it is still necessary to perform search so as to trigger the propagators and determine the set of vertices that belong to the pathway and the edges that connect them.

We use a labeling strategy that consists in iteratively extending a path (initially formed only by the starting vertex) until reaching the final vertex. At every step, we determine the next vertex which extends the current path to the final vertex minimizing the overall path cost. Having this vertex we obtain the next edge to label by considering the first edge extending the current path until the determined vertex. The choice step consists in including/excluding the edge from the graph variable. If the edge is included the current path is updated and the last vertex of the path is the out-vertex of the included edge, otherwise the path remains unchanged and we try another extension. The search ends as soon as the final vertex is reached and the path is minimal. This heuristic shall be referred as *shortest-path* [[23](#_bookmark33)].

Below, we present the results obtained for the problem of solving the shortest metabolic pathways for three metabolic chains (glycosis, heme and lysine) and for increasing graph orders (the order of a graph is the number of vertices that belong to the graph), having one instance per graph order. The instances were obtained from [[6](#_bookmark16)] and are the same ones used in [[10](#_bookmark19),[9](#_bookmark20)].

We ran both implementations and *CP(Graph)*’s implementation [6](#_bookmark9) on an Intel Core 2 Duo 2.16 GHz, 4 Mb of L2 Cache, 1.5 Gb of RAM, on graph instances hav- ing from 500 to 2000 vertices and using the *shortest-path* heuristic. Table [1](#_bookmark8) presents the results, in seconds, where *Gold* denotes the original version of *GRASPER*, *Gnew* the version with the lazy constraint imposing mechanism and *CP(Graph)*, the *CP(Graph)*’s implementation.

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Order | Glycosis | | | Lysine | | | Heme | | |
| *Gold* | *Gnew* | *CP* (*Graph*) | *Gold* | *Gnew* | *CP* (*Graph*) | *Gold* | *Gnew* | *CP* (*Graph*) |
| 500 | 1.13 | 0.28 | 0.21 | 1.37 | 0.36 | 0.41 | 0.73 | 0.22 | 0.10 |
| 600 | 1.75 | 0.38 | 0.31 | 1.74 | 0.48 | 0.44 | 1.05 | 0.28 | 0.12 |
| 700 | 2.23 | 0.45 | 0.35 | 2.16 | 0.47 | 0.75 | 1.34 | 0.36 | 0.16 |
| 800 | 2.86 | 0.53 | 0.50 | 2.65 | 0.53 | 1.00 | 1.67 | 0.41 | 0.19 |
| 900 | 3.69 | 0.64 | 0.68 | 3.23 | 0.57 | 1.29 | 2.12 | 0.51 | 0.27 |
| 1000 | 4.85 | 0.77 | 0.84 | 3.57 | 0.60 | 1.37 | 2.62 | 0.62 | 0.32 |
| 1100 | 6.10 | 0.91 | 1.00 | 4.66 | 0.73 | 1.29 | 2.98 | 0.65 | 0.33 |
| 1200 | 6.60 | 0.96 | 1.08 | 5.76 | 0.86 | 2.23 | 3.73 | 0.80 | 0.41 |
| 1300 | 7.47 | 1.03 | 1.21 | 6.95 | 0.99 | 2.50 | 5.06 | 0.94 | 0.47 |
| 1400 | 9.12 | 1.23 | 1.56 | 7.99 | 1.12 | 2.84 | 5.12 | 1.11 | 0.51 |
| 1500 | 10.60 | 1.40 | 1.85 | 8.98 | 1.25 | 2.92 | 5.46 | 1.14 | 0.52 |
| 1600 | 12.50 | 1.67 | 2.14 | 9.80 | 1.30 | 2.97 | 6.60 | 1.35 | 0.61 |
| 1700 | 14.70 | 1.93 | 2.40 | 10.40 | 1.41 | 3.03 | 7.61 | 1.57 | 0.69 |
| 1800 | 16.70 | 2.11 | 2.77 | 12.00 | 1.53 | 3.69 | 8.69 | 1.72 | 0.77 |
| 1900 | 18.70 | 2.27 | 3.02 | 13.60 | 1.75 | 3.93 | 9.75 | 1.96 | 0.84 |
| 2000 | 19.50 | 2.40 | 3.14 | 15.30 | 1.96 | 2.18 | 10.80 | 2.18 | 0.91 |

Table 1

Metabolic Pathways Problem results for *GRASPER* versions and *CP(Graph)*

Analyzing the results obtained for both implementations of *GRASPER* we con- clude that, for every instance of the problem and for all of the metabolic networks, the lazy constraint imposing mechanism has a major impact on the effectiveness of the application, managing to increase efficiency up to 8 times when comparing to the original version.

We also conclude that *GRASPER* is able to outperform *CP(Graph)* for the *glyco* chain, being able to improve 25% over *CP(Graph)*’s results on the higher instances. Regarding the *lysine* chain, *GRASPER* achieved a speed-up of 2 for some of the larger instances. Conversely, for the *heme* chain, *GRASPER* could not achieve the same results as *CP(Graph)*, taking sometimes twice the time of *CP(Graph)* to solve the problem. The heuristic used can find a solution for the instances of the *heme*

chain very efficiently when we directly apply all the constraints, which may explain why the results obtained using the lazy constraint imposing mechanism were not as efficient as the ones obtained with *CP(Graph)*.

6 We used version 1.3.1 of *GECODE* (available at [http://ww.gecode.org)](http://ww.gecode.org/) which is the last version upon which *CP(Graph)* runs on. *CP(Graph)* has been discontinued on *GECODE*.

# Conclusions and future work

In this paper, *GRASPER*’s *path* constraint definition was presented, being speci- fied how its first implementation was performed, showing that it used considerable space and used often too much time for imposing its constraints, although showing acceptable results when comparing to a state-of-the-art solver.

We proposed to use a lazy constraint imposing mechanism for a new implemen- tation that could optimize used space and that would only spend time maintaining consistency on variables that would give some evidence of being part of the solu- tion. We implemented a new version of *GRASPER* with such a mechanism and we compared it against the original one and against *CP(Graph)*, the state-of-the-art solver, and in that comparison, *GRASPER*’s new version was able to outperform the old version (by far) and also *CP(Graph)* for a large set of instances, appearing as a serious alternative to it.

Future work includes investigating where could this mechanism be also applied to, in order to further decrease space consumption and also to further improve the solver’s efficiency.

We are also applying the same mechanism for undirected graph variables, which allowed us to discover a possible improvement in the graph variable domain repre- sentation that we also believe may substantially improve the solver’s efficiency.

Additionally, we intend to implement solutions to other path constraining prob- lems and using larger and more difficult instances in order to determine the limits of our application.
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