![](data:image/png;base64,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)![](data:image/png;base64,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)Available online at [www.sciencedirect.com](http://www.sciencedirect.com/)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVQAAAAbCAYAAAAj63e4AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAgAElEQVR4nO09Z1hUR9dzl92lC0gVQTrSUYoUAQ2IiiIoIsWGXWyvURM1MWIlBhWTiKhYEkRBEUWl2LBEEOkiSlUQBFEpytLZdu/3g9z3u5lvdtkFEvO+X87znOeBmTNnzsyde+6ZmXPOAoIgwN8F3759O9rQ0PAVAIAAABCampqNVVVVxp9brn/w82NHR4e8s7NzNrk25OTkOrOyslw+t1z/YD++e/dulLGxcRX5fDQ0NN5XVFSYfG65/mrECIIAVODxePTExMTAwsJCu7KyMvOKigpTOp3O09DQ+ODg4JA3adKkRzNnzkxnMpkcMMzg6emZce/evSnUsnHjxj0rLi4ez+fzJfbu3RuWk5PjBAAAbm5umTt27AjHMIxAc/sjcDgc5vr164/V1dXpAgDA/PnzE5YsWRI73GP4bwaCILC0tDTvrKws17KyMvOysjJzHMdpampqzba2tkWTJ0/+zdvbO01eXr5zuPsODQ09GRMTs5paJi8v39nR0TFiuPv6b4arV6/OLS4uHi+oXl1dvcnS0vKFpaXlC2Vl5Y+i8p0+ffrtO3fuTKOWmZubl5WWlloMRd6/G3A4HCZBEBgAADCZTM7/0T9U7Xrv3j0PCwuLF+D3r4wgNDIyepmenj5juLX7hAkT8uC+DA0NXxEEAfbt2/cdXJeRkTFFVN4RERFb4fapqanen/uL9p+CT58+He/q6po50NrQ0NB4/8svvywd7v6Dg4MT4L4wDMM/97z8J2FycvKcgZ4fFUeNGvVu6tSpd86cObMcx3FMGG8nJ6cncHsdHZ26zz3m4cTr16/7SkhI8MjxLV++/Aw8L//+47vvvtsnzmQzmUx2Y2Oj5nAKLEyhbtmy5TBcN3v27Gui8OXz+TQdHZ06uP358+cXfu6H9J+AZ8+eXYZhGC7O+sjNzXUYThn+UahDx/Dw8G/FeYZUnDZt2u2GhgYtQbz/PyjUsWPHVsJjLC0tNafS0AAA4NatW1779+//DogBHA6HeebMmRXitBkIJkyYkA+XWVtblwAAgIKCQjtcl56ePrO1tVVlIL6ZmZlub9680YHLUTz/gT/C8+fPrdatWxdN/L7NERWOHTu2fjjlELY2/oE/H+7cuTPNwsKiNC4ubjFqLfx/eD6occNl9KamJvVFixadH0wHoigzceCnn376kkaj4S9fvjQGAABVVdWWEydOrAEAAH9//ythYWF7qfRcLpdx6dKloPXr1x8TxjcuLm4xXKakpNTm6emZMZzy/7cBm82WDAgIuNzX1yclbtvhXhsbN278uaenRyYrK8sVAACkpaV7ybXxD/w10N7erhASEnJOUlKSHRgYmEiti4yM3IJhGFFZWWkCAADKysofT548Gfp5JP2MEBcXtwhAZqykpGTfrl27dldXVxvU1NTo19TU6JeUlFiZm5uXkjQMBoNTUFBg91ea3NRbXhLt7e3zhbXp6uqSlZOT64Tbbdiw4ejn3kL83fHJkydO8LxhGIavXbs2urKyciy5Nqqqqozd3d3vU+muXr3q97nl/wf/iKgtv4mJSUVCQkJwQkJCcHx8/PyIiIitwcHBCaampuUwLYlaWloNXV1dsp97PH81Ur0YSHzx4oUFlYZeUFBgDytZJyennN27d++Gy7OzsyfW1NQYAACAnJxcl7Gx8UtRlPb79+9H5eTkOOXn50/AMIzQ1NR85+rqmmVlZfWcRqPhVNrHjx+7VFVVjQUAAF1d3ToPD4/7ZN2KFSvOPHnyxJlKX1BQYF9RUWFqampager7+vXrs7u6uuTg8uXLl5+FywiCwBoaGrRzcnKcnj59amNoaFjt7Oz8xNTUtAKWE4asrCxX0rLW0dF54+HhcR/HcVpycrIfeRNtb29fYGVl9Ryem6KiItuKigrTxsbG0RoaGh+MjIxeTZs27Y6cnFyXsD5JaGpqUs/NzXXMz8+foKGh8cHZ2fmJtbV1CZ1O54nSXhDk5+dPgMtGjx7dGB0dvQ4uT09Pn1leXm4GQP/tp4WFRakofXz69Glkbm6uY05OjhObzZbU0ND44OTklGNnZ1fIYDC4VNqSkhLrwsJCOwD6dxh+fn7Jwnjz+XyJ8vJys5ycHKeamhoDW1vbImdn5ydaWlpvB2p38eLFYDabLQkAAD4+PimqqqotVVVVY8+cObOis7NTHgAAtLW1G8zNzctsbGyejhkzpl6U8ZLQ0tKiSo6bz+dLjBo16v3EiROzbWxsnkpISPCFtSUIAqurq9PNyclxKikpsR47dmzVxIkTs42NjV+K6vVCgrq6elNwcPBFVF1KSopPSEjIORaLpUgtf/v2rVZERMS2vXv3hlHLs7OzJ5IW6pgxY+rhHeDdu3enNjQ0aAMAgLGx8UsXF5fHXC6XkZSUNI/cBbm5uWUaGRm9Qsnz8eNH5by8PIfc3FxHRUVFlrOz8xMbG5ung/E4YrFYinl5eQ45OTlO3d3dsurq6k2Ojo65EyZMyKfy6+joGEEeF5LrgQovX740Jn7f9puamlYABweHXABpXQMDg+rOzk65oWr0y5cvz9PV1a2F+QPKly4xMTGAvCl79OiRG4PB4JD1NBqNn5KSMovk19nZKYeyNrdv335AkAxTp069A9Pb2toWUmlwHMdOnjy5WlNTsxElp6KiYtvq1atPdnd3y6D6+P7777+B28TGxob4+PjcoJYxmUw26ZnQ3t4+Yvv27QckJSX7UH1KSUn1Llu27CyLxVIQNLbU1FRvAwODalR7GRmZbn9//6SWlhaVwT6/+fPnx8N85eXlO4bjMvLRo0du1B0PjEpKSp+ioqLWc7lcOkEQoKqqylhRUbGNSnP06NENKN69vb1Sa9eujZaXl+9A8R4zZsybqKio9YJurv/1r3/9TKW3s7MrSE5OniPoYk5CQoK3efPmyI6ODvmBxn3r1q3pKEuHRDU1taazZ88u4/P5NLgtjuPYkSNHNqmrq39AtVVWVm798ssvf+zr65NE9Y2yUCdNmvSbMHlra2t19fT0XsPtJCUl+2pqavRJuqysLBcmk8km6zEMw69duzabrN+4ceNPMI+UlJRZLi4uWdQyWVnZLnjn+/Dhw8lmZmZlgt4TLy+vm/X19dqirLvc3FwHa2vrZ4Lmf8SIEe2HDx/ewuFwGJ2dnXLCaGE0MzMrA9OnT7+Fqpw0adJvghTIQMhms5nwohSG586dWyxIMX311VeHqLxXrlx5CqbR0tJq4PF4ErAcjY2NmjQajQ/TnzhxIpSk6erqkl2wYMEFUeS0tLR8/vLlSyO4n4ULF56HaVG3nmTf3d3dMqK4pwEACF1d3dqPHz+OpPbH5XLp27Zt+0GU9tra2vU5OTmOg3mO69atO4biaWJiUvHhwwf1wfDk8/m0iIiIrVT3E2G4c+fOvQRBgMTExAC4bs6cOckw/+rqaoPx48c/FYV3YGDgJZQStLS0fE6lo9PpXGVl5daB+BkYGFS3t7ePQI2bx+NJ7Ny5c6+o3hJHjhzZRG3PYrEU/Pz8rorS1t7ePr+urk5nOBQqQRDIY0EAALF79+5dJM3Bgwe/huu//PLLH8l6T0/Pu3C9o6NjDooveVzE5/NpBw4c2I56h2FUUVFpuXv3rqegMeA4jh09enQD1WAThps2bTpSUVFhIgrtHzAlJWWWoEo7O7uCmJiYVeK8PDweT2LSpEm/iSOEo6NjjqgKNS8vbwKKB8onFeV7Ki0t3UNafT09PdLwyzMQysvLd8AKCqVQBeGJEydCly9ffkacPqOiotZTF4aXl9dNcdozGAzOYM40S0tLzQXxNDQ0fHXkyJFNr1+/1hOHZ0hISKw4squoqLSIqlCfP39uqaCgwBKHv4mJSUVbW5uiMIUqDq5cufIU6mWePXv2NXH4GBkZvSTbt7e3jzAyMnopTnslJaVPz549sx4Ohcrlcukoqzo4ODhhKApVEJJrddGiRXHijBnDMPzUqVMrUWMQZBwIQnl5+Y6SkhIrsdcAj8eTGDNmzJuBBHVxccmKiopaL2g7QeKJEydCxRXCzMysTFSFiuM4hrLuFi1aFAfTobaUixcvPkfS7Nq1azdKHn19/RpfX9/rtra2hXQ6nQvXW1hYvOBwOIzBKNSDBw9+jbJSDAwMqo2NjatQ/rLz58+PJ/s6f/78QhRfTU3NRm9v71RnZ+dsaWnpHrheVVW1+dOnT0riKlU3N7dHA41p/PjxT8PDw78VdjxBEAS4e/eup7hrg8lkskVRqDiOYyhZaTQa39ra+pmvr+91lB8hAIBYu3ZttCgK1cvL6+aiRYviSBR0cfP8+XNLKr+kpCR/ccetrq7+gWy/efPmSBSNkZHRy9mzZ18bP378U5TF7+DgkEs9OhisQiUIAmzdujUC9dz/LIV6+/btaag6VVXVZi8vr5tubm6PUMd/srKyXfD2Pzs721nc+ZeQkODV19drq6iotIjaRltbu17gRAtCAwOD6mvXrs1GnT99/Phx5MiRIz/CbdTU1Jqio6PXvnjxwqK9vX1EdXW1AXXRHjt2bJ2oCpUgCPDTTz9thOlkZGS6qdu3oqIiG5T8jx49ciOI/rMhKSmpXpjH+fPnF1LHVl5ebmplZVUC8zl06NBXoipUV1fXzJs3b3p1dHTIP3jw4AthvHAcxyIjIzdTXxDyiKKjo0N+1KhR76htMQzDDx48+DX1yKOxsVHTw8PjHtxPaGjoCXEV6qVLlwJFXRtqampNp0+fXoE6fuFwOAyUApKRkemOiIjYWlBQYMdisRTev3+vQZWdfCkHUqgXL14MQq3VwsJCW6ocN27c8IHPYjEMw6nndiiFOmvWrBR4zXd3d8sEBAQkwrTUSLHu7m4ZlMGioKDAOnLkyKbi4uJxLBZLoaGhQYu6BSa30+Xl5abwR33EiBHtV65cmUuV5dmzZ9aoD8bJkydXD4dCRRlKsrKyXaTCHqpCnT59+q2HDx9O7urqkmWz2UzUWL799ttwNpvNJHm2trYqz5kzJxmm8/Pzu0rS8Hg8CRsbmyKYRlJSsm///v07cnNzHVgslkJzc7PqzJkz08h6cqdRW1urm5GRMSUjI2PK6NGj38J8Tp06tZKs7+7ulgEEQYDm5mZVUcIKqeju7n4fjhJAfcW0tLQaqIfXJHK5XHpXV5dsV1eXLPlQRFWora2tytQDcBJjY2NDSBrUIbiRkdFL8qVYvHjxObj++PHja1CLqaamRl9GRqYbXkzkxR1KoWIYhvv6+l5//PjxRCqvq1ev+sG08+fPj4cvIYqLi8dduXJlblpa2kxS5r179+6E227evDkSJTOLxVKAFwCGYTjqDFgYstlsprjbVWtr62eZmZmuVD4xMTGrUC9kXl7eBLhPHo8nQa4N8lJKmELFcRzT0tJqoNYxGAxOSUmJFWpMCQkJwaj1LEyhCjqHRj3PjRs3/kTWo46dRo4c+RG2YuFxkx8l1NwLivArLS01h98LJSWlT+RuaigKVZDFSFqDg1GodDqdGxwcnPD06dPxAylveAdKYm9vrxTqQ00+r/j4+PlwnaSkZB+8Pgmi/8wWXndUFMVt6t9/4DiOZWRkTEH5egpC+LYcdRFD/UIOhKIqVIIgQGBg4CVBLwWHw2Goqqo2w/U//PDDNrI9fHOppKT0CWVZkYg6zyGzHaEUanR09FoUn76+PknUBceyZcvOtra2KgubH9SibGpqUhNEv2fPnjCYnrwAFBcLCwttvb29U0VdGyoqKi1UawI1R4KeLQqFKdTa2lpduI5qpcCI4zgGe3RIS0v3kC8RSqHm5+fbo3ihFKqPj88Nsh41Z/v3798hyphxHMfgtaKlpdUgLK4epYDJs9ShKNTffvttEuo5k/MyGIWalJTkj+oL5V1SXl5uKki248ePr4HpyV1faGjoCbhuzZo1xwfzDojkhwp+BwzDiClTptzz8PC4n5GR4Xnq1KlVt27d8urp6ZEBAqCoqMi2rKzM3NzcvAzHcRqcWYZOp/NCQkLOCWo/FFi+fPnZxMTEQGrZw4cPv6ivrx9TUlJi3dLSokqtk5CQ4C9evDgOAAA6Ozvla2tr9aj1ioqKrO+///5bQf19/PhRGS4rLCy0c3FxeYyil5aW7kWVS0pKspctW/bLoUOHvqaW//LLL8vi4+MXBAQEXF6zZs0JJyenHLjtixcvLKn/KygotMMZmKjw6tUrI5TM5DyIA7a2tkWpqamzCgoK7I8dO7Y+NTV1Vltbm5Ig+tbWVpXbt29P9/HxSUHJDgAAK1euPC2uHChA8e7o6Bixb9++nYLawBmxent7pSsqKkwtLS1fDFUeghKOiJJtxYoVZ0Th8+HDBw143cnJyXUJCxMnfWSpUFRUZDvUMFD4fSFBkM+oKCAjI9ODKofnjMFgcJOSkuYJ8rFtbGwcDZeR/spDmf9BgTCN3NPTI339+nXfkJCQWEHuHtu2bfuBIAjw+vVrPbiOTGwiKopjoQpKeBIeHv6tv79/Elzu6+t7nWyLigAaDIaEhMQKsr6EZVyqrq42gM/xYAwICEik+ns2NzerDofMrq6umYP5OsPI4XAY9+7d81i7dm006hIMAEDMnTv3CkkLu6vQ6XQualslCIVZqPv3798xHHMTFxe3iBgGC3XWrFkpBNF/7ALXKSoqtok6ZkHbbHGRjAocioUaFha2B247evTot2T9YCxUVMY6NpvNRF0Ei4tjx46txHEcQ/kiDzbKSxQLlQaEgLS0dK+vr++N2NjYJYcPH/4KRRMfH7+Az+dLoGK3/4y8mCTQaDR82bJlv8Dlp0+fXpmSkuIDl1Mjo4YrzlyY9S4MDAwMaiorK00WLFgQL4jm8uXLASYmJpVkAprPLTMMDAaD6+HhcT86OnrdhQsXFqKsh9TU1FmfPn0a2dnZKc/lchnUOhkZmZ6BIoJEhb/b3JCA2tWI8078XcZFEAQG5zoFoD/f6VD4oqCjo2MEj8ejD0wpHHp6emTYbLYkHCVJp9N5UlJSfUPlLwhEFnzTpk0/VlZWmpw+fXoltfzt27dajx49mmRvb18At6murjYkCAITNxxOVFi6dOmvu3fv3k3dYpEJpKkwatSo915eXrfI/83MzMphGgaDwVVTU2sWp/85c+ZcE1Pkf4O6unrThQsXFi5duvTXPXv27CKTflChs7NTft26ddG+vr43DA0NqxkMBpeqmMgwXnH69ff3vzJYmQWBn59f8g8//LB927ZtEdRyDofDTEpKmrd69eoYdXX1pqamJnWyrqOjY0Rra6uKqqpqy1D7Rz1POTm5LnGyiUlLS/dOnjz5t6HKQgUdHZ030tLSvb29vdJk2du3b7V6e3ulBR0JUQE1LiaTyRF3zshjl8HC3bt3p+bl5TnA5aKGFwPQv1ZFoVNRUWlVVVVtgY/sNDU134mjRwIDAxOlpKT69PX1X5Ph8gD0J9Cvr68fo6enVysqL3FAZIWKYRgRGBiYCCtUAPqVkby8fKeurm4dVaF1dnbKP3782MXV1TVrmOT9A2hrazdMmzbtzu3bt6cLo1uyZEksNa5dT0+vVkZGpof65ZaSkuqrrq42/DO/Xijw8PC47+Hhcb+8vNwsJiZmdXR09Do+ny9B1nM4HOavv/66dOvWrQdNTEwqqWdCBEFg2dnZE3V0dN78lTKjIDAwMBFWqAD0rw0A+l8+qkIFAIC0tDTvpUuX/jrUvlHnni4uLo9v3brlNVTeQwEJCQm+mZlZeVFRkS1ZRhAEduvWLa+B8hAA0B8bTqPRcBzH/72TVFJSanvz5o3OcFn3AwGLxVL85ptvDqDqJk2a9OjP6NPS0vLFgwcP3Kllqamps2xsbJ6Ky8vCwqKUqlAB6M87MVCGusECra6uTjcyMnLL8ePH12ZmZrrBWzMqfPr0aeT/YUCj4eRAUV+ssLCwvVQFMdwgygEzfDRAo9FweLvS2dkpHx8fv0AYHz6fL0HmjkVZlKJAe3u7QllZmTmsXMzMzMp//vnnjQkJCfPhRCwxMTGrcRynoeZ3oBRpBEFgWVlZrgcOHPgGdRQiDFgslmJkZOSWqKioDXfv3p1KtbRgQK0NAP43TyZK9vDw8B3Dsc1GbT0zMjI8UZdyVGhvb1e4cOHCwn379u0kk3YMN6DGvXfv3jAOh8McqK2UlFQffOnT1NSknpyc7CesHZfLZaSmps7at2/fTpRlKSqUlpZa2NvbF6B+MmX69Om3Z82alTpY3gAItlpRc3b8+PG1A/ErKCiwj4iI2Hbx4sVgYbwiIiK2oS7vhgXgA3hlZeXWpUuX/nLlypW5ZWVlZi0tLSqtra3Kubm5DkpKSp8AdChraWn5XNgBPfj98oDqdM/n82nnzp1bPGPGjPSZM2emlZWVmYl7KUU9xEa5SJH4xRdfPEC1i4yM3AzTMplM9uXLl+fBbil8Pp929epVP2rklZycXCcZdinOpRTV/crCwuLF5cuX58E+qPABPpPJZPf19UneuHHDBzXGH3/88Uv4ggfHcezBgwdfUJNP0Gg0vjg/bAc7TcvKynYFBAQkXrhwYUFJSYlVc3Ozamtrq3JVVZWxvr5+DSyXrKxsF+mKVlRUZIO62HR0dMx5//69BlXu9PT0GT4+PjdmzJiRfv/+ffeBLqUIggBUp2wSdXR06lD+np2dnXKHDx/eQnVJoq7j4bqUIgjB7kbu7u73qW5yOI5jV65cmevt7Z06Y8aMdPIXD1DRfNLS0j2pqane8Drlcrn0hISEYGqYqqKiYtu7d+9GCbqUsrCweHHz5k0vEi9duhS4devWCA8Pj3tw4Au1fzjkeKBLKVSSops3b3qh5vTx48cTUf2GhYXtQUVq5ubmOkybNu02lZZMqoQKjACgP8oL/gWCjIyMKbNnz742Y8aMdNSFmUh+qIIUkah4+PDhLdRFgYrQAaD/VtfZ2Tk7KCjoIhx5ZG1t/WywCpUg0D+PQuKFCxcWoNpwOBwGKgKKfLk2bNhwNDw8/Ntly5adFZTR6cmTJ07iKNSenh5pVKIHExOTinXr1h2LjIzcfOjQoa/geHQHB4dckgecwYpEXV3d2tDQ0BPh4eHfhoaGnhA0NvImWxQUNG5REY7MWrVqVQyKDsMw3MbGpigwMPAS7ActKyvbJYpCff36tZ4gbwNPT8+7W7dujdizZ09YQEBAIsowkJKS6v0zFCpBoH2mAej/wE2YMCEvMDDwkr29fT61TktLq4Eg+h3Xqb8ETEUbG5uijRs3/rR///4dISEhsSivF0B56YfyEyhUPHjw4NfwPAynQiUIAgjKd6Gpqdm4cuXKU/v379+xfv36KHjeSKQmlxEUugtAv+4JDAy8BIctS0pK9vX09EiLrVDt7OwKBjuxM2fOTIOtq7KyMjNRMwmROG7cuOKhKNTy8nJTFF9FRcU2eFKoOBT3KSMjo5ek9SWqQuXz+TSUJTcQHjhwYDvJ482bN2PgqC1RccSIEe1wIhBhGBQUdHGw82NlZVUCz31LS4vKQO5iMMrJyXWKolAJggAHDhzYPlh5V6xYcfrPUqj19fXa4j4zbW3terL9YHIgUN8t0pIdqkLFMAxfv359FDWPxZ+lUFtbW5XFiaOnIoPB4FCtTxaLpSAo5aEgJHeF4ipU2vbt238AgwB9ff3X586dC4HP+8zMzMqTkpLmiXPDOlTnf1NT0wpnZ+cncPmCBQvihd2mOjk55Zw5c2aFIAdjQaCmptZ86tSpVeJeDNBoNHzHjh3h4rRxd3d/8PXXXx8i/x8zZkx9UlLSPHFvemVlZbtjYmJWKyoqskRtg7pkEgWUlJTaLl++HADPvYqKSmtaWpr36NGjG0XlJc7a2Lx585G1a9ceF0dWAACws7Mr3LVr1x5x24kK2traDTdu3PAVx4uEOm5PT8+Mo0eP/ktSUpItTr+jR49uPHnyZOhweNkYGxu/zMzMdIuKitoAJ/7+M0BZWfljcnKyn7a2doM47ZhMJufo0aP/oiYRV1BQaE9LS/MW52Y/ODj4orjzDQAAgM/n0+Li4hahksiiUEpKqnfnzp17B3KOramp0R/I+sUwDF+3bt0xMu9qVFTUephmz549YaJYU+fOnVsMtxUUyw3jq1evDEUJuaXT6dygoKCLcLjnmjVrjsO0gsLqCKI/yTCc5ASFQUFBF5ubm1VRPJqamtREibHHMAyfOnXqnVevXhmKaplS8ebNm17jxo0rFmVt0Gg0fmho6AlBMlMt1RkzZqQPxM/f3z+J5HXz5k0vuJ6aOYyKd+7cmSooWTgVlZSUPoWFhe2BLS7UWiDP+WFEWY/U7GBUfPfu3ajJkyc/HEiukJCQWFTmrrKyMjNUog8YmUwmOyQkJBbOo4vaAQ70PMeOHVv5zTfffC9sp0cQ6Ph7MpctQRBg7ty5V+B6VDw9jCwWS0HUlI+urq6Zwt75trY2RVFyynp7e6eS585UtLW1LYTfLThPCUYQ/R8vDofDTEtL887NzXUsKCiwf/36tT6LxVLs6+uTMjQ0rDY3Ny+zsLAoXbJkSayoP/fA4XCY6enpM/Py8hzy8/MnFBUV2TIYDK6+vv5rT0/PjHnz5iWNGzfuGUnP4/Hoq1atOkW6BhkYGNTExsYuEcWVicfj0f39/a+QYWhubm6ZkZGRW0SRE4D+G/zU1NRZhYWFdsXFxeOLi4vHd3V1yenq6tbp6enVenp6ZgQFBV1SUVFphdu2t7crzJ8/P6G5uVkNAABcXV2zyB8tEzY3d+7cmZaYmBj4/Plzq7q6Ol1JSUn22LFjq0xMTCpXrlx52sHBIU+YzARBYPfv3/fIyclxImVubm5W09HReaOrq1vn6uqatXDhwgvifuVhwHGclpGR4ZmdnT2xoKDAvrKy0oTFYimS82Nubl5mbm5eFhQUdEnU0E2SJ/nTOPn5+RN4PB5dR0fnjbu7+4M5c+Zcc3Nzy6SOdceOHeEZGRmeAPRbwRcvXgxWVlb+iOLf1tamlJKS4kPOS0lJiTWTyeTo6enVGhoaVvv5+Wa7gZEAAAEzSURBVCV7e3unoayQ6upqwyVLlsSSP3mxdOnSXwVZvgRBYGFhYXtJ1z1FRUVWQkLCfEE7CNJTJC8vzyEvL8+hoKDAHsMwQldXt27KlCn3/Pz8kh0dHXMFzRuXy2WkpKT4FBUV2ZJj6+3tldbT06vV09OrnT59+u2AgIDLSkpKbXBbDofDvH79+uzMzEw3QfylpaV7zc3Ny6ysrJ6bmppWiOIvC0D/+xcaGnqypKTEGoD+ny+Ki4tbTLb/8OGDxoIFC+LJnwPy9fW98d133+0XhTcA/T+N9PjxY5enT5/aFBcXj29sbBytra3doKenV+vo6Ji7aNGi8wYGBjUD8SHfmSdPnjiT647NZktqa2s3fPHFFw9nz5593d3d/QHq3a2oqDBdvnz5WdITavXq1TGwl9H/AJ8XMgE5Gz1dAAAAAElFTkSuQmCC)

[Electronic Notes in Theoretical Computer Science 279 (3) (2011) 41–62](http://dx.doi.org/10.1016/j.entcs.2011.11.037)

[www.elsevier.com/locate/entcs](http://www.elsevier.com/locate/entcs)

Some New Approaches in Functional Programming Using Algebras and Coalgebras

Viliam Slodiˇcak[1](#_bookmark0)*,*[2](#_bookmark0) Pavol Macko[3](#_bookmark0)

*Department of Computers and Informatics Technical University of Koˇsice*

*Koˇsice, Slovak Republic*

**Abstract**

In our paper we deal with the expressing of recursion and corecursion in functional programming. We discuss about the morphisms which express the recursion or corecursion, respectively. Here we consider especially the catamorphisms, anamorphisms and their composition called the hylomorphisms. The main essence of this work is to describe a new method of programming the function for calculating the factorial by using hylomorphism. We show that using of hylomorphism is an alternative method for the computation of factorial to recursive methods programmed classically. Our new method we describe in action semantics which is a new formal method for the program description.

*Keywords:* Recursion, duality, hylomorphism, algebra, recursive coalgebras, action semantics.

# Introduction

Recursion is a very useful tool in modern programming languages, in particular when we deal with inductive data structures such as lists, trees, etc. [[9](#_bookmark17)]. The theory of recursive functions was developed by Kurt G¨odel and Stephen Kleene in the 1930s. Now the recursion has the great importance in mathematics and in computer science. The recursion method presents very interesting solution of many computational algorithms. It is an inherent part of functional programming. On the other hand, the dual method called *corecursion* brings the new opportunities in programming. In section 2 we formulate basic notions from the category the- ory, the mathematical tool which importance for theoretical informatics growth in last decade. Section 3 describes the relationship between recursion and corecursion. This relationship is described by the dual mathematical structures - algebras and
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coalgebras [[32](#_bookmark40)]. Algebras serve for modeling program structures and coalgebras have great addition for defining the behavioral semantics [[21](#_bookmark25)]. Coalgebras are able to describe the behavior of simple structures like automata [[1](#_bookmark9)], intrusion detection system [[20](#_bookmark26)], computer simulations [[13](#_bookmark21)] up to database systems [[19](#_bookmark27)]. By using coalge- bras we usually model structures which cannot be modeled by algebras; e.g. infinite data structures (*codata*) as the base of corecursion [[16](#_bookmark24),[26](#_bookmark34),[29](#_bookmark37)]. It is important to note that data types and codata types are modeled as initial algebras and terminal coalgebras, respectively. On the other hand, recursion and corecursion are modeled by morphisms called catamorphisms and anamorphisms, resp. In the next section we construct a recursive coalgebra based on the unique coalgebra-to-algebra mor- phisms called *hylomorphism*. In the last section we show the examples how to use introduced morphisms in functional programming and create a new non-traditional method of programming using recursion and corecursion. Computation and evalua- tion of results we present in action semantics which is a new method for defining the semantics of programs. Action semantics is a framework for the formal description of programming languages. Its main advantage over other frameworks is pragmatic: action-semantic descriptions are able to scale up smoothly to realistic programming languages. In our paper we show the evaluation of our alternative method for the factorial computation.

# Categories

Algebraic and coalgebraic concepts in informatics are based on the category the- ory [[4](#_bookmark12),[14](#_bookmark22)]. A category *C* is a mathematical structure consisting of objects, e.g. *A, B, C,...* Instead of focusing merely on the individual objects representing a given structure, category theory emphasizes the morphisms - the structure-preserving mapping between objects, *f* : *A → B* [[5](#_bookmark13)]. Every object has the identity morphism *idA* : *A → A* and morphisms are composable - for morphisms *f* : *A → B* and *g* : *B → C* it has to exist *f ◦ g* : *A → C*. Composition of morphisms has the associativity property. Because the objects of category can be arbitrary structures, categories are useful in computer science, where we often use more complex struc- tures not expressible by sets. Because a category itself is a mathematical structure we are able to construct the morphisms between categories called functors, e.g. a functor *F* : *C → D* from a category *C* into a category *D* .

# Recursion versus corecursion

Recursive functions are functions for which the result for a certain argument de- pends on the result obtained for other (smaller in some sense) arguments. Recursion in mathematics and theoretical computer science is a method of defining functions which the function being defined in is applied within its own definition. It is very important concept in applications ranging from the theoretical foundations of com- putation to practical programming techniques. Since last years, it has become increasingly clear that the dual but less well-known concept of corecursion is just as

useful. Moss and Danner used in their work [[22](#_bookmark30)] the concept of *corecursive program* for a function whose range is a type defined recursively as the greatest solution of some equation which is expressed as the greatest fixed point. Dually, we use the term recursive program for a function whose domain is type defined recursively as the least solution of some equation (least fixed point) [[12](#_bookmark20)]. To state this in a different manner, corecursion produces the (possibly) infinite data structures and recursion consumes those data structures.

* 1. *Initial algebras and catamorphisms*

Let *F* be an endofunctor from *C* to *C* . An *F* -algebra is a pair (*A, α*) where *A* called the carrier is an object and the algebraic structure *α* : *FA → A* is a morphism in *C* . For any two *F* -algebras (*A, α*) and (*C, γ*), a morphism *f* : *A → C* is a homomorphism between *F* -algebras - from (*A, α*) to (*C, γ*), if the following diagram at Fig. [1](#_bookmark1) commutes.

*FA α* ) *A*

*Ff f*

v v

*FC*  ) *C*

*γ*

Fig. 1. Diagram of algebras

The commutativity of the diagram at Fig. [1](#_bookmark1) means that the following equality holds

*α ◦ f* = *Ff ◦ γ.*

Because algebras are homogenous structures and the algebra homomorphisms are being defined, we are able to define also an identity morphism for each algebra and appropriate morphisms are composable. That implies, that we can construct the category of *F* -algebras *A lg*(*F* ), where algebras are the category objects and algebra homomorphisms are the category morphisms.

An *F* -algebra is said to be the *initial F-algebra* if it is an initial object of the category *A lg*(*F* ) of *F* -algebras. The existence of initial algebra of the endofunctor is constrained by the fact that initial algebras, if they exist, must satisfy the following noteworthy properties:

* they are unique up to isomorphism, therefore we write initial *F* -algebra as *u* :

*FU ∼*= *U* ;

* the initial algebra has an inverse *u−*1 : *U → FU* .

Put differently, from the first property it follows that there exists at most one initial *F* -algebra. Because from the initial *F* -algebra there exists unique homomor- phism to every *F* -algebra, the initial *F* -algebra is the initial object in the category

*A lg*(*F* ). It was proved in [[17](#_bookmark28)] that the initial *F* -algebra is the least fixed point of the endofunctor *F* . Initial algebras are generalizations of the least fixed points of monotone functions, since they have unique maps into arbitrary *F* -algebra. Let *inF* be the algebraic structure of initial algebra. The least fixed point of the functor *F* we denote *μF* . Given any endofunctor *F* : *C → C* on an arbitrary category *C* , if (*μF, inF* ) is an initial *F* -algebra, then *inF* : *FμF → μF* is an isomorphism, *FμF ∼*= *μF* [[3](#_bookmark10)].

The initiality provides a general framework for induction and recursion. Given a functor *F* , the existence of the initial *F* -algebra (*μF, inF* ) means that for any *F* - algebra (*A, α*) there exists a unique homomorphism of algebras from (*μF, inF* ) into (*A, α*). Following [[10](#_bookmark18)], we denote this homomorphism by (*cata α*)*F* (or just *cata α* if the functor *F* is clear), so (*cata α*)*F* : *μF → A* is being characterized by the universal property

*inF ◦ f* = *Ff ◦ α ⇔ f* = (*cata α*)*F .*

The type information is illustrated in the commutative diagram at Fig. [2](#_bookmark2). In

[[31](#_bookmark38)] are proved properties of catamorphism.

*FμF inF* ) *μF*

*Ff cata α*

v v

*FA*  ) *A*

*α*

Fig. 2. Diagram of initial algebra and catamorfism

Morphisms of the form (*cata α*)*F* are called catamorphisms; the structure (*cata* ( ))*F* is an iterator.

* 1. *Terminal coalgebras and anamorphisms*

Coalgebras are dual structures to algebras. Let *F* be an endofunctor from *C* to *C* . An *F* -coalgebra is a pair (*U, ϕ*) where *U* is called the state space and *ϕ* : *U → FU* is called the coalgebra structure (or *coalgebra dynamics*). For any two *F* -coalgebras (*U, ϕ*) and (*V, ψ*), a morphism *g* : *U → V* is said to be a homomorphism from (*U, ϕ*) to (*V, ψ*) between *F* -coalgebras, so the diagram at Fig. [3](#_bookmark3) commutes

so it holds the equality

*ϕ ◦ Fg* = *g ◦ ψ.*

The *F* -coalgebras and the homomorphisms between them form a category. The category *Coalg*(*F* ) is the category whose objects are the *F* -coalgebras and mor- phisms are the homomorphisms between them. Composition and identities are inherited from the definition of category. An *F* -coalgebra is said to be a terminal

1. *ϕ* ) *FU*

*g Fg*

v v

1. ) *FV*

*ψ*

Fig. 3. Diagram of coalgebras

*F* -coalgebra if it is the terminal object of the category *C oalg*(*F* ). The existence of the terminal *F* -coalgebra (*νF, outF* ) means that for any *F* -coalgebra (*U, ϕ*) there exists a unique homomorphism of coalgebras from (*U, ϕ*) to (*νF, outF* ). This homo- morphism is denoted by (*ana ϕ*)*F* . By analogy, the morphism (*ana ϕ*)*F* : *U → νF* is characterized by the universal property

*g ◦ outF* = *ϕ ◦ Fg ⇔ g* = (*ana ϕ*)*F .*

The type information is illustrated in the commutative diagram at Fig. [4](#_bookmark4).

*U ϕ* ) *FU*

*ana ϕ Fg*

v v

*νF*  ) *F νF* *outF*

Fig. 4. Diagram of terminal coalgebra and anamorphism

Morphisms of the form (*ana ϕ*)*F* (or just *ana α* if the functor *F* is clear) are called anamorphisms and the structure of (*ana* ( ))*F* is a coiterator.

* 1. *Recursive coalgebra*

The concept of the recursive coalgebra, i.e. a coalgebra which has a unique coalgebra-to-algebra morphism into every algebra is important for the formulation of the relation between coalgebras and algebras in the same category. In particular, in functional programming one often uses the universal property of an initial algebra to provide a semantics of a recursive program. Recursive coalgebras ex- tend that universal property beyond the initial algebra considered as coalgebra [[2](#_bookmark11),[6](#_bookmark14)].

Let *F* : *C → C* be an endofunctor. A coalgebra (*U, ϕ*) is called recursive iff for every algebra (*A, α*) there exists a unique coalgebra-to-algebra morphism *r* : *U → A* at Fig. [5](#_bookmark5).

*FU* ( *ϕ U*

*Fr r*

v v

*FA*  ) *A*

*α*

Fig. 5. Diagram of recursive coalgebra

For recursive coalgebra it holds the equality

*r* = *ϕ ◦ Fr ◦ α.*

A unique coalgebra-to-algebra morphism from (*U, ϕ*) to (*A, α*) can be denoted also as *fixF,α*(*ϕ*) [[6](#_bookmark14)].

* 1. *Hylomorphism*

The hylomorphism recursion pattern was firstly defined in [[11](#_bookmark19)]. Given a functor *F* , it expresses the following recursive function of type *U → A* defined by fixed point [[8](#_bookmark16)]

*hylo*(*g, h*)*F* = *μ*(*λf.h ◦ Ff ◦ g*)*.*

for the function *g* : *FA → A* and for the function *h* : *U → FU* .

Given an *F* -coalgebra *ϕ* : *U → FU* and an *F* -algebra *α* : *FA → A*, the hylomor- phism denoted by *hylo*(*α, ϕ*)*F* is the least arrow *U → A* that makes the following diagram at Fig. [6](#_bookmark6) commutes [[15](#_bookmark23)].

*FU* ( *ϕ U*

*Ff hylo*(*α, ϕ*)*F*

v v

*FA*  ) *A*

*α*

Fig. 6. Diagram of hylomorphism

Moreover, the hylomorphism is a composition of an anamorphism with a cata- morphism [[15](#_bookmark23)]:

*hylo*(*α, ϕ*)*F* = (*cata α*)*F ◦* (*ana ϕ*)*F .*

The hylomorphism captures general recursion by producing the complex data structure and its processing.

# The hylomorphism in functional programming

In this section we apply the theory described in previous sections and we present them in one example. We use the hylomorphism as a composition of anamorphism and catamorphism, that is exactly the same as recursive coalgebras, which are based on the coalgebra morphisms called coalgebra-to-algebra morphism. Coalgebra is expressed as an anamorphism and algebra as a catamorphism.

The common feature of all functional programming languages is that programs consist of functions (as in the mathematical notion function, which is the basis of the *λ*-calculus and the theory of partial recursive functions; not to be confused with the notion of a function used in imperative languages). The most modern functional programming languages are strongly typed and have built-in memory management; for example the languages *ML*, *Haskell* and *OCaml* [[9](#_bookmark17)]. We show on an example the fancy method of programming the function for calculating the factorial using hylomorphism. Hylomorphism in program calls the function that consists of a com- position of two functions. Therefore it has to create the first function which uses anamorphism and then second function which uses catamorphism. Thus combining these two functions we get a function that expresses the hylomorphism in program. We present in this work all code samples written in the *OCaml* language [[18](#_bookmark29)].

The *OCaml* language (objective *Caml*) is an object-oriented functional language based on the *Caml* language.

* 1. *The anamorphism in example*

Anamorphism is a constructor based on operation as it was defined in the descrip- tion of anamorphism. By applying the anamorphism in the informatics we get a corecursive function that starts with a single input (for example an integer) and takes it in a much complex output, for example a wide list. In other words, we take a single input and we expand it upwards into a wide list. We define this process in functional programming as the *unfold* function. It takes a type signature of

*< TypeB >* into *List < TypeA >*. In the *OCaml* language the type signature for an anamorphism is *a → b list*.

The application of an anamorphism is the function for generating natural numbers. For illustration we named this function ana in the implementation, because the basis of this function is the anamorphism.

Argument of this function is an element of the type *int*. The function returns the list of elements from *n* to 1 as an output. Such a generated list we need for the calculation of the factorial of *n*. The concrete type signature of this function is:

*int → intList.*

So it is a function that takes an integer and produces a list of integers. The imple- mentation of the function ana in the *OCaml* language is:

let r e c ana n = match n with

*|* 0 *−>* []

*|* 1 *−>* [1]

*|* x *−>* x : : ana ( x *−* 1);;

If the argument of the function ana is 0 then it returns an empty list. If the argument is 1, ana generates a list containing only 1 as item. Otherwise, ana generates a list with a new element appended.

* 1. *The catamorphism in example*

Catamorphism is deconstructor based on operation as it was defined in the description of catamorphism.

By applying the catamorphism in the informatics, we get a recursive function that starts with a list and returns it in a single output (for instance integer). By applying the catamorphism on the list of elements of the type *int* we get the single element of type *int*. The *max*() or *length*() methods in *OCaml* on a list are catamorphisms. These functions are called *fold* in functional programming. They take a type signature of *List < TypeA >* into *< TypeB >*. In the *OCaml* language, the type signature for the catamorphism is *a list → b*. We present catamorphism as the multiplication function. This function takes as its argument a list of factors of the type *int* and returns the result of multiplicative operations. The result of the function is an element of the type *int*, that is the result of multiplication of elements in the list. The concrete type signature of this function is then

*intList → int.*

So it takes a list of integers and folds it into a single integer. For better illustration we named the multiplication function as cata in the implementation, because the basis of this function is catamorphism:

let r e c cata l i s t = match list with

*|* [] *−>* 1

*|* head : : t a i l *−>* head *∗* ( cata t a i l ) ; ;

For the purposes of this example the cata function takes a list and returns 1 if the list is empty. Otherwise, it recursively calls the cata on the list.

* 1. *The hylomorphism in example*

After presenting the catamorphism and anamorphism by the examples we define hylomorphism. The hylomorphism is described like as ’*cata*’ after ’*ana*’. So putting an anamorphism (*a → c list*) together with a catamorphism (*c list → b*) they result into a type signature of *a → b*. Composition of *unfold* with a *fold* gives a function that takes a single value and returns also the single value; the recursive function that builds and then reduces lists is hidden for user.

We use previous implementations to define the hylomorphism. The function ana generates list of natural numbers from *n* to 1 and the function cata eliminates that generated list by using multiplication operation. The result of this hylomorphism function is the factorial of a number *n*. Composition of two function *f ◦g* is written in programming language *OCaml* as *f* (*gx*).

The definition of this hylomorphism function *fact* is as follows:

let f a c t x =

cata ( ana x ) ; ;

Execution of the function of factorial: # f a c t 4 ; ;

*—* : i n t = 24

Execution of the previous example with hylomorphism:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| fact 4 | = |  | | |
|  | cata | (ana | 4) | = |
| 4 | cata | (ana | 3) | = |
| 12 | cata | (ana | 2) | = |
| 24 | cata | (ana | 1) | = |
| 24 | id = |  |  |  |
| 24 |  |  |  |  |

Her we are able to compare our new approach with the classical approach without hylomorphism. The implementation of factorial function without hylomorphism:

let r e c f a c t o r i a l x = if x = 1 then 1

else x *∗* ( f a c t o r i a l ( x *−* 1));;

Illustration of this example without hylomorphism:

factorial 4 =

4 \* (factorial 3) =

4 \* 3 \* (factorial 2) =

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 4 | \* | 3 | \* | 2 | \* (factorial 1) = |
| 4 | \* | 3 | \* | 2 | \* 1 = |
| 4 | \* | 3 | \* | 2 | = |
| 4 | \* | 6 | = |  |  |
| 24 |  |  |  |  |  |

We can see that our new method of the factorial computation by using the hylomorphism gives the expected results.

# Basic concepts about Action semantics

The framework of action semantics has been initially developed at the University of Aarhus by Peter D. Mosses, in collaboration with David Watt from Univer-

sity of Glasgow. An action semantics is a framework for the formal description of programming languages. Its main advantage over other frameworks is pragmatic: action-semantic descriptions (ASDs) can scale up easy to real programming lan- guages [[7](#_bookmark15),[23](#_bookmark31),[27](#_bookmark35),[30](#_bookmark39)]. This is due to the inherent extensibility and modifiability of ASDs, ensuring that extensions and changes to the described language require only proportionate changes in its description. On the other hand, adding an unforeseen construct to a language may require a reformulation of the entire description in denotational or operational semantics expressed in [[24](#_bookmark32),[25](#_bookmark33)].

Action semantics is fully equivalent with other semantic methods, like denota- tional semantics, operational semantics or axiomatic semantics. Fundamentals of action semantics are actions which are essentially dynamic computational entities. They incorporate the performance of computational behavior, using values passed to them to generate new values that reflect changes in the state of the computation. So the performance of an action directly represents the information of processing the behavior and reflects the gradual, step-wise nature of computation: each step of an action performance may access and/or change the current information. Other semantic entities used in action semantics are yielders and data. The actions are main kind of entities, the yielders and data are subsidiary. The notation used for specifying actions and the subsidiary semantic entities is called action notation [[23](#_bookmark31)]. In action semantics, the semantics of a programming language is defined by map- ping program phrases to actions. The performance of these actions relates closely to the execution of the program phrases. Primitive actions can store data in storage cells, bind identifiers to data, compute values, test truth values, and so on [[28](#_bookmark36)].

The data entities consist of mathematical values, such as integers, Boolean val- ues, and abstract cells representing memory locations, that embody particles of information. Sorts of data used by action semantics are defined by algebraic spec- ifications. Yielders encompass unevaluated pieces of data whose values depend on the current information incorporating the state of the computation. Yielders are occurring in actions and may access, but they are not allowed to change the current information.

A performance of an action which may be part of an enclosing action either:

* *completes*, corresponding to normal termination;
* *escapes*, corresponding to exceptional termination;
* *fails*, corresponding to abandoning an alternative;
* *diverges*, corresponding to deadlock.

The different kinds of information give rise to so-called *facets* of actions which have been classified according to [[23](#_bookmark31)]. They are focusing on the processing of at most one kind of information at a time:

* *the basic facet*, processing independently of information (control flows);
* *the functional facet*, processing transient information (actions are given and give data);
* *the declarative facet*, processing scoped information (actions receive and produce

bindings);

* + *the imperative facet*, processing stable information (actions reserve and dispose cells of storage, and change the data stored in cells);
  + *the communicative facet*, processing permanent information (actions send mes- sages, receive messages in buffers, and offer contracts to agents) [[23](#_bookmark31)].

The standard notation for specifying actions consists of primitive actions and action combinators. Action combinators combine existing actions, normally using infix notation, to control the order which subactions are performed in as well as the data flow to and from their subactions. Action combinators are used to define sequential, selective, iterative, and block structuring control flow as well as to manage the flow of information between actions. The standard symbols used in action notation are ordinary English words. In fact, action notation is very near to natural language:

* + terms standing for actions form imperative verb phrases involving conjunctions and adverbs, e.g. check it and then escape;
  + terms standing for data and yielders form noun phrases, e.g. the items of the given list.

These simple principles for choice of symbols provide a surprisingly grammatical fragment of English, allowing specifications of actions to be made fluently readable. The informal appearance and suggestive words of action notation should encour- age programmers to read it. Compared to other formalisms, such as *λ*-notation, action notation may appear to lack conciseness: each symbol generally consists of several letters, rather than a single sign. But the comparison should also take into account that each action combinator usually corresponds to a complex pattern of applications and abstractions in *λ*-notation. In any case, the increased length of each symbol seems to be far outweighed by its increased perspicuity.

# Action semantics in functional paradigm

Action semantics can be successfully used also for the description of functional pro- grams. In action semantics we use generally three main actions for the description of programming languages:

* + *execute* - used for executing of statements;
  + *elaborate* - used with declarations;
  + *evaluate* - used for evaluating expressions.

In functional paradigm we use only two main actions: *evaluate* and *elaborate*. Action *execute* is not important in functional paradigm. Typical for functional programs is that they do not deal with storage. Therefore we will not use actions of imperative facet for allocating memory locations, storing values and getting values from cells in memory in our action semantics descriptions of functional programs.

Important for functional paradigm is an evaluating of the expressions and elaborat- ing functions. To allow referring them in the program code, they are associated to

names (identifiers). These associations are called bindings. A binding can be *global*, when declared at the top level of the source code, or *local*, when declared in a *let* or *letrec* expressions that contain it. The difference between *let* and *letrec* expressions is that in the latter mutual recursion is allowed. We provide this description of evaluation of simple expression:

**elaborate**Jlet *I*:Var = E:Expression) =

**evaluate** J E )

then bind *I* to the given value

After declaration we are able to use it anytime in our program. The value is bound to its identifier, so we can get the value of this expression simply by using *evaluate* action:

**evaluate**J *I*:Var ) =

give the value bound to *I*

Description of function with one argument should seem like this:

**elaborate**Jlet *If* :Var *Ip*1:Var = E:Expression) =

**evaluate**JE)

then bind *If* to the given value

In the expression *E* is used parameter of the function which value we can get simply with action *evaluate*:

**evaluate**J *Ip*1:Var ) =

give the value bound to *Ip*1

General definition for function with different number of arguments:

**elaborate**Jlet *If* :Var *< Ip*:Var *>*+ = E:Expression) =

**evaluate**JE)

then

bind *If* to the given value

* 1. *The description in Action semantics*

Let *E*1 be the substitution for the function *ana*: *E*1 = match *n* with

*|* 0 -*>* []

*|* 1 -*>* [1]

*| x* -*> x* :: *ana* (*x*-1)

We elaborate the function declaration in Action semantics as

**elaborate** J let rec *ana n* = *E*1) =

recursively bind *ana* to closure of

abstraction of

**evaluate**J*E*1) =

recursively bind *ana* to closure of

abstraction of

**evaluate**J match *n* with *|* 0 *− >* [] *|* 1 *− >* [1] *|x − > x* :: *ana*(*x −* 1) )

and the evaluation of the action **evaluate**J*E*1) is:

**evaluate**J match *n* with *|* 0 *− >* [] *|* 1 *− >* [1] *| x − > x* :: *ana*(*x −* 1) ) =

**evaluate** J*n*)

and then

(check the given value is equal to the number 0

and then give the empty list or

check the given value is equal to the number 1

and then add the number 1 to the list) or

check the given value is greater than the number 1

and then add the given number to the list before

add **evaluate** J*ana* (*n −* 1)) to the list

The description of function *cata* in Action semantics is analogous. First we define a substitution *E*2 for the *cata* function as follows:

Let *E*2 = match myList with

*|* [] -*>* 1

*|* head :: tail -*>* head \* (*cata* tail)

We also define primitive actions head and tail for the treatment the data struc- ture list:

head list =

give the first element of the list

which gives the first element of the given list, and

tail list =

remove first element from the list then give the list

which gives the tail of the list,

i.e. all elements except the first one are being returned. Now we are able to elaborate

the declaration of the function *cata* and we obtain full description of it in Action semantics:

**elaborate** J let rec *cata myList* = *E*2) =

recursively bind *cata* to closure of

abstraction of

**evaluate**J*E*2)

The evaluation of the action J*E*2) is defined as follows:

**evaluate**J*E*2) =

give the value bound to *myList*

and then

give the *TruthV alue* of (the given list is empty) then

check the given *TruthV alue*

and then give the number 1

or

check not the given *TruthV alue*

and then

give the multiplication of

(head the given list and

**evaluate**J *cata* (tail the given list)))

Finally, we define the function *fact* for the computation of the factorial. The elaboration of the function *fact* declaration is:

**elaborate** J let *fact x* = *cata* (*ana x* )) =

**evaluate** J*cata (ana x)*)

then

bind *fact x* to the given value =

**evaluate** J*ana x* )

before

**evaluate** J*cata* (the given list)) then

bind *fact x* to the given value

where the actions **evaluate**J*ana x*) and **evaluate**J*cata myList*) be evaluated in the following way:

**evaluate** J*ana x*)

give the value bound to closure of

abstraction of

**evaluate**J*E*1) **evaluate** J*cata myList*)

give the value bound to closure of

abstraction of

**evaluate**J*E*2)

After defining all actions necessary for the description of the factorial computa- tion we present an example for the factorial of given input value.

* 1. *Example in Action semantics*

In this section we present the evaluation of factorial for the input value *n* = 4. Our alternative computation method of the factorial has been defined in chapter [4](#_bookmark7).

**evaluate** J *fact x* = *cata* (*ana x* ))*s* [*x '→* 4] =

give the value bound to

**evaluate** J*cata (ana x)*) =

give the value bound to

(**evaluate** J*ana x* )*s* [*x '→* 4]

before

**evaluate** J*cata (the given list)*))

where **evaluate**J*e*)*s*[*variable '→ value*] means the evaluation of an expression *e* in the input state where the given *variable* is set to the given *value*. Evaluation of the function *ana x* for the input value *x* =4 is:

**evaluate**J*ana x*)*s* [*x '→* 4] =

give the value bound to closure of

abstraction of

**evaluate**J match *x* with *|* 0 -*>* [] *|* 1 -*>* [1] *|x* -*> x* :: *ana*(*x −* 1) )*s* [*x '→* 4] =

give the value bound to closure of

abstraction of

give the value bound to *x s* [*x '→* 4]

and then

check the given number is greater than the number 1

and then add the given number to the list before

add **evaluate** J*ana* (*x −* 1))*s* [*x '→* 4*, list '→* [4]] to the list =

give the value bound to closure of

abstraction of

give the value bound to *x s* [*x '→* 3]

and then

check the given number is greater than the number 1

and then add the given number to the list before

add **evaluate** J*ana* (*x −* 1))*s* [*x '→* 3*, list '→* [4*,* 3]] to the list =

give the value bound to closure of

abstraction of

give the value bound to *x s* [*x '→* 2]

and then

check the given number is greater than the number 1

and then add the given number to the list before

add **evaluate** J*ana* (*x −* 1))*s* [*x '→* 2*, list '→* [4*,* 3*,* 2]] to the list =

give the value bound to closure of

abstraction of

give the value bound to *x s* [*x '→* 1]

and then

check the given number is equal to the number 1

and then add the given number to the list =

give the value bound to closure of

abstraction of

give the list [4, 3, 2, 1]

The final state is *s* [*x '→* 1*, list '→* [4*,* 3*,* 2*,* 1]].

Next step is the evaluation of action **evaluate**J*cata list*)[*list '→* [1*,* 2*,* 3*,* 4]]. In its evaluation we apply the primitive actions head and tail , which have been defined in chapter [6.1](#_bookmark8).

In next step, the action **evaluate** J*cata list*)*s* [*list '→* [4*,* 3*,* 2*,* 1]] is being evalu- ated. The actions head and tail which have been defined in chapter [6.1](#_bookmark8) are being used.

**evaluate** J*cata list* )*s* [*list '→* [4*,* 3*,* 2*,* 1]]

give the value bound to closure of

abstraction of

**evaluate**J match list with *|* [] -*>*

1 *|* head::tail -*>* head \* (*cata* tail) )=

give the value bound to closure of

abstraction of

give the *TruthV alue* of (list is empty) then

check not the given *TruthV alue*

and then

give the multiplication of

(head list *s* [*list '→* [4*,* 3*,* 2*,* 1]]

and

**evaluate** J*cata* (tail list))*s* [*list '→* [4*,* 3*,* 2*,* 1]]) =

give the value bound to closure of

abstraction of

give the *TruthV alue* of (list is empty) then

check not the given *TruthV alue*

and then

give the multiplication of

(the number 4

and

head list *s* [*list '→* [3*,* 2*,* 1]]

and

**evaluate** J*cata* (tail list))*s* [*list '→* [3*,* 2*,* 1]]) =

give the value bound to closure of

abstraction of

give the *TruthV alue* of (list is empty) then

check not the given *TruthV alue*

and then

give the multiplication of

(the number 4

and

the number 3

and

head list *s* [*list '→* [2*,* 1]]

and

**evaluate** J*cata* (tail list))*s* [*list '→* [2*,* 1]]) =

give the value bound to closure of

abstraction of

give the *TruthV alue* of (list is empty) then

check not the given *TruthV alue*

and then

give the multiplication of

(the number 4

and the number 3

and the number 2

and head list *s* [*list '→* [1]]

and

**evaluate**J *cata* (tail list))*s* [*list '→* [1]]) =

give the value bound to closure of

abstraction of

give the *TruthV alue* of (list is empty) then

check the given *TruthV alue*

and then

give the multiplication of

(the number 4

and the number 3 and the number 2 and the number 1 and the number 1) =

give the value bound to closure of

abstraction of

give the number 24

We can see that the description in action semantics seems to be very long, it is very good readable for the programmers and the results obtained by this method are coorect and correspond to real computations.

# 7 Conclusion

In this paper we have focused on the analysis of recursion and corecursion. We de- scribed the recursion by initial algebras and catamorphisms. Then we described the corecursion as a dual method of recursion by terminal coalgebras and anamorphisms. To define the relationship between recursion and corecursion we used algebras and coalgebras which are dual structures. The exact relation between algebra and coal- gebra we defined by the recursive coalgebras which is based on unique coalgebra-

to-algebra morphism. This morphism is otherwise known as hylomorphism. In the last chapters we showed an unusual example for calculating the factorial of number *n* with our new method using anamorphism, catamorphism and hylomorphism; the description of this method we presented in action semantics. We presented an al- ternative method of how to make a computation of recursive functions by special mathematical structures - the algebras and coalgebras with the relation between them expressed by recursive coalgebras. Our future research will be the exact ca- tegorical formulation of those principles by using the structures for the contrustion of the algebras and coalgebras: monads and comonads.
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