**C# programming Manual Book**

Overview

C# is a modern, general-purpose, object-oriented programming language developed by Microsoft and approved by Ecma and ISO.

C# was developed by Anders Hejlsberg and his team during the development of .Net Framework.

C# is designed for Common Language Infrastructure (CLI), which consists of the executable code and runtime environment that allows use of various high-level languages to be used on different computer platforms and architectures.

The following reasons make C# a widely used professional language:

* Modern, general-purpose programming language
* Object oriented.
* Component oriented.
* Easy to learn.
* Structured language.
* It produces efficient programs.
* It can be compiled on a variety of computer platforms.
* Part of .Net Framework.

**Strong Programming Features of C#**

Although C# constructs closely follow traditional high-level languages C and C++ and being an object-oriented programming language, it has strong resemblance with Java, it has numerous strong programming features that make it endearing to multitude of programmers worldwide.

Following is the list of few important features:

* Boolean Conditions
* Automatic Garbage Collection
* Standard Library
* Assembly Versioning
* Properties and Events
* Delegates and Events Management
* Easy-to-use Generics
* Indexers
* Conditional Compilation
* Simple Multithreading
* LINQ and Lambda Expressions
* Integration with Windows

# C# - Program Structure

Before we study basic building blocks of the C# programming language, let us look at a bare minimum C# program structure so that we can take it as a reference in upcoming chapters.

## C# Hello World Example

A C# program basically consists of the following parts:

* Namespace declaration
* A class
* Class methods
* Class attributes
* A Main method
* Statements & Expressions
* Comments

Let us look at a simple code that would print the words "Hello World":

using System;

namespace HelloWorldApplication

{

class HelloWorld

{

static void Main(string[] args)

{

/\* my first program in C# \*/

Console.WriteLine("Hello World");

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

Hello World

Let us look at various parts of the above program:

* The first line of the program **using System;** - the **using** keyword is used to include the **System** namespace in the program. A program generally has multiple **using** statements.
* The next line has the **namespace** declaration. A **namespace** is a collection of classes. The *HelloWorldApplication* namespace contains the class *HelloWorld*.
* The next line has a **class** declaration, the class *HelloWorld* contains the data and method definitions that your program uses. Classes generally would contain more than one method. Methods define the behavior of the class. However, the *HelloWorld* class has only one method **Main**.
* The next line defines the **Main** method, which is the **entry point** for all C# programs. The **Main** method states what the class will do when executed
* The next line /\*...\*/ will be ignored by the compiler and it has been put to add additional **comments** in the program.
* The Main method specifies its behavior with the statement **Console.WriteLine("Hello World");**

*WriteLine* is a method of the *Console* class defined in the *System* namespace. This statement causes the message "Hello, World!" to be displayed on the screen.

* The last line **Console.ReadKey();** is for the VS.NET Users. This makes the program wait for a key press and it prevents the screen from running and closing quickly when the program is launched from Visual Studio .NET.

It's worth to note the following points:

* C# is case sensitive.
* All statements and expression must end with a semicolon (;).
* The program execution starts at the Main method.
* Unlike Java, file name could be different from the class name.

**Compile & Execute a C# Program:**

If you are using Visual Studio.Net for compiling and executing C# programs, take the following steps:

* Start Visual Studio.
* On the menu bar, choose File, New, Project.
* Choose Visual C# from templates, and then choose Windows.
* Choose Console Application.
* Specify a name for your project, and then choose the OK button.
* The new project appears in Solution Explorer.
* Write code in the Code Editor.
* Click the Run button or the F5 key to run the project. A Command Prompt window appears that contains the line Hello World.

You can compile a C# program by using the command-line instead of the Visual Studio IDE:

* Open a text editor and add the above-mentioned code.
* Save the file as **helloworld.cs**
* Open the command prompt tool and go to the directory where you saved the file.
* Type **csc helloworld.cs** and press enter to compile your code.
* If there are no errors in your code, the command prompt will take you to the next line and would generate **helloworld.exe** executable file.
* Next, type **helloworld** to execute your program.
* You will be able to see "Hello World" printed on the screen.

Try the Following Exercises

Exercise 1

E-Library

1] Add New Book

2] View Books

3] Search Book

4] Delete Book

5] Update Book

Enter Choice:

Aya Bank

1] Open New Account

2] Update Account

3] Deposit

4] Withdrawal

5] exit program

Enter Choice:

# C# - Basic Syntax

C# is an object-oriented programming language. In Object-Oriented Programming methodology, a program consists of various objects that interact with each other by means of actions. The actions that an object may take are called methods. Objects of the same kind are said to have the same type or, more often, are said to be in the same class.

For example, let us consider a Rectangle object. It has attributes like length and width. Depending upon the design, it may need ways for accepting the values of these attributes, calculating area and display details.

Let us look at an implementation of a Rectangle class and discuss C# basic syntax, on the basis of our observations in it:

using System;

namespace RectangleApplication

{

class Rectangle

{

// member variables

double length;

double width;

public void Acceptdetails()

{

length = 4.5;

width = 3.5;

}

public double GetArea()

{

return length \* width;

}

public void Display()

{

Console.WriteLine("Length: {0}", length);

Console.WriteLine("Width: {0}", width);

Console.WriteLine("Area: {0}", GetArea());

}

}

class ExecuteRectangle

{

static void Main(string[] args)

{

Rectangle r = new Rectangle();

r.Acceptdetails();

r.Display();

Console.ReadLine();

}

}

}

When the above code is compiled and executed, it produces the following result:

Length: 4.5

Width: 3.5

Area: 15.75

**The *using* Keyword**

The first statement in any C# program is

using System;

The **using** keyword is used for including the namespaces in the program. A program can include multiple using statements.

**The *class* Keyword**

The **class** keyword is used for declaring a class.

**Comments in C#**

Comments are used for explaining code. Compilers ignore the comment entries. The multiline comments in C# programs start with /\* and terminates with the characters \*/ as shown below:

/\* This program demonstrates

The basic syntax of C# programming

Language \*/

Single-line comments are indicated by the '//' symbol. For example,

}//end class Rectangle

## Character Constants

Character literals are enclosed in single quotes, e.g., 'x' and can be stored in a simple variable of char type. A character literal can be a plain character (e.g., 'x'), an escape sequence (e.g., '\t'), or a universal character (e.g., '\u02C0').

There are certain characters in C# when they are preceded by a backslash they will have special meaning and they are used to represent like newline (\n) or tab (\t). Here, you have a list of some of such escape sequence codes:

|  |  |
| --- | --- |
| **Escape sequence** | **Meaning** |
| \\ | \ character |
| \' | ' character |
| \" | " character |
| \? | ? character |
| \a | Alert or bell |
| \b | Backspace |
| \f | Form feed |
| \n | Newline |
| \r | Carriage return |
| \t | Horizontal tab |
| \v | Vertical tab |
| \ooo | Octal number of one to three digits |
| \xhh . . . | Hexadecimal number of one or more digits |

Following is the example to show few escape sequence characters:

namespace EscapeChar

{

class Program

{

static void Main(string[] args)

{

Console.WriteLine("Hello\tWorld\n\n");

Console.ReadLine();

}

}

}

When the above code is compiled and executed, it produces the following result:

Hello World

## String Literals

String literals or constants are enclosed in double quotes "" or with @"". A string contains characters that are similar to character literals: plain characters, escape sequences, and universal characters.

You can break a long line into multiple lines using string literals and separating the parts using whitespaces.

Here are some examples of string literals. All the three forms are identical strings.

"hello, dear"

"hello, \

dear"

"hello, " "d" "ear"

@"hello dear"

## Defining Constants

Constants are defined using the **const** keyword. Syntax for defining a constant is:

const <data\_type> <constant\_name> = value;

The following program demonstrates defining and using a constant in your program:

using System;

namespace DeclaringConstants

{

class Program

{

static void Main(string[] args)

{

const double pi = 3.14159; // constant declaration

double r;

Console.WriteLine("Enter Radius: ");

r = Convert.ToDouble(Console.ReadLine());

double areaCircle = pi \* r \* r;

Console.WriteLine("Radius: {0}, Area: {1}", r, areaCircle);

Console.ReadLine();

}

}

}

When the above code is compiled and executed, it produces the following result:

Enter Radius:

3

Radius: 3, Area: 28.27431

Try the Following Exercises

Exercise3.cs

Divide Numbers

Enter Input1: 5

Enter Input2: 3

The Answer is : 1.6666666

Exercise 2.cs

Multiplying Numbers

Enter Input1: 3

Enter Input2: 3

The Answer is : 9

# C# - Decision Making

Decision making structures require that the programmer specify one or more conditions to be evaluated or tested by the program, along with a statement or statements to be executed if the condition is determined to be true, and optionally, other statements to be executed if the condition is determined to be false.

Following is the general from of a typical decision making structure found in most of the programming languages:
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C# provides following types of decision making statements. Click the following links to check their detail.

|  |  |
| --- | --- |
| **Statement** | **Description** |
| [if statement](http://www.tutorialspoint.com/csharp/if_statement_in_csharp.htm) | An **if statement** consists of a boolean expression followed by one or more statements. |
| [if...else statement](http://www.tutorialspoint.com/csharp/if_else_statement_in_csharp.htm) | An **if statement** can be followed by an optional **else statement**, which executes when the boolean expression is false. |
| [nested if statements](http://www.tutorialspoint.com/csharp/nested_if_statements_in_csharp.htm) | You can use one **if** or **else if** statement inside another **if** or **else if** statement(s). |
| [switch statement](http://www.tutorialspoint.com/csharp/switch_statement_in_csharp.htm) | A **switch** statement allows a variable to be tested for equality against a list of values. |
| [nested switch statements](http://www.tutorialspoint.com/csharp/nested_switch_statements_in_csharp.htm) | You can use one **switch** statement inside another **switch** statement(s). |

## The ? : Operator:

We have covered **conditional operator ? :** in previous chapter which can be used to replace **if...else** statements. It has the following general form:

Exp1 ? Exp2 : Exp3;

Where Exp1, Exp2, and Exp3 are expressions. Notice the use and placement of the colon.

The value of a ? expression is determined like this: Exp1 is evaluated. If it is true, then Exp2 is evaluated and becomes the value of the entire ? expression. If Exp1 is false, then Exp3 is evaluated and its value becomes the value of the expression.

Try the following Exercises

CompareExer2.cs

Comparing five Inputs

Enter input 1: **2**

Enter Input2: **15**

Enter Input 3: **82**

Enter Input 4: **12**

Enter input 5: **621**

**The Largest Number is : 621**

CompareExer1.cs

Comparing four Inputs

Enter input 1: **2**

Enter Input2: **15**

Enter Input 3: **82**

Enter Input 4: **12**

**The Largest Number is : 82**

Switch Statement

switch(condition){

Case 1: statement ;

Break;

Case 2: statement;

Break;

Case 3: statement;

Break;

.

.

.

Default: statement;

}

Sample 1

**using** System;  
 **namespace** SwitchExercise{  
       
       
   
    class SwitchTest  
    {  
        static void **Main**()  
        {  
                Console.**WriteLine**("T-Shirt Size \n  1]small   \n 2]medium  \n 3]large");  
            Console.**Write**("Please enter your selection: ");  
            **int** choice=Convert.**ToInt16**(Console.**ReadLine**());  
          
  
            **switch** (choice)  
            {  
            
                **case** 1:Console.**WriteLine**(" The price is: US$15 \t Thanks for shopping ");  
                        break;  
                **case** 2: Console.**WriteLine**(" The Price is: US$20 \t Thanks for shopping ");  
                         break;  
                                                    
                   **case** 3: Console.**WriteLine**(" The Price is: US$30 \t Thanks for shopping");  
                         break;                        
                  
                **default**:Console.**WriteLine**("Invalid selection. Please select 1, 2, or 3.");  
                break;  
            }  
              
            Console.**ReadKey**();  
          
            }  
}  
  
 }

Sample 2

**using** System;  
**namespace** DecisionMaking  
{  
   class Program  
   {  
      static void **Main**(string[] args)  
      {  
           
          Console.**Write**("Enter your score:");  
          **char** grade=Convert.**ToChar**(Console.**ReadLine**());  
           
           
         **switch** (grade)  
         {  
            **case** 'A':  
               Console.**WriteLine**("Excellent!");  
               break;  
            **case** 'B':  
            **case** 'C':  
               Console.**WriteLine**("Well done");  
               break;  
            **case** 'D':  
               Console.**WriteLine**("You passed");  
               break;  
            **case** 'F':  
               Console.**WriteLine**("Better try again");  
               break;  
               **default**:  
            Console.**WriteLine**("Invalid grade");  
               break;  
         }  
           
           
         Console.**WriteLine**("Your grade is  {0}", grade);  
         Console.**ReadLine**();  
      }  
   }  
}

Do the following exercises

Enter height: 3

Enter base: 3

The Volume of the Trianle is : 3

Enter height: 3

Enter base: 3

Formulas

Area=(b\*h)/2

vol=(b\*h)/3

Formulas

Area=pi\*r\*r;

Cir=2\*pi\*r;

Triangle choice == 2

Volume of Triangle

Triangle choice == 1

The Area of the Triangle is : 4.5

Area of Triangle

The Area of the Circle is : 28.26

Enter Radius: 3

The Area of the Circle is : 18.84

Enter Radius: 3

Circumference of Circle

Circle choice == 2

Circle choice == 1

Area of Circle

Main Menu

(My Mathematic Program)

[1] Circle

[2] Triangle

[3] Rectangle

Enter Choice:

Circle Menu

[1] Area of Circle

[2] Circumference of Circle

Enter Choice:

Main choice==1

Triangle Menu

[1] Area of Triangle

[2] Volume of Triangle

Enter Choice:

Main choice==2

Triangle Menu

[1] Area of Rectangle

[2] Volume of Rectangle

Enter Choice:

Main choice==3

Volume of Rectangle

Enter height: 3

Formulas

Area=w\*h;

Vol=b\*h\*w

Rectangle choice == 2

The Volume of the Tectangle is : 27

Rectangle choice == 1

The Area of the Rectangle is : 9

Enter width: 3

Area of Rectangle

Enter base: 3

Enter height: 3

Enter width: 3

**Control Statements - Loops**

In the last lesson, you learned how to create a simple loop by using the *goto* statement. I advised you that this is not the best way to perform loops in C#. The information in this lesson will teach you the proper way to execute iterative logic with the various C# looping statements. Its goal is to meet the following objectives:

* Learn the *while* loop.
* Learn the *do* loop.
* Learn the *for* loop.
* Learn the *foreach* loop.
* Complete your knowledge of the *break* statement.
* Teach you how to use the *continue* statement.

**The *while* Loop**

A *while* loop will check a condition and then continues to execute a block of code as long as the condition evaluates to a boolean value of *true*. Its syntax is as follows: *while (<boolean expression>) { <statements> }.* The statements can be any valid C# statements. The boolean expression is evaluated before any code in the following block has executed. When the boolean expression evaluates to *true*, the statements will execute. Once the statements have executed, control returns to the beginning of the *while* loop to check the boolean expression again.

When the boolean expression evaluates to *false*, the *while* loop statements are skipped and execution begins after the closing brace of that block of code. Before entering the loop, ensure that variables evaluated in the loop condition are set to an initial state. During execution, make sure you update variables associated with the boolean expression so that the loop will end when you want it to. Listing 4-1 shows how to implement a *while* loop.

**Listing 4-1. The While Loop: WhileLoop.cs**

using System;  
  
class WhileLoop  
{  
    public static void Main()  
    {  
        int count= 0;  
  
        while (count< 10)  
        {  
            Console.Write("{0} ", count);  
            count++;  
        }  
        Console.WriteLine();  
    }  
}

Listing 4-1 shows a simple *while* loop. It begins with the keyword *while*, followed by a boolean expression. All control statements use boolean expressions as their condition for entering/continuing the loop. This means that the expression must evaluate to either a *true* or *false* value. In this case we are checking the *myInt* variable to see if it is less than (<) 10. Since *myInt* was initialized to 0, the boolean expression will return *true* the first time it is evaluated. When the boolean expression evaluates to *true*, the block immediately following the boolean expression will be executed.

Within the *while* block we print the number and a space to the console. Then we increment (++) *myInt* to the next integer. Once the statements in the *while* block have executed, the boolean expression is evaluated again. This sequence will continue until the boolean expression evaluates to *false*. Once the boolean expression is evaluated as *false*, program control will jump to the first statement following the *while* block. In this case, we will write the numbers 0 through 9 to the console, exit the *while* block, and print a new line to the console.

**The *do* Loop**

A *do* loop is similar to the *while* loop, except that it checks its condition at the end of the loop. This means that the *do* loop is guaranteed to execute at least one time. On the other hand, a *while* loop evaluates its boolean expression at the beginning and there is generally no guarantee that the statements inside the loop will be executed, unless you program the code to explicitly do so. One reason you may want to use a *do* loop instead of a *while* loop is to present a message or menu such as the one in Listing 4-2 and then retrieve input from a user.

**Listing 4-2. The Do Loop: DoLoop.cs**

using System;  
  
class DoLoop  
{  
    public static void Main()  
    {  
        string myChoice;  
  
        do  
       {  
            // Print A Menu  
            Console.WriteLine("My Address Book\n");  
  
            Console.WriteLine("A - Add New Address");  
            Console.WriteLine("D - Delete Address");  
            Console.WriteLine("M - Modify Address");  
            Console.WriteLine("V - View Addresses");  
            Console.WriteLine("Q - Quit\n");  
  
            Console.WriteLine("Choice (A,D,M,V,or Q): ");  
  
            // Retrieve the user's choice  
            myChoice = Console.ReadLine();  
  
            // Make a decision based on the user's choice  
            switch(myChoice)  
            {  
                case "A":  
                case "a":  
                    Console.WriteLine("You wish to add an address.");  
                    break;  
                case "D":  
                case "d":  
                    Console.WriteLine("You wish to delete an address.");  
                    break;  
                case "M":  
                case "m":  
                    Console.WriteLine("You wish to modify an address.");  
                    break;  
                case "V":  
                case "v":  
                    Console.WriteLine("You wish to view the address list.");  
                    break;  
                case "Q":  
                case "q":  
                    Console.WriteLine("Bye.");  
                    break;  
                default:  
                    Console.WriteLine("{0} is not a valid choice", myChoice);  
                    break;  
            }  
  
            // Pause to allow the user to see the results  
            Console.Write("press Enter key to continue...");  
            Console.ReadLine();  
            Console.WriteLine();  
        } while (myChoice != "Q" && myChoice != "q"); // Keep going until the user wants to quit  
    }  
}

Listing 4-2 shows a *do* loop in action. The syntax of the *do* loop is *do { <statements> } while (<boolean expression>);*. The statements can be any valid C# programming statements you like. The boolean expression is the same as all others we've encountered so far. It returns either *true* or *false*.

In the *Main* method, we declare the variable *myChoice* of type *string*. Then we print a series of statements to the console. This is a menu of choices for the user. We must get input from the user, which is in the form of a *Console.ReadLine* method which returns the user's value into the *myChoice* variable. We must take the user's input and process it. A very efficient way to do this is with a *switch* statement. Notice that we've placed matching upper and lower case letters together to obtain the same functionality. This is the only legal way to have automatic fall through between cases. If you were to place any statements between two cases, you would not be able to fall through. Another point is that we used the *default:* case, which is a very good habit for the reasons stated in [Lesson 3: Control Statements - Selection](http://www.csharp-station.com/Tutorial/CSharp/Lesson03).

**Do the following Exercises using while-loop**

Exercise 1:

0

4

19

4

14

Exercise 2:

19

0

4

14

14

14

4

19

Exercise 3:

19

0

4

8

14

14

14

4

19

**The *for* Loop**

A *for* loop works like a *while* loop, except that the syntax of the *for* loop includes initialization and condition modification. *for* loops are appropriate when you know exactly how many times you want to perform the statements within the loop. The contents within the *for* loop parentheses hold three sections separated by semicolons *(<initializer list>; <boolean expression>; <iterator list>) { <statements> }*.

The initializer list is a comma separated list of expressions. These expressions are evaluated only once during the lifetime of the *for* loop. This is a one-time operation, before loop execution. This section is commonly used to initialize an integer to be used as a counter.

Once the initializer list has been evaluated, the *for* loop gives control to its second section, the boolean expression. There is only one boolean expression, but it can be as complicated as you like as long as the result evaluates to *true* or *false*. The boolean expression is commonly used to verify the status of a counter variable.

When the boolean expression evaluates to *true*, the statements within the curly braces of the *for* loop are executed. After executing *for* loop statements, control moves to the top of loop and executes the iterator list, which is normally used to increment or decrement a counter. The iterator list can contain a comma separated list of statements, but is generally only one statement. Listing 4-3 shows how to implement a *for* loop. The purpose of the program is to  print only odd numbers less than 10.

**Listing 4-3. The For Loop: ForLoop.cs**

using System;  
  
class ForLoop  
{  
    public static void Main()  
    {  
        for (int i=0; i < 20; i++)  
        {  
            if (i == 10)  
                break;  
  
            if (i % 2 == 0)  
                continue;  
  
            Console.Write("{0} ", i);  
        }  
        Console.WriteLine();  
    }  
}

Normally, *for* loop statements execute from the opening curly brace to the closing curly brace without interruption. However, in Listing 4-3, we've made a couple exceptions. There are a couple *if* statements disrupting the flow of control within the *for* block.

The first *if* statement checks to see if *i* is equal to 10. Now you see another use of the *break* statement. Its behavior is similar to the selection statements, as discussed in [Lesson 3: Control Statements - Selection](http://www.csharp-station.com/Tutorial/CSharp/Lesson03). It simply breaks out of the loop at that point and transfers control to the first statement following the end of the *for* block.

The second *if* statement uses the remainder operator to see if *i* is a multiple of 2. This will evaluate to *true* when *i* is divided by 2 with a remainder equal to zero, (0). When *true*, the *continue* statement is executed, causing control to skip over the remaining statements in the loop and transfer back to the iterator list. By arranging the statements within a block properly, you can conditionally execute them based upon whatever condition you need.

When program control reaches either a *continue* statement or end of block, it transfers to the third section within the *for* loop parentheses, the iterator list. This is a comma separated list of actions that are executed after the statements in the *for* block have been executed. Listing 4-3 is a typical action, incrementing the counter. Once this is complete, control transfers to the boolean expression for evaluation.

Similar to the *while* loop, a *for* loop will continue as long as the boolean expression is *true*. When the boolean expression becomes *false*, control is transferred to the first statement following the *for* block.

For this tutorial, I chose to implement *break* and *continue* statements in Listing 4-3 only. However, they may be used in any of the loop statements.

**The *foreach* Loop**

A *foreach* loop is used to iterate through the items in a list. It operates on arrays or collections such as ArrayList, which can be found in the System.Collections namespace. The syntax of a foreach loop is *foreach (<type> <iteration variable> in <list>) { <statements> }*. The type is the type of item contained in the list. For example, if the type of the list was *int[]* then the type would be *int*.

The iteration variable is an identifier that you choose, which could be anything but should be meaningful. For example, if the list contained an array of people's ages, then a meaningful name for item name would be age.

The *in* keyword is required.

As mentioned earlier, the list could be either an array or a collection. You learned about arrays in [Lesson 02: Operators, Types, and Variables](http://www.csharp-station.com/Tutorial/CSharp/Lesson02). You can also iterate over C# generic collections also, described in [Lesson 20: Introduction to Generic Collections](http://www.csharp-station.com/Tutorial/CSharp/Lesson20).

While iterating through the items of a list with a *foreach* loop, the list is read-only. This means that you can't modify the iteration variable within a *foreach* loop. There is a subtlety here; Later, you'll learn how to create custom types, called class and struct, that can contain multiple fields.  You can change the fields of the class or struct, but not the iteration variable for the class or struct itself in a *foreach* loop.

On each iteration through a *foreach* loop the list is queried for a new value. As long as the list can return a value, this value will be put into the read-only iteration variable, causing the statements in the *foreach* block to be executed. When the collection has been fully traversed, control will transfer to the first executable statement following the end of the *foreach* block. Listing 4-4 demonstrates how to use a *foreach* loop.

**The ForEach Loop: ForEachLoop.cs**

using System;  
  
class ForEachLoop  
{  
    public static void Main()  
    {  
        string[] names = {"Cheryl", "Joe", "Matt", "Robert"};  
  
        foreach (string person in names)  
        {  
            Console.WriteLine("{0} ", person);  
        }  
    }  
}

first thing we've done inside the *Main* method is declare and initialize the *names* array with 4 *strings*. This is the list used in the *foreach* loop.

In the *foreach* loop, we've used a *string* variable, *person*, as the item name, to hold each element of the *names* array. As long as there are names in the array that have not been returned, the *Console.WriteLine* method will print each value of the *person* variable to the screen.

**Do the following Exercises**
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**Summary**

Loops allow you to execute a block of statements repeatedly. C# offers several statements to construct loops with, including the *while*, *do*, *for*, and *foreach* loops. *while* loops execute a block of statements as long as an expression is *true*, *do* loops execute a block of statements at least once and then keep going as long as a condition is *true*, *for* loops execute a block of statements a specified amount of times, and *foreach* loops execute a block of statements for each item in a collection. Normally a block of statements will execute from beginning to end. However, the normal flow of a loop can be changed with the *break* and *continue* statements.

So far, the only method you've seen in this tutorial is the Main method, which is the entry point of a C# application. However, you are probably wanting to write larger programs to test your new knowledge. This requires breaking up the code into methods to keep it organized and logical.

**String Manipulations**

Strings are an integral part of any programming language. In almost every programming language you would find strings of data being passed as input and being displayed as input. Strings are an important way to interact with the user.   
  
Whenever you visit a website, you are often asked to sign up into the website or login if you are already a member of the website. You enter a username and password, system performs some validation checks and you are good to go. The process might look pretty straight forward to you at that moment but behind the screen lots and lots of string handling is being done. Similarly, database applications make huge use of string and actually strings are the intermediate between the user and the database for information storage.   
  
This article is dedicated to string handling and text manipulation in C#. We will show you how actually string resides in the memory. What are the build in methods that you can call on the string class and where can they be used. After completing this article, you will have a better idea about how the login systems work and what happens to the strings that you enter there. Things you will learn in this article will help you understand and implement strings in your code in a better way. So, without wasting any further time on theory, let us get straight to the task.

* [String Construction](http://www.go4expert.com/articles/c-sharp-string-manipulation-tutorial-t30015/#string-construct)
* [Empty and Null Strings](http://www.go4expert.com/articles/c-sharp-string-manipulation-tutorial-t30015/#empty-null-strings)
* [String Searching](http://www.go4expert.com/articles/c-sharp-string-manipulation-tutorial-t30015/#string-searching)
* [String Manipulation](http://www.go4expert.com/articles/c-sharp-string-manipulation-tutorial-t30015/#string-manipulation)
* [Join and Split Strings](http://www.go4expert.com/articles/c-sharp-string-manipulation-tutorial-t30015/#join-split-strings)
* [String Comparison](http://www.go4expert.com/articles/c-sharp-string-manipulation-tutorial-t30015/#comparison)

**String Construction**

Constructing a string in C# is an extremely easy task. Strings are actually class belonging to the System namespace. So actually what you are doing is creating instances of System.String class and applying different functionalities on that class.   
  
The easiest and simplest way to declare a string in C# is to create an instance of a string class and then equate it to some literal value. A string is basically a sequence of characters. Following is the simplest way to construct a string in C#.

Code:

string name = “Expert”;

Code:

string description =”1-C#\n2-Java\n3-C++”;

Code:

string content =@”8fsf8s\\sdf9sf\_’’asaa”;

In order to create a sequence of characters, for instance some special characters you can simply use string’s constructor as

Code:

string stars = new string( ‘\*’,15);

The above line of code will generate a string with 15 asteric characters.   
  
We mentioned earlier that strings are basically sequence of characters. Therefore, we can convert a string into a character array using ToCharArray method and we can convert array of characters back to a string by passing it into the constructor of the string as follows.

Code:

char [] arr = “Expert”.ToCharArray;

string name = new string (arr);

Let us recapitulate the concepts we have studied till now with the help of some example. Have a look at Example1.  
  
**Example1**

Code:

using System;

using System.Collections;

using System.Collections.Generic;

using System.Text;

namespace CSharpTutorial {

class Program {

static void Main() {

string name = "Expert";

Console.WriteLine(name);

string description ="1-C#\n2-Java\n3-C++";

Console.WriteLine(description);

string content = @"8fsf8s\nsdf9sf\_’’asaa";

Console.WriteLine(content);

char [] arr= "Expert".ToCharArray();

string array = new string(arr);

Console.WriteLine(array);

Console.ReadLine();

}

}

}

The code in Example1 is simply practical implementation of string construction concept. We have created a string name and displayed it, then we created a string description to give you an idea of how we can use \n to go to a new line within a string. And next in the content string we have displayed that if you want to includes special characters in the string as it is, for example if you want to insert \n, it will shift the control to next line but if you want to display \n in a string you can simply prefix a @ character before the string literal and it will display the string as it is. In next lines we declared an array of characters and passed it to the constructor of the string. In the next line we have displayed the value of that string. The output of code in Example1 would be as follows.  
  
**Ouput1**  
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You can see in the fourth line that we have displayed a \n character within a string which if we don’t append @ before the string, would have shifted the control to the next line.   
  
You can see that how simple it is to create and manipulate a string in C#. Now let us get to some other important concepts.

**Empty and Null Strings**

String can be empty, which means that it doesn’t contain any character. The length of an empty string will always be zero. Usually empty strings are used for validating if user has entered any data or not. We will show that later with the help of an example, but for now there are two ways to create an empty string.

1. string name = “”;
2. string name= string.Empty;

In both of the above cases an empty string will be stored in string variable name.  
A null string is different from an empty string. String is a reference type which means that a string can be null. In order to point a string to null reference you simply have to do string name = null;  
  
There is an important and useful method associated with strings that checks if a string is null or empty. The method is IsNullOrEmpty.  
  
Now let us come towards our next example which will explain the concepts of null and empty strings.  
  
**Example2**

Code:

using System;

using System.Collections;

using System.Collections.Generic;

using System.Text;

namespace CSharpTutorial {

class Program {

static void Main() {

string name;

Console.WriteLine("Enter your name:");

name = Console.ReadLine();

if (name == string.Empty)

Console.WriteLine("The name field cannot be left empty.");

else

Console.WriteLine("There are " + name.Length + " characters in your name.");

name = null;

if(string.IsNullOrEmpty(name))

Console.WriteLine("Name has been set to null.");

Console.ReadLine();

}

}

}

Example 2 is another simple example. We simply ask the user to enter his name. If user doesn’t enter anything, it will display the message to the user that string you entered is empty which is not allowed. This is a typical login scenario where you enter your user name and password and if any of them is empty, the application prompts with an error. In those application database comparisons are being done but now for the sake of understanding we limit it to string comparison. Coming back to our problem, hand if user enters any string, we will display the length of that string. Next we will make our string null and will call IsNullOrEmpty static method on that string to verify if the string is really null or not. The output of the above code will be as follows.  
  
**Output2**  
  
![http://imgs.g4estatic.com/c-sharp/strings/output2.png](data:image/png;base64,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)

**String Searching**

Searching characters or substrings within a string is another extremely important task while dealing with strings. For example, if you want to find out that if a string contains a specific words or specific character or if you want to find out if a string ends with a particular word or not you can make use of string searching functions. Although, string type contains numerous searching functions along with their overloads, we will study the ones that are most commonly used.  
  
In order to access a character within a string you can simply use array style index searching. Strings are basically sequence of characters; therefore you can access character within a string by its index. For example

Code:

string name = “Expert”;

char c = name[1] // This will return ‘x’, because x is located at first index of Expert

Simply, in order to search strings within a string or more commonly known as substrings. You can make use of three basic functions.  
  
**1. Contains**  
  
This function is used to search a substring in a string. For example

Code:

string name = “I am a CSharp Expert”;

Console.WriteLine (name.Contains(“CSharp”));

This will evaluate to true because string name contains substring “CSharp”  
  
**2. StartsWith**  
  
This function is used to search a substring in at the start of a string. For example

Code:

string name = “James is a CSharp Expert”;

Console.WriteLine (name.StartsWith(“James”));

This will evaluate to true because string name starts with “James”  
  
**3. EndsWith**   
  
This function is used to search a substring in at the end of a string. For example

Code:

string name = “James is a CSharp Expert”;

Console.WriteLine (name.EndsWith(“Expert”));

This will evaluate to true because string name ends with “Expert”  
  
These are the three basic methods for finding a substring. Another extremely important method is that of IndexOf method which is used to find the starting index of a substring. For example, if you have a string named

Code:

string name = “expert”;

Console.WriteLine(name.IndexOf(“per”));

This will display the value 2, because the starting index of substring per is 2 in the string expert.   
  
Now, as usual, we will explain all of the string searching concepts that we have studied till now with the help of an example. Have a look at Example3 to further understand the aforementioned string searching functions.  
  
**Example3**

Code:

using System;

using System.Collections;

using System.Collections.Generic;

using System.Text;

namespace CSharpTutorial

{

class Program

{

static void Main()

{

string name = "I am a CSharp Expert";

Console.WriteLine("Calling Contains Function ...");

Console.WriteLine(name.Contains("CSharp"));

name = "James is a CSharp Expert";

Console.WriteLine("Calling StartsWith Function ...");

Console.WriteLine(name.StartsWith("James"));

Console.WriteLine("Calling EndsWith Function ...");

Console.WriteLine(name.EndsWith("Expert"));

name = "Expert";

Console.WriteLine("Calling IndexOf Function ...");

Console.WriteLine(name.IndexOf("per"));

Console.ReadLine();

}

}

}

The code in Example3 is the implementation of what we studied in theory. We have simply created a string name and have then called corresponding Contains, StartsWith and EndsWith function on that string. Finally we called IndexOf function. You will see in the output that all of the functions were evaluated to true in the Console.WriteLine statement because Contains found Charp, StartsWith found James and EndsWith found Expert in the string name. In the end, the Index of method will fetch the starting index of the string ‘per’ and will display that on the output screen. The output of the above code is as follows.  
  
**Output3**  
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An extremely important thing to note here is that if you change the case of the string while calling Contains, StartsWith and EndsWith method.  
  
For instance in the Example3, if you make following changes while calling the StartsWith method

Code:

string name = "James is a CSharp Expert";

Console.WriteLine("Calling StartsWith Function ...");

Console.WriteLine(name.StartsWith("JAMES"));

Now this method will evaluate to false. Though string ‘name’ starts with ‘James’ but in the StartsWith method we are comparing the string ‘JAMES’ all uppercase to the actual string. Therefore, this will evaluate to false. But there is a very simple solution to this problem. Contains, StartsWith and EndsWith methods come with overload using which you can ignore the case while comparing the string.   
  
If you use following overload of these methods, you can compare the strings irrespective of the case.

Code:

string name = "James is a CSharp Expert";

Console.WriteLine("Calling StartsWith Function ...");

Console.WriteLine(name.StartsWith("JAMES",true,System.Globalization.CultureInfo.InvariantCulture));

Basically, the first argument is the string to compare; the second argument is Boolean variable ignorecase, if true, the case of the string being compared will be ignored, if false, the case of the string will be taken into account.   
  
Pay particular attention to the third argument, CulturalInfo is a type in System.Globalization namespace. We have passed the InvariantCulture property of this type as a third argument in StartsWith method. It will actually make the method insensitive to the region or location in which the StartsWith method is being used. This is particularly important, because English language strings might work differently in different languages and regions. Therefore, if you want your application strings to behave uniformly in different regions, you can use this overload.   
  
Another way to control the case of the comparison is to use another overload of these methods. Make the following changes in your code.

Code:

string name = "Expert";

Console.WriteLine("Calling IndexOf Function ...");

Console.WriteLine(name.IndexOf("PER"));

Now, the index returned would be some negative value, because IndexOf method is not able to find ‘PER’ substring inside the “Expert” string due to case sensitivity. There is another way to control case sensitivity while comparison. Make following changes in the code.

Code:

string name = "Expert";

Console.WriteLine("Calling IndexOf Function ...");

Console.WriteLine(name.IndexOf("PER",StringComparison.InvariantCultureIgnoreCase));

This code will again ignore the case of the string passed inside the IndexOf method.

**String Manipulation**

String manipulation is a process of calling a method on a string instance and retrieving another string. Strings are immutable in nature which means that whenever a string is manipulated a new string instance is created in the memory and returned back. The actual string instance stays as it is. StringBuilder class is a string variant that is mutable; we will see that later. For now, let us discuss some string manipulation functions.  
  
**1. Substring**  
  
Substring, method returns portion of string based on the indexes passed to it. For example

Code:

string name = "Expert";

string sub = name.Substring(1, 3);

This function will fetch the substring from index 1 of string ‘Expert’ to index ‘3’. The output of this will be ‘xpe’.  
  
If you pass only one parameter to Substring function of the string, it will omit those number of characters from the string starting from the first index. Consider the following lines of code.

Code:

string name = "Expert";

string sub = name.Substring(2);

The string sub will contain ‘pert’, because the first two characters ‘Ex’ would be omitted by the substring function when we pass single integer parameter ‘2’ to it.  
  
**2. Insert**  
  
Another important function which is used in string manipulation is the Insert function. This function is used to insert string inside another string, starting from the specified index. Have a look at the example.

Code:

string name = "Expert";

string sub = name.Insert(2, "--");

Here we have a string ‘Expert’ stored in string instance name. We call insert function on this string and pass it parameters 2 and ‘–‘, respectively. It means that starting from the index 2, insert string ‘--’ into it. The output string ‘sub’ will be “Ex--pert”.  
  
**3.Remove**  
  
Remove is another important, yet simple to use string manipulation function. Remove basically allows you to remove a substring from main string. The first parameter is the starting index from where you want to remove the string and the second parameter is the number of characters you want to remove. Consider following lines of code.

Code:

string name = "Ex--pert";

string sub = name.Remove(2, 2);

Here we have an input string ‘name’ that contains string “Ex--pert”. We want to remove two dashes between the Ex and pert. We can simply pass 2 as a first parameter telling the compiler that we want to start removing string from index 2 and then 2, telling that 2 characters from that index.  
  
**4. PadLeft and PadRight**  
  
PadLeft and PadRight are used to pad certain character on the left and right of a string respectively. The first parameter is the number of character to pad and the second parameter is the character to pad. If you pass only one parameter i.e. number of characters, spaces would be padded. Consider following code.  
  
This code will append 5 sterics on the right of string name.

Code:

string name = "Expert";

string sub = name.PadRight(5,'\*');

And this code will append 5 spaces on the left of the string name.

Code:

string name = "Expert";

string sub = name.PadLeft(5);

**5. Trim**  
  
Trim function is used to trim specified characters from the start and end of the string. If characters are not specified, it will trim white spaces from the start and end. TrimStart and TrimEnd method trim white spaces from only start and end of the string respectively. Have a look at following code.

Code:

string name = " I am a CSharp expert ";

string sub = name.Trim();

If we display the ‘name’ string, the white spaces at the beginning and end would not be there.  
  
**6. ToUpper and ToLower**  
  
These functions are used to convert a string into upper and lower case respectively. We will see the usage of this method in our detailed example.  
  
Now, have a look at the Exampl1, we have implemented all the functions that we have studied till now in this Example1.  
  
**Example4**

Code:

using System.Collections;

using System.Collections.Generic;

using System.Text;

namespace CSharpTutorial

{

class Program

{

static void Main()

{

Console.WriteLine("Using Substring function ...");

string name = "Expert";

string sub = name.Substring(1, 3);

Console.WriteLine(sub);

Console.WriteLine("===========\n");

name = "Expert";

sub = name.Substring(2);

Console.WriteLine(sub);

Console.WriteLine("===========\n");

Console.WriteLine("Using Insert function ...");

name = "Expert";

sub = name.Insert(2, "--");

Console.WriteLine(sub);

Console.WriteLine("===========\n");

Console.WriteLine("Using Remove function ...");

name = "Ex--pert";

sub = name.Remove(2, 2);

Console.WriteLine(sub);

Console.WriteLine("===========\n");

Console.WriteLine("Using Trim function ...");

name = " I am a CSharp expert ";

sub = name.Trim();

Console.WriteLine(sub);

Console.WriteLine("===========\n");

Console.WriteLine("Using ToUpper function ...");

name = "Expert";

sub = name.ToUpper();

Console.WriteLine(sub);

Console.ReadLine();

}

}

}

The code in Example1 is extremely simple. We have simply copy pasted the function examples into a working example to see how the program works and is the output of the program similar to what we studied in the examples. When you run this program you will see that all the outputs are according to our expectations and functions do their job as we discussed earlier. The output of this code is as follows.  
  
**Output4**  
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**Join and Split Strings**

String joining and splitting are also handy. Often times you want to break a sentence into words or you want to join words to form a single string. String joining and splitting function basically allow you to do this. There are many important string manipulation function but we will study most important of them.  
  
**1. Split**  
  
Split method is used to split the strings. By default, it uses whitespaces as the parameter to split strings. Have a look at the following example.

Code:

string content = "I am a CSharp Expert";

string[] str = content.Split();

Now in the above case, ‘str’ array will contain words of the string ‘content’ at separate indexes.   
  
This split method can be overloaded as well, for instance. You have a string string content = "I,am,a,CSharp,Expert";  
  
And you want to split this string into words based on the comma, which means that you want that whenever a compiler reaches a comma it split the string and returns the number of words in the form of strings. This can be achieved by overloading the Split method and passing it the delimiting character which is comma in the above case. You can use Split function in following way in your code string[] str = content.Split(',');  
  
**2. Join**  
  
The Join function does exactly opposite of Split function. Join function takes a delimiting character and array of strings as an input and then join the words to form a string. Have a look at the following example.

Code:

string[] str = "I am a CSharp Expert".Split(' ');

string content = string.Join(",", str);

In the above code, basically we are splitting the string on the bases of a space. And then using Join function we are joining these words by inserting a comma between the words.  
  
**3. Concat and '+'**  
  
Concat is a static string method. It is similar to Join in functionality but It doesn’t take any delimiting character as a parameter. Its functionality is as follows.

Code:

string name = string.Concat("I ", "am ", " a", " CSharp", " Expert");

Plus operator “+” is also used to Join strings in a similar manner as illustrated by the following code snippet.

Code:

string name = "I " + "am " + " a" + " CSharp" + " Expert";

Again we will put all these concepts in a working example and will see what the output of this code is. Have a look at Example2.  
  
**Example5**

Code:

using System;

using System.Collections;

using System.Collections.Generic;

using System.Text;

namespace CSharpTutorial

{

class Program

{

static void Main()

{

Console.WriteLine("Using Split functions");

string content = "I am a CSharp Expert";

string[] str = content.Split();

foreach (string word in str)

{

Console.Write(word + "|");

}

Console.WriteLine();

content = "I,am,a,CSharp,Expert";

str = content.Split(',');

foreach (string word in str)

{

Console.Write(word + " ");

}

Console.WriteLine("\n==========\n");

Console.WriteLine("Using Join functions");

str = "I am a CSharp Expert".Split(' ');

content = string.Join(",", str);

Console.WriteLine(content);

Console.WriteLine("==========\n");

Console.WriteLine("Using Concatenate functions");

string name = string.Concat("I ", "am ", " a", " CSharp", " Expert");

Console.WriteLine(name);

name = "I " + "am " + " a" + " CSharp" + " Expert";

Console.WriteLine(name);

Console.ReadLine();

}

}

}

In the main method we have first split the string and then have displayed each element of the string array using foreach loop. Next we have called Join and Concat methods respectively to display their functionality as discussed earlier. The output of this code would be as follows.  
  
**Output5**  
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**String Comparison**

String comparison is probably the most frequent task that you will do while programming. Whether it is a signup process or shopping cart application, string comparison lays at the heart of such applications. The simplest example of string comparison can be.

Code:

if(name == “Expert”)

{

Do something

}

Here we are saying that if the string stored in string instance ‘name’ is equal to string literal “Expert”, this statement should evaluate to true otherwise false. This method of comparing two strings is absolutely fine but it has some limitations. First is that this comparison is case sensitive. And secondly, a string might contain characters that do not belong to English language or you application might be running in different cultures, in such scenario the above method is futile. But doesn’t worry, .NET framework provide solution for both of the above problems.  
  
The .NET framework has an ‘Equals’ method that takes two strings to compare along with a third argument that is used to pass some additional information regarding the case and cultural sensitivity. There are three major variations of System.StringComparison enum.

* InvariantCulture - If this enum is passed as a third argument to the Equals method, the culture insensitivity is enforced and the ordering of the string is done according to standard English en-US as the culture. This should be used if you are developing a standard application for different regions.
* CurrentCulture - This enum will take the region in which application is being used while comparing the strings. Different cultures have different alphabets and also the ordering of those alphabets might be different to that used in en-US standard. Therefore, if you are developing separate version of applications for different regions, you should pass this enum.
* Ordinal - Ordinal is the third comparison type. It simply compares and orders the string based on the ASCII/Unicode values. This should be used in scenarios where you want to compare strings based on the ASCII values.

You must be wondering, where is the case insensitivity feature in all of the above mentioned string. The answer is simple; you just have to append the string ‘IgnoreCase’ with these enums to ignore the case. The new values are also actually enums of the String.Comparison type. So, if you want to compare the strings in region independent application and you want to ignore the case as well you can pass the enum ‘’InvariantCultureIgnoreCase”, similarly you can use “CurrentCultureIgnoreCase” and OrdinalIgnoreCase to ignore the case of the string where you want to use current culture and ordinal comparisons respectively.   
  
The concepts explained in String Comparison section have been implemented in Example3. Have a look at Example3 to understand the usage, functionality and variations of the Equals method for string comparison.  
  
**Example6**

Code:

using System;

using System.Collections;

using System.Collections.Generic;

using System.Text;

namespace CSharpTutorial {

class Program {

static void Main() {

string name = "Expert";

if (name == "EXPERT")

Console.WriteLine("The strings are equal");

else

Console.WriteLine("The strings are not equal.");

if (string.Equals(name, "EXPERT",StringComparison.CurrentCultureIgnoreCase))

Console.WriteLine("The strings are equal");

else

Console.WriteLine("The strings are not equal.");

if (string.Equals(name, "EXPERT", StringComparison.InvariantCultureIgnoreCase))

Console.WriteLine("The strings are equal");

else

Console.WriteLine("The strings are not equal.");

if (string.Equals(name, "EXPERT", StringComparison.OrdinalIgnoreCase))

Console.WriteLine("The strings are equal");

else

Console.WriteLine("The strings are not equal.");

Console.ReadLine();

}

}

}

The example is simple to understand, we have implemented the Equals method along with its variations to explain the string comparison.   
  
The output of this code is as follows  
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Do the following exercises

**StringExer1.cs**

String input: hello how is valuestar

Output is: Hello How Is Valuestar

**StringExer2.cs**

String input: hello how is valuestar

Output is: HelloHowIsValuestar

**StringExer3.cs**

String input: hello how is life

Output is:

a: 0 b: 0 c: 0 d: 0 e: 2 f: 1 g: 0 h: 2 i: 2 j: 0 k:0

l:1 m: 0 n: 0 o:2 p: 0 q: 0 r: 0 s: 1 t: 0 u: 0 v:0

w: 1 x: 0 y: 0 z:0

**StringExer4.cs**

String input: hello friend, how is life, I hope you are fine, God BLess

Output is:

hello friend

How is life

I hope you are fine

God Bless

Enter name: maung maung

Enter age: 23

Enter address: Hle Dan, yangon

Enter Phone: 09411361

Enter Email: mgmg@gmail.com

Output is: mang maung | 23| Hle Dan,Yangon| 09411361| mgmg@gmail.com|

**StringExer5.cs**

**Array in C#**

**One Dimensional Array in C#**

* What is single dimensional array?
* How to declare one dimensional array?
* How to use single dimensional array in C# programming?

The one dimensional array or single dimensional array in C# is the simplest type of array that contains only one row for storing data. It has single set of square bracket (“[]”). To declare single dimensional array in C#, you can write the following code.

string[] Books = new string[5];

The array age is a one dimensional array that contains only 5 elements in a single row.

**Programming Example of One Dimensional Array:**
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Example1

using System;

namespace One\_Dimensional\_Array

{

class Program

{

static void Main(string[] args)

{

//Declaring single dimensional array

string[] Books = new string[5];

Books[0] = "C#";

Books[1] = "Java";

Books[2] = "VB.NET";

Books[3] = "C++";

Books[4] = "C";

Console.WriteLine("All the element of Books array is:\n\n");

int i = 0;

//Formatting Output

Console.Write("\t1\t2\t3\t4\t5\n\n\t");

for (i = 0; i < 5; i++)

{

Console.Write("{0}\t", Books[i]);

}

Console.ReadLine();

}

}

}

**Multi Dimensional array in C#**

* What is multi dimensional array?
* How to declare and initialize multi dimensional array in C#?
* How to use multi dimensional array in C# programming?

The multi dimensional array in C# is such type of array that contains more than one row to store data on it. The multi dimensional array is also known as rectangular array in c sharp because it has same length of each row. It can be two dimensional array or three dimensional array or more. It contains more than one coma (,) within single rectangular brackets (“[ , , ,]”). To storing and accessing the elements from multidimensional array, you need to use nested loop in program. The following example will help you to figure out the concept of multidimensional array.
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using System;

namespace multi\_dimensional\_array

{

class Program

{

static void Main(string[] args)

{

int i, j;

//Declaring multi dimensional array

string[,] Books = new string[3, 3];

for (i = 0; i < 3; i++)

{

for (j = 0; j < 3; j++)

{

Console.Write("\nEnter Book Name for {0}. Row and {1}. column:\t", i + 1, j + 1);

Books[i, j] = Console.ReadLine();

}

}

Console.WriteLine("\n\n=========================");

Console.WriteLine("All the element of Books array is:\n\n");

//Formatting Output

Console.Write("\t1\t2\t3\n\n");

//outer loop for accessing rows

for (i = 0; i < 3; i++)

{

Console.Write("{0}.\t", i + 1);

//inner or nested loop for accessing column of each row

for (j = 0; j < 3; j++)

{

Console.Write("{0}\t", Books[i, j]);

}

Console.Write("\n");

}

Console.WriteLine("\n\n=========================");

Console.ReadLine();

}

}

}

**Three DimensionalArray**

2D3

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |

2D2

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |

2D1

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |

**using** System;  
  
**namespace** ThreeDArray  
{  
    class Program  
    {  
        **public** static void **Main**(string[] args)  
        {  
              
              
            **int**[,,] num={  
                        {{1,5,2},  
                         {3,7,6},  
                         {14,9,8}      
                          
                        },  
                        {{15,28,49},  
                         {33,17,29},  
                         {102,48,25}  
                              
  
                        },  
                        {{114,64,71},  
                         {32,22,84},  
                         {26,12,58}  
  
                        }  
  
      
                };  
                **for**(**int** i=0;i<3;i++){  
                    **for**(**int** j=0;j<3;j++){  
                        **for**(**int** k=0;k<3;k++){  
                          
                            Console.**Write**("inputs["+i+"]["+j+"]["+k+"]is:"+num[i,j,k]);  
  
  
                        }  
                        Console.**WriteLine**();  
  
  
                    }  
  
                }  
  
  
  
              
              
              
              
            Console.**Write**("Press any key to continue . . . ");  
            Console.**ReadKey**(**true**);  
        }  
    }  
}

**Sorting Algorithms**

**Bubble Sort**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  | | --- | --- | | http://mathbits.com/MathBits/Java/arrays/bubleglass.gif | In the **bubble sort,** as elements are sorted they gradually "bubble" (or rise) to their proper location in the array, like bubbles rising in a glass of soda. The bubble sort repeatedly compares **adjacent elements** of an array. The first and second elements are compared and swapped if out of order.  Then the second and third elements are compared and swapped if out of order.  This sorting process continues until the last two elements of the array are compared and swapped if out of order.  http://mathbits.com/MathBits/Java/arrays/BubbleChart.gif | | When this first pass through the array is complete, the bubble sort returns to elements one and two and starts the process all over again.  So, when does it stop?  **The bubble sort knows that it is finished when it examines the entire array and no "swaps" are needed (thus the list is in proper order).** The bubble sort keeps track of the occurring swaps by the use of a flag.   The table below follows an array of numbers before, during, and after a bubble sort for *descending* order.  A "pass" is defined as one full trip through the array comparing and if necessary, swapping, **adjacent** elements.  Several passes have to be made through the array before it is finally sorted. | |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Array at beginning:** | 84 | 69 | 76 | 86 | 94 | 91 | | **After Pass #1:** | 84 | 76 | 86 | 94 | 91 | 69 | | **After Pass #2:** | 84 | 86 | 94 | 91 | 76 | 69 | | **After Pass #3:** | 86 | 94 | 91 | 84 | 76 | 69 | | **After Pass #4:** | 94 | 91 | 86 | 84 | 76 | 69 | | **After Pass #5 (done):** | 94 | 91 | 86 | 84 | 76 | 69 |   The bubble sort is an easy algorithm to program, but it is slower than many other sorts.  With a bubble sort, it is always necessary to make one final "pass" through the array to check to see that no swaps are made to ensure that the process is finished.  In actuality, the process is finished before this last pass is made.    **Using system;**  **using** System;  **namespace** Bubble\_Sort {     class Program{                   **public** static void **Main**( String[] args)             {                       **int** j;                     **int**[] num={22,33,44,62,16,26};                                                **bool** flag = **true**;   // set flag to true to begin first pass                        **int** temp;   //holding variable                         **while** ( flag )                        {                                   flag= **false**;    //set flag to false awaiting a possible swap                                   **for**( j=0;  j <num.Length -1;  j++ )                                   {                                         **if** ( num[ j ] <num[j+1] )   // change to > for ascending sort                                         {                                                temp = num[ j ];                //swap elements                                                num[ j ] = num[ j+1 ];                                                 num[ j+1 ] = temp;                                                 flag = **true**;              //shows a swap occurred                                             }                              }                        }                                                                         Console.**WriteLine**("The Sorted Output is:");                                                **for**(**int** k=0;k<num.Length;k++){                                                                            Console.**Write**("     {0}",num[k]);                        }                                                Console.**WriteLine**("\n\npress any key....");                                                    Console.**ReadKey**();                                                                } }      }  } |
|  |

**Exchange Sort**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  | | --- | --- | | http://mathbits.com/MathBits/Java/arrays/exchangearrows.gif | The **exchange sort** is similar to its cousin, the bubble sort, in that it compares elements of the array and swaps those that are out of order.  (Some people refer to the "exchange sort" as a "bubble sort".)  The difference between these two sorts is the manner in which they compare the elements. **The exchange sort compares the first element with each following element of the array, making any necessary swaps.**  http://mathbits.com/MathBits/Java/arrays/ExchangeChart.jpg |   When the first pass through the array is complete, the exchange sort then takes the second element and compares it with each following element of the array swapping elements that are out of order.  This sorting process continues until the entire array is ordered.  Let's examine our same table of elements again using an exchange sort for descending order.  Remember, a "pass" is defined as one full trip through the array comparing and if necessary, swapping elements   |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | **Array at beginning:** | 84 | 69 | 76 | 86 | 94 | 91 | | **After Pass #1:** | 94 | 69 | 76 | 84 | 86 | 91 | | **After Pass #2:** | 94 | 91 | 69 | 76 | 84 | 86 | | **After Pass #3:** | 94 | 91 | 86 | 69 | 76 | 84 | | **After Pass #4:** | 94 | 91 | 86 | 84 | 69 | 76 | | **After Pass #5 (done):** | 94 | 91 | 86 | 84 | 76 | 69 |   The exchange sort, in some situations, is slightly more efficient than the bubble sort.  It is not necessary for the exchange sort to make that final complete pass needed by the bubble sort to determine that it is finished.  **using** System;  **namespace** Exchange\_Sort {     class Program{                   **public** static void **Main**( String[] args)             {                                            **int**[] num={22,33,44,62,16,31,26,87};                                              **int** temp;                            **for**(**int** i=0;i<num.Length-1;i++)                        {                                                                     **for**(**int** j=i+1;  j <num.Length;  j++ )                                   {                                         **if** ( num[ j ] <num[i] )                                            {                                                temp = num[ i ];                                                                num[ i ] = num[ j ];                                                 num[ j ] = temp;                                                                                                        }                              }                        }                                                                      Console.**WriteLine**("The Sorted Output is:");                                               **for**(**int** k=0;k<num.Length;k++){                                                                            Console.**Write**("     {0}",num[k]);                       }                                                                                          Console.**WriteLine**("\n\n\npress any key....");                                                    Console.**ReadKey**();                                                                } }      } |

# Sorting Arrays [C#]

This example shows how to sort arrays in C#. Array can be sorted using static method [**Array.Sort**](http://msdn2.microsoft.com/en-us/library/system.array.sort.aspx) which internally use Quicksort algorithm.

## Sorting array of primitive types

To sort array of primitive types such as **int**, **double** or **string** use method [Array.Sort(Array)](http://msdn2.microsoft.com/en-us/library/6tf1f0bc.aspx) with the array as a paramater. The primitive types implements interface [IComparable](http://msdn2.microsoft.com/en-us/library/system.icomparable.aspx), which is internally used by the Sort method (it calls IComparable.Com­pareTo method). See example how to sort int array:

[C#]

// **sort int array**

int[] intArray = new int[5] { 8, 10, 2, 6, 3 };

**Array.Sort**(intArray);

// write array

foreach (int i in intArray) Console.Write(i + " "); // output: 2 3 6 8 10

or how to sort string array:

[C#]

// **sort string array**

string[] stringArray = new string[5] { "X", "B", "Z", "Y", "A" };

**Array.Sort**(stringArray);

// write array

foreach (string str in stringArray) Console.Write(str + " "); // output: A B X Y Z

## Sorting array of custom type using delegate

To sort your own types or to sort by more sophisticated rules, you can use **delegate to anonymous method**. The generic delegate [Comparison<T>](http://msdn2.microsoft.com/en-us/library/tfakywbh.aspx) is declared as public delegate int Comparison<T> (T x, T y). It points to a method that compares two objects of the same type. It should return less then 0 when X < Y, zero when X = Y and greater then 0 when X > Y. The method (to which the delegate points) can be also an anonymous method (written inline).

Following example demonstrates how to **sort an array of custom type** using the delegate to anonynous comparison method. The custom type in this case is a **class User** with properties Name and Age.

[C#]

// array of custom type

User[] users = new User[3] { new User("Betty", 23), // name, age

new User("Susan", 20),

new User("Lisa", 25) };

[C#]

// **sort array by name**

**Array.Sort**(users, **delegate**(User user1, User user2) **{**

return user1.**Name**.CompareTo(user2.**Name**);

**}**);

// write array (output: **Betty**23 **Lisa**25 **Susan**20)

foreach (User user in users) Console.Write(user.Name + user.Age + " ");

[C#]

// **sort array by age**

**Array.Sort**(users, **delegate**(User user1, User user2) **{**

return user1.**Age**.CompareTo(user2.**Age**); // (user1.Age - user2.Age)

**}**);

// write array (output: Susan**20** Betty**23** Lisa**25**)

foreach (User user in users) Console.Write(user.Name + user.Age + " ");

## Sorting array using IComparable

If you implement [IComparable](http://msdn2.microsoft.com/en-us/library/system.icomparable.aspx) interface in your custom type, you can sort array easily like in the case of primitive types. The Sort method calls internally [IComparable.Com­pareTo](http://msdn2.microsoft.com/en-us/library/system.icomparable.compareto.aspx) method.

[C#]

// custom type

public class User : **IComparable**

{

// ...

// implement IComparable interface

public int **CompareTo**(object obj)

{

if (obj is User) {

return this.Name.CompareTo((obj as User).Name); // compare user names

}

throw new ArgumentException("Object is not a User");

}

}

Use it as you sorted the primitive types in the previous examples.

[C#]

// sort using IComparable implemented by User class

**Array.Sort**(users); // sort array of User objects

String Sorting Example

**using** System;  
  
**namespace** One\_Dimensional\_Array  
{  
    class Program{   
          
        **public** static void **Main**( String[] args)  
            {    
                      
            String []names=**new** string[6]{"aung aung","ko ko gyi","may thu","lwan pyine","bo bo tun","boby soxer"};  
                          
            Array.**Sort**(names);  
                         
            Console.**WriteLine**("The Sorted Output is:");  
                         
                      **foreach**(String name **in** names){  
                         
                         
                           Console.**Write**("     {0}",name);  
                      }  
                         
                      
                      
                       Console.**WriteLine**("\n\n\npress any key....");      
                         
                       Console.**ReadKey**();  
                         
                         
               }  
}  
      
}

Do the Following Exercises

**Do the following Exercises**

MENU

[1] ADD NAME

[2] VIEW NAMES

[3] SORT NAMES

[4] DELETE NAME

[5]SEARCH NAME

[5] EXIT PROGRAM

**ENTER CHOICE:**

MENU

[1] ADD A NUMBER

[2] VIEW NUMBERS

[3] SORT NUMBERS

[4] DELETE NUMBERS

[5] EXIT PROGRAM

**ENTER CHOICE:**

STUDENT RECORDS

[1] ADD RECORD

[2] VIEW RECORDS

[4] DELETE REOCRD

[5]SEARCH RECORD

[5] EXIT PROGRAM

**ENTER CHOICE:**

**C# List**

**List < T > Class**

![c# list example](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIMAAACFBAMAAACK6lZIAAAAElBMVEX////AUE1Qgr6cvFrKzs/XjoyVbhS0AAACb0lEQVR4Xu2XQU7DQBAETTK+e6T4HkX+gXnAJjF3ViL//woWETKmTcqTFQdE+gGl7p7Z9br6Q3poOPfPJQA796NKECOgDGF9Dwi2QAgmlCK2PSK4B0YwQRGnwzAEi1DEqC6FilCEQjiGIkYh44yIQ0cmAMEMdsGMLSNG7W8yAAGd8lAnoQ1GdGADEBwFERxliwieCiLYxpkQbMMAEbPxPAgiZmManCBwN+RDJgjcDROCIHCu8j1WBK9XAgRveaoUQYWqFMFJ6uYGYliVJLdwN+NMavdXSgNlZHewQbeGuYMNvLye3J1t2K0y3FfZ2PxcRn1F7CrSz2Uc/aoUtCE54jbSPIfa4KHsJYd7w0NZRmRfb2N5JOaTmlgSrWJUbCZShawXliFVrNryxan6TKEzn6YqoFBCPM0RKdLnXtt03nFbQGQywQingTCCcjDCYKSA0JlWQYTOtC1HNGEEH7I4It2FyNAmLHgxIgmirVincsRBESVrcah+A7GLtckIbrMjBOfoqAvOsa9wqPw4iG+nFSP0txlPKj/XwveFPhrx1lITjNhRmfBA4akyQvvkxdJPUXPXe8/vTTKhczSJPuKPoSSaQ185vOH6Q1NHnmsbySEjoUJNckifuKEnmYf0KUNJkkRMSJ/efmW8fA82K1PLUIb+Ap8W//ldGG+fHrSbjZq4lqGQYRgui5siJmQzRJpETWgZN6dss3HoZqg0icaIJ1k8zZiEdYQkJE7SEIALbctteFrDwCSsGpOwcnmSGpOwjuVJDJOwXjgJR8Gjxsp00liGbbJqJjADCSzL2EO807cqLssIYNnlg9JeBPAf9NA7dkRs9nHb3+cAAAAASUVORK5CYII=)The Collection classes are a group of classes designed specifically for grouping together objects and performing tasks on them. List class is a collection and defined in the System.Collections.Generic namespace and it provides the methods and properties like other Collection classes such as add, insert, remove, search etc.

The C# List < T > class represents a strongly typed list of objects that can be accessed by index and it supports storing values of a specific type without casting to or from object.

**List < T >**

The parameter T is the type of elements in the list.

**Add Integer values in the List collection**

List<int> iList = new List<int>();

iList.Add(2);

iList.Add(3);

iList.Add(5);

iList.Add(7);

**Add String values in the List**

List<string> colors = new List<string>();

colors.Add("Red");

colors.Add("Blue");

colors.Add("Green");

![c# count items in a list](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAAsBAMAAABPp3bdAAAAD1BMVEX///+nTKz25d3fhqmvoOzumRAgAAADsUlEQVR4Xu2YUXLrNgxFM8QGcFUugGizAPONF8Dm7X9PDQChsIeKrYmbnw7vD0UKvMAxbcj22/9DS0tLS0tLS0tLMh4FFECHPp7ZUH0QcMKCAGxvHcD4Yd7HCa4FrNhPgeUYWAA1OLLoqPfEbPHtZ3kLHrIQO0l/WgZtT17Q3ibrHnvyFSF8Vejpg39/QvwQWDhJ0ui0kmAuvSvdeWA6DXx9DXgyehmYRnymC9ppYDkLXOorwJ0no5eBZYT1KeC8e07yXwHLq8AJFtzl6C0djYWA0YE3AWshALQhBA0hAm2xg/VEetUbYPcnDA2wUBoE1oaiwF2Z3axUQvP0dg9Ai90A+3LuVp56cY6658gWHMB5sB2/vXQX1WPgbkOvvnZ1w+F9jiObbBEo1U6mVwFGmBI+AHcg+AzkK78BK7aAC6rRh1X4ixl5nvvdVauwcmvkUMlWMAI4LJS5e+kuOe7StBmAVIst/C9wb2EndtsDDVGYAPaZx0Mx3QGfs78HoWv1BdV4rvpKETDUebcK4IIdmHT3yN0a5wUJ6p4jyuscwGGhBUsC51VEmIxGcZzDm3oUruljVu8DFS+B9TKBdRaHXWAQZdPaorywiqrLDixNl3K3LdpbOqITWLYADgtdpcTUkg9O2AME1tJ6zaZuKAUcD/UIDGAbtgQe5nAPXAxYpwRV0+i0moA7AGw3uwkje1rkMB0Cm3sC8xGwXgR4+aO+SVRkKbwiz+KB3wXmbCNpNQHr5H43xjEwYQYW1Ftgao+BhekD7foTwMKynQAOmgS2h8cRsNT5hL13J/C7DzMw62gerX9wAiOBh1ny94E9LIF5Bs5aE1ij6gRsPgfASjyeAZu9QVB9/3QZAexWPVGbB34HuA8zo+bRmTOBc/orgbUHCSbguWlRU4uLVprAfx4Cu5U3qO3mtwdHqTbTkAhMUhswA7cJuJEOYlRe/gwMz1P4Flg9ZuCCO2B1Lvujz3anZuAdeuSp7sBk0F6gqFsEEhoBnMCXW2D7kX0PbC4dOjhw5rwHvhBYlxOY+Gvg+p7AV1vqOzAF5PHv4QIuyKetS2BfeiQKAjgCC1AFjr95H83v6gJ8gAPYH3WGJoBTmSJnAptRAbTt5G5rGQEcOfw8oABOoDEGzN57HIIwvvjHIzqh2AfIRdH0kt9bpueQpgYCcDz8gA3QA93KpnSjK7qtgD1is6zh74zAvnuYEQHtdjf9BUR8jRxej1S/MLFZ/OrgAM3xUEtLS0tLS0tLS0tLS0v/AP+/r4QRVe91AAAAAElFTkSuQmCC)

How to find the size of a list?

You can use count property to know the number of items in the List collection or the length of a C# List

colors.Count

![c# for each loop in a list](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbUAAAAuAgMAAADSEm96AAAADFBMVEX///+lS6vazerdkbPDZdGwAAADWklEQVR4Xu3WMavjRhAA4NEuCizcuvMRSGvdtSneXlwu6QNbaPQEz4Qlr03AZYpXLEl9cEV0eWV+QprrRX6BC8vnIsWD1IFHfkFmdi1O8pOTQJpANIthZjyjz4sLG/6zMcccc0g3UY7DTPRg/wTo0Bus/46rL5cpxFfVqFaIlBz6UmPfL0Hgv79d1v449pd+eLt77T980sMIWIypB5iK9Vmtw6sxZ9rh6JaZae6jMecnuY+fcHDGhcGo8FBe4sYfU05zx7M6v8jxqHSwv8S9HVVqkhP1GVdc5ETNyEVOVOPnTHLqH3Np9HjGdVuJt+jMFjTWVBGgX/sMQ4fheIAd5JVCb2rqELAzyO/JzytRgb4ByBDlbdzTqmYgcVdgvqbReMchp+wBOmiCoqG3sQLo3rkr5ZTXN5g72BW2A2mpA5A72qbMfIGvMVwV8XbmmzI+xVSmOnFZCbsfEiTdkCvABEMvDcxxBRJ/2+5krbz58jPjpNV+CVmgDoBhjrLurrgr7L2KXPftr7T3PT42j82J06Xwq8Qpe+IQsYLnkNsi5GHBXKxooRVelMrLDUingnImaO7QDnGcaU/HHmXk9DbumUDnxMFe+meJ0zC4HR3t8za3K+ZixU+QiJXyoiZOI9a5XXAncZxpS8cfEqd83DNgmOq5+sS9GHF7UI5G/Zq5WEWO0J6jbe1X3EkcZ4lrbM/x3pgTCIlbP+GU/8Td/xWXbddTnCkvc9C5xP084irInHR/1I/McZU494GzPPqGOj3nei7DnqO9cy4vE/fT2XeXbUXtN565WEWuhkXPeViLzQN3EsdZ4qBpExf3BpwMexDX0xxNv7fvLXOpYq6EVc85eAMHy53EcZa4NreJi3tDDvYSlomDEbcEZaELTWAuVswJDPcnTlWCr8GdxHGWuAfVc7w34BbEhWKKM60OpBhg7hlXzEGHTvlfmJOIFkzsJO5TyhjTfqfaE8d7jEWuhRfE2Zc0CkDm8Ndcb1/xL89L5pqaq8gZtAq/I64mB+ht7gCVAr1Bwvjs8/h04niPMeaWFvZwkO45jdLGZvxfpaPeChbAjI2VxBLUNYiSBIOhoIUFcIfN0HDWVXx+L3n4ukOgPYk3dGpQiLjRePvOQQPxdv+TmGOOOeaYY44/AW6aUob4k5ODAAAAAElFTkSuQmCC)

You can retrieve items from List collection by using for loops.

foreach loop

foreach (string color in colors)

{

Console.WriteLine(color);

}

for loop

for (int i = 0; i < colors.Count; i++)

{

Console.WriteLine (colors[i]);

}

![c# insert items in a list](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbkAAAAtBAMAAADB+gj6AAAAD1BMVEX///+lSqzaz+vfkrHl///pip3cAAADcUlEQVR4Ae2YYa7cKBCEbXOCwhwAkguY2TkA0t7/TusypdeDZZQgbZT3g5bwBJqu4gOPnyfLjG8VM2bMmDFjxowZMxzKnynM4aHGj+tZ/oy4ZAB+YJFxAGmgMPuHkvvYhjNCT8/VnM0lf0L4nmeXH3YdiD29zbfI2f9yV93YUb16iWE1Fx/PM+9d0/VgxRDdOkYn8f9Bbe3Q+a5pimcVyghdHqJzPbpxtdyj65rmQJYRug1DdKlDN662oU/XMc1+lC4N0W3o0I2rpT5dz9R16XgFv5VAPFtYMnschFdOkQvbZe7g3+cILvkcs8+A1p9qhSaqUGorruLAZbEx2GdTX8bZq89OS6eF4GcxUzvHO92Gwk+HUB03r42x3BVAOTX/pR3XHnjdEOgDFIlzC5NN/CqkGjESBUPdSQmvp4bGPu9M9mVxo6Med6O0ROGRLoXazfp0wUyU056Ws/2zpJ0bsIVrYvYOeLn9yyh5qmriV6GWXJjL2I+NTcvO52cdOz7owL4sGrqql+KSGjrCGh2uoBDbqo1YSRfNRDmpXovjJ+/zNx3qWRzNF5yVmqhC0fGmIFL2tp3adevLWH1ZfNBJL5/yDZ3O5H52bNdl3UVZZGI5o6uNQ2/tUOREo0tBleVGxzGGrzR2KOo/0snigc7f6FLs0JW6pezks70Wo1PuTreBiVwFjU6Re3SaMkJna27pEkJjqlX36ajqc9j8r+m4p6VDt+HHn6fTa7PRbccz3Qoq4FJ3R/LuMDrL3egWiufwRIfYvzPLMF3o0C0rUD7pYufsKsHBBa5x3ddodJa7023Yq4Yb+d5x4muEThafdC/pJhy/RydFh1zYjM5yLZ0rfP5kuqTS0uWjT4dwqoUROll80oVL781bSqaKJzrO0l8L17xBbE3uRhc5mjjfLy0d+me34bykOEIni88lV+3X6fhbdHnXy7a+fEa3Fsu1dCfCXp/wweiuSng+M983OqmxoIisQydj0cni4/ddqnS5LOmQKcM4b7/NHQ49m3hNh03xltNWqDmUlfagjOiAqgH8AKImfhVKDTAy0bV9GasvC3sB0/ZGkiPKVOid/1dx0JzEck3XO4JyqvkJtfNSrnUcWrL93eDSgiYjqjBWtYT9WrBXI07blzH/DfZpIeYae9V7ZTPV2f3NmDFjxowZM2bMmPEfH7qvOV2reFUAAAAASUVORK5CYII=)

You can use insert(index,item) method to insert an in the specified index.

colors.Insert(1, "violet");

In the above code the color "violet" inserted in the index position 1.

**How to sort a C# List**

You can use the sort() method of C# List for ordering items in the List.

colors.Sort();

**How to remove an item from List collection ?**

Remove() can use to remove item from List collection.

colors.Remove("violet");

**How to check if an item exist in the List collection ?**

You can use List.Contains() methods to check an item exists in the List

if (colors.Contains("Blue"))

{

Console.WriteLine ("Blue color exist in the list");

}

**How to copy an Array to a List collection ?**

string[] strArr = new string[3];

strArr[0] = "Red";

strArr[1] = "Blue";

strArr[2] = "Green";

//here to copy array to List

List<string> arrlist = new List<string>(strArr);

**How to Convert List to String in C#**

You can convert a C# List to a string use the following method.

string combindedString = string.Join(",", colors);

The output look like "Red,Blue,Green"

You can replace the seperator to any character instead of ","

**Convert List to Array in C#**

You can convert a C# List to an Array using toArray() method.

string[] arr = colors.ToArray();

**How to empty a list in C#?**

Finally clear method remove all the items from List collection.

arrlist.Clear ();

![c# List Vs Arraylist](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbYAAAAtAgMAAAC/sabXAAAADFBMVEX///+oSabCiMji1ul/xKOlAAACYUlEQVR4Ae2WsWrbQByHP93hwhmULSFjh17SF5Cd0Y/gwSeJouGgc+Ho2OlI6dAHkJ2WDn6APMTRqQ9QmQ4dMuYxapFbggbhg3qJP/7j9+MTmo4TL5gTJ34n+Ql0ZgWsiQhjPG1JZDrmH4owPJvrGlRDZBLG/AOR1fOf06cyR0T7Mf9QKiDyGsgbyD0RvRjzSc9tAVGDCkQ6N+an56QFxAqmEPlmx/z0nLAAJcyJyA/LMT89N7EALbwlIj42I35a7hpVbVvjgC5wCe0nAHFbQ35b708aK0yTmfDMT8tlFX9ym1sA7flB7ncA+ecK2q+r/Slf0XruBn5CrqjYyjgvHFumzAAUa4S5/27u7zQ7+i8Z+Ak5NtKyfZorKx0zpgAz1lDY/i44DxPPduCn5Roenub5UniKcAZwTRcoFv1doINy0g38tFwJT/Oszj2FBeAS7Zn0xxU65Fb4gZ+Uo7VxLlYKVAnAX4pFzCFNEE3mB35aTpdxLqtXIIwFaI1xxNyVDrJWQz8tJ4yL8/Uc0BUgLcrGXGZ1YDMd+mk5dBPn3SMgTADhyJcxVwQd2M0HfkJOsJE+r+Nc13BD5yHzZHXM7dAB/TjwE3Jn/VzGOcWyzxUe8oCIOTZ9rmgGfkJuup877uJ8YmGO8qBAVjG37nNqOfATHg/X+/mSJmseAJSDgkmAGVDGXPvT/CK3Q/8wRAk1a1kJJ8wCIPdQuGugC0jjC8f+zkvdINzQP4zOGFNPzPsvJawBEAFujAVhGgrzzpTClKim8Ag/8P8neeCYKI7KK47J5g3HxNQck9ZyTLrAiRfBP+xN1ZMJPTu3AAAAAElFTkSuQmCC)

In C# List is depend by array so the theoretical limit of size would be the limit of the array's capacity. Appending elements is efficient because we are using the free slots at the end, but inserting elements can be slow because all elements in the List after the insertion point have to be shifted to make a free slot. In case of searching, it is is efficient if the BinarySearch method is used on a list that has been sorted, if you use any other search algoritham is inefficient because each item must be individually checked.

**List Example 1**

/\*  
 ValueStar Computer Training Center

Composer: Andrew Tin Mai Zaw  
 Sample Simulation Program for " National Book Store"   
   
 book properties  
 ----------------------  
 book id (string)   
 book title(string)  
 book author(string)  
 price(string)  
 status(string): new/sold  
  
 \*/  
**using** System;  
**using** System.Collections.Generic;  
  
**namespace** ListSample1  
{  
    class Program  
    {  
        **public** static void **Main**(string[] args)  
        {  
              
              
            List<string> books=**new** List<string>();  
              
            string[] info=**new** string[5]{"Book ID:","Book Title:","Book Author:","Book Price:","Selling Status:"};  
              
            string[] str;  
              
            **char** deli=',';  
              
            **int** i=0,k=0,book\_index=0;  
              
            **bool** bookfound=**false**;  
              
            **for**(;;){  
              
            Console.**WriteLine**("\n\n\t\*\*\*\*National Book Store\*\*\*\*\*\n\n");  
            Console.**WriteLine**("1] Add New Book to my Stock");  
            Console.**WriteLine**("2] View Books From the Stock");  
            Console.**WriteLine**("3] Sell a Book");  
            Console.**WriteLine**("4] Search Book");  
            Console.**WriteLine**("5] Exit Program");  
              
            Console.**Write**("Ente Choice");  
            **int** choice=Convert.**ToInt32**(Console.**ReadLine**());  
              
            **switch**(choice){  
              
                    **case** 1: Console.**WriteLine**(" adding a new book to my stock");  
                    Console.**Write**("Enter Book ID:");  
                    String id=Console.**ReadLine**();  
                      
                    Console.**Write**("Enter Book Title:");  
                    String title=Console.**ReadLine**();  
                      
                    Console.**Write**("Enter Book Author:");  
                    String author=Console.**ReadLine**();  
                      
                    Console.**Write**("Enter Book Price:");  
                    String price=Console.**ReadLine**();  
                      
                    String status="new";  
                      
                    String book=string.**Concat**(id,deli,title,deli,author,deli,price,deli,status,deli);  
                      
                    books.**Insert**(i,book);  
                    i++;  
                      
                    Console.**WriteLine**("Successfully added a new book to your stock");  
                      
                    break;  
                      
                    **case** 2: Console.**WriteLine**(" View Books From the Stock");  
                      
                            **int** bookcount=1;  
                      
                    **foreach**(string mybook **in** books){  
                          
                          
                         str=mybook.**Split**(deli);  
                           
                         Console.**WriteLine**(" Book # :{0}",bookcount++);  
                         Console.**WriteLine**("--------------------------------");  
                         **for**(**int** info\_index=0;info\_index<5;info\_index++){  
                               
                                       
                                       
                             Console.**WriteLine**(" {0}  {1}",info[info\_index],str[info\_index]);  
                                      
                                       
                                      
                                      
                                      
                            }  
                           
                          
                          Console.**WriteLine**("--------------------------------");  
                    }  
                      
                    break;  
                      
                    **case** 3:Console.**WriteLine**(" Sell a Book");  
                            Console.**Write**("Enter Book ID to sell:");  
                            String bookid=Console.**ReadLine**();  
                              
                            **foreach**(string sellbook **in** books){  
                                  
                                Console.**WriteLine**("Flag1");  
                                  
                                str=sellbook.**Split**(deli);  
                                **for**(**int** search\_index=0;search\_index<5;search\_index++){  
                                  
                                        bookfound=**false**;  
                                        Console.**WriteLine**("Flag2");  
                                        **if**(string.**Compare**(bookid,str[search\_index],**true**)==0){  
                                      
                                            bookfound=**true**;  
                                            book\_index=k;  
                                            Console.**WriteLine**("Flag3");  
                                        }  
                                          
                                      
                                    **if**(bookfound==**true**) break;  
                                      
                                }  
                                  
                                  
                                **if**(bookfound==**true**) break;  
                                  
                                k++;  
                            }  
                              
                            **if**(bookfound==**true**){  
                              
                                string book\_to\_sell=books[book\_index];  
                                str=book\_to\_sell.**Split**(deli);  
                                str[4]="sold";  
                                string updated\_book=string.**Concat**(str[0],deli,str[1],deli,str[2],deli,str[3],deli,str[4],deli);  
                                  
                                  
                                  
                                books.**Remove**(book\_to\_sell);  
                                books.**Insert**(book\_index,updated\_book);  
                                  
                                  
                                  
                                Console.**WriteLine**("Successfully updated!!! this book is already Sold");  
                                  
                                  
                            }  
                            **else**{  
                                  
                                Console.**WriteLine**("Sorry Book ID not Found ...try again!!!");  
                            }  
                      
                        break;  
                    **case** 4: Console.**WriteLine**("Goodbye");  
                      
                            Console.**Write**("Press any key to exit program . . . ");  
                            Console.**ReadKey**(**true**);  
                           return;  
                              
            }  
              
              
              
            }  
              
              
        }  
    }  
}

**Do the following Exercise using List**

Specifications:

1. Book id - string
2. Title -string
3. Author -string
4. Subject -string
5. Published Date-string
6. Borrow fee:string
7. Fine(penalty) -string

My E-Library

1] Add New Book

2] View Books

3] Search Book ( 1] by Author 2] by Title)

4] Delete Book

5] Borrow Book

6] Exit program

Enter Choice:

**C# ArrayList**

ArrayList is one of the most flexible data structure from [CSharp](http://csharp.net-informations.com) Collections. ArrayList contains a simple list of values. ArrayList implements the IList interface using an array and very easily we can add , insert , delete , view etc. It is very flexible because we can add without any size information , that is it will grow dynamically and also shrink .

![c-sharp-arraylist](data:image/png;base64,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)

**Add : Add an Item in an ArrayList**

**Insert : Insert an Item in a specified position in an ArrayList**

**Remove : Remove an Item from ArrayList**

**RemoveAt: remove an item from a specified position**

**Sort : Sort Items in an ArrayList**

**How to add an Item in an ArrayList ?**

**Syntax : ArrayList.add(object)**

**object : The Item to be add the ArrayList**

**ArrayList arr;**

**arr.Add("Item1");**

**How to Insert an Item in an ArrayList ?**

**Syntax : ArrayList.insert(index,object)**

**index : The position of the item in an ArrayList**

**object : The Item to be add the ArrayList**

**ArrayList arr;**

**arr.Insert(3, "Item3");**

**How to remove an item from arrayList ?**

**Syntax : ArrayList.Remove(object)**

**object : The Item to be add the ArrayList**

**arr.Remove("item2")**

**How to remove an item in a specified position from an ArrayList ?**

**Syntax : ArrayList.RemoveAt(index)**

**index : the position of an item to remove from an ArrayList**

**ItemList.RemoveAt(2)**

**How to sort ArrayList ?**

**Syntax : ArrayList.Sort()**

**Array list Example 1**

**/\***

**Study of capacity, count, and sort**

**\*/**

using System;

using System.Collections;

namespace CollectionApplication

{

class Program

{

static void Main(string[] args)

{

ArrayList al = new ArrayList();

Console.WriteLine("Adding some numbers:");

al.Add(45);

al.Add(78);

al.Add(33);

al.Add(56);

al.Add(12);

al.Add(23);

al.Add(9);

Console.WriteLine("Capacity: {0} ", al.Capacity);

Console.WriteLine("Count: {0}", al.Count);

Console.Write("Content: ");

foreach (int i in al)

{

Console.Write(i + " ");

}

Console.WriteLine();

Console.Write("Sorted Content: ");

al.Sort();

foreach (int i in al)

{

Console.Write(i + " ");

}

Console.WriteLine();

Console.ReadKey();

}

}

}

**Array List Example 2**

**/\***

**Study of Contains(), IndexOf() methods and return values**

**\*/**

namespace ArrayList2

{

    class Program

    {

        static void Main(string[] args)

        {

            ArrayList arr = new ArrayList(7);

            arr.Add("Sunday");

            arr.Add("Monday");

            arr.Add("Tuesday");

            arr.Add("Wednesday");

            arr.Add("Thusday");

            arr.Add("Friday");

            arr.Add("Saturday");

            Console.WriteLine("The elements in the arraylist are:");

            foreach (object obj in arr)

            {

                Console.WriteLine(obj);

            }

            Console.WriteLine();

            Console.WriteLine("The element Saturday contain in the arraylist is:" + arr.Contains("Saturday"));

            Console.WriteLine("The element Monday contain in the arraylist is:" + arr.Contains("Monday"));

            Console.WriteLine("The element Tuesday contain in the arraylist is:" + arr.Contains("Tuesday"));

            Console.WriteLine("The element May contain in the arraylist is:" + arr.Contains("May"));

            Console.WriteLine("The element Hello contain in the arraylist is:" + arr.Contains("Hello"));

  Console.WriteLine("The index value of Sunday is:" + arr.IndexOf("Sunday"));

            Console.WriteLine("The index value of Monday is:" + arr.IndexOf("Monday"));

            Console.WriteLine("The index value of Tuesday is:" + arr.IndexOf("Tuesday"));

arr.Remove("Monday");

           arr.Remove("Tuesday");

  foreach (object obj in arr)

            {

                Console.WriteLine(obj);

            }

        }

    }

}

**Array List Example 3**

namespace ArrayList3

{

    class Program

    {

        static void Main(string[] args)

        {

            ArrayList arr = new ArrayList(7);

            arr.Add("Sunday");

            arr.Add("Monday");

            arr.Add("Tuesday");

            arr.Add("Wednesday");

            arr.Add("Thusday");

            arr.Add("Friday");

            arr.Add("Saturday");

            Console.WriteLine("The elements in the arraylist are:");

            foreach (object obj in arr)

            {

                Console.WriteLine(obj);

            }

            arr.Insert(0, "\*\*\*\*\*\*\*\*Names of the days\*\*\*\*\*\*\*");

            arr.Insert(8, "\*\*\*\*\*\*\*\*\*Names of the months\*\*\*\*\*\*\*\*\*\*");

            arr.Insert(9, "Janurary");

            arr.Insert(10, "Feburary");

            arr.Insert(11, "March");

            arr.Insert(12, "April");

            arr.Insert(13, "May");

            Console.WriteLine("The elements in the arraylist are after the insert operation:");

            Console.WriteLine();

            foreach (object obj in arr)

            {

                Console.WriteLine(obj);

            }

        }

    }

}

1] Add New Car

2] View Car

( 1] by Brand

2] by Model

3] Sold Car

4] Remain Items)

3] Car Sale

5] Update Car Record

6] Delete Record

Enter Choice:

Specifications:

1. CarID

2. Brand (Toyota/KIA/Honda/Ford)

3. Model (year)

4. Price

5. Date

6. Frame No

Yuzana caR sale service

**Do the Following Exercise using ArrayList**

E

D

C

B

A

Peek

***List in First out***

Pop

Push

**C# - Stack**

It represents a ***last-in, first out*** collection of object. It is used when you need a last-in, first-out access of items. When you add an item in the list, it is called pushing the item and when you remove it, it is called popping the item.

**Methods and Properties of the Stack Class**

The following table lists some commonly used properties of the Stack class:

Property Description

Count Gets the number of elements contained in the Stack.

The following table lists some of the commonly used methods of the Stack class:

Sr.No. Methods

1 ***public virtual void Clear();***

Removes all elements from the Stack.

2 ***public virtual bool Contains(object obj);***

Determines whether an element is in the Stack.

3 ***public virtual object Peek();***

Returns the object at the top of the Stack without removing it.

4 ***public virtual object Pop();***

Removes and returns the object at the top of the Stack.

5 ***public virtual void Push(object obj);***

Inserts an object at the top of the Stack.

6 ***public virtual object[] ToArray();***

Copies the Stack to a new array.

Example2

The following example demonstrates use of Stack:

using System;

using System.Collections.Generic;

class Program

{

static void Main()

{

*// An example string array.*

string[] values = { "Dot", "Net", "Perls" };

*// Copy an array into a Stack.*

var stack = new Stack<string>(values);

*// Display the Stack.*

Console.WriteLine("--- Stack contents ---");

foreach (string value in stack)

{

Console.WriteLine(value);

}

*// See if the stack contains "Perls"*

Console.WriteLine("--- Stack Contains method result ---");

bool contains = stack.Contains("Perls");

Console.WriteLine(contains);

}

}

**Output**

--- Stack contents ---

Perls

Net

Dot

--- Stack Contains method result ---

True

Example2

The following example demonstrates use of Stack:

using System;

using System.Collections;

namespace CollectionsApplication

{

class Program

{

static void Main(string[] args)

{

Stack st = new Stack();

st.Push('A');

st.Push('M');

st.Push('G');

st.Push('W');

Console.WriteLine("Current stack: ");

foreach (char c in st)

{

Console.Write(c + " ");

}

Console.WriteLine();

st.Push('V');

st.Push('H');

Console.WriteLine("The next poppable value in stack: {0}", st.Peek());

Console.WriteLine("Current stack: ");

foreach (char c in st)

{

Console.Write(c + " ");

}

Console.WriteLine();

Console.WriteLine("Removing values ");

st.Pop();

st.Pop();

st.Pop();

Console.WriteLine("Current stack: ");

foreach (char c in st)

{

Console.Write(c + " ");

}

}

}

}

When the above code is compiled and executed, it produces the following result:

Current stack:

W G M A

The next poppable value in stack: H

Current stack:

H V W G M A

Removing values

Current stack:

G M A

/\*

The following Example shows

The usage of Stack

Push(), Pop() and Peek() methods

\*/

using System;  
  
using System.Collections;  
  
  
  
namespace CollectionsApplication  
  
{  
  
    class Program  
  
    {  
  
        static void Main(string[] args)  
  
        {           
  
            Stack st = new Stack();  
  
          while (true)  
  
            {  
  
                Console.Clear();  
  
                Console.WriteLine("\n            Stack MENU");  
  
                Console.WriteLine("1. Add an element");  
  
                Console.WriteLine("2. See the Top element.");  
  
                Console.WriteLine("3. Remove top element.");  
  
                Console.WriteLine("4. Display stack elements.");  
  
                Console.WriteLine("5. Exit");  
  
                Console.Write("Select your choice: ");  
  
                int choice = Convert.ToInt32(Console.ReadLine());  
  
                switch (choice)  
  
                {  
  
                    case 1:  
  
                        Console.WriteLine("Enter an Element : ");  
  
                        st.Push(Console.ReadLine());  
  
                        break;  
  
  
                    case 2: Console.WriteLine("Top element is: {0}", st.Peek());  
  
                        break;  
  
   
  
                    case 3: Console.WriteLine("Element removed: {0}", st.Pop());  
  
                        break;  
  
                         case 4:   Console.WriteLine("Display Stack Elements ");  
  
                        foreach(Object obj in st){  
                            Console.WriteLine(" {0}  ",obj);  
                        }  
                        break;  
  
                     case 5: System.Environment.Exit(1);  
  
                        break;  
  
                }  
  
                Console.ReadKey();  
  
            }  
  
        }  
  
          
    }  
    }

Do the following Exercises

Exercise 1

**Student record:**

1. Name
2. Entry\_Date
3. Age
4. Course title
5. Phone
6. Address
7. Course\_Fee

Northern City Computer Training Center

Yangon, Myanmar

-----------------------------------------------------------

1] Add new Student

2] View Students

3] Search Student

4] Delete Student

5]exit program

-----------------------------------------------------------

Enter Choice:\_

Enqueue

E

D

C

B

A

**C# - Queue Class**

***First-In, First Out***

Dequeue

It represents a ***first-in, first out*** collection of object. It is used when you need a first-in, first-out access of items. When you add an item in the list, it is called enqueue, and when you remove an item, it is called deque.

Methods and Properties of the Queue Class

The following table lists some of the commonly used properties of the Queue class:

Property Description

*Count Gets the number of elements contained in the Queue.*

The following table lists some of the commonly used methods of the Queue class:

Sr.No. Methods

1 public virtual void Clear();

*Removes all elements from the Queue.*

2 public virtual bool Contains(object obj);

*Determines whether an element is in the Queue.*

3 public virtual object Dequeue();

*Removes and returns the object at the beginning of the Queue*

*.*

4 public virtual void Enqueue(object obj);

Adds an object to the end of the Queue.

5 public virtual object[] ToArray();

*Copies the Queue to a new array.*

6 public virtual void TrimToSize();

Sets the capacity to the actual number of elements in the Queue.

**Example 1**

The following example demonstrates use of Queue:

using System;

using System.Collections;

namespace CollectionsApplication

{

class Program

{

static void Main(string[] args)

{

Queue q = new Queue();

q.Enqueue('A');

q.Enqueue('M');

q.Enqueue('G');

q.Enqueue('W');

Console.WriteLine("Current queue: ");

foreach (char c in q) Console.Write(c + " ");

Console.WriteLine();

q.Enqueue('V');

q.Enqueue('H');

Console.WriteLine("Current queue: ");

foreach (char c in q) Console.Write(c + " ");

Console.WriteLine();

Console.WriteLine("Removing some values ");

char ch = (char)q.Dequeue();

Console.WriteLine("The removed value: {0}", ch);

ch = (char)q.Dequeue();

Console.WriteLine("The removed value: {0}", ch);

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

Current queue:

A M G W

Current queue:

A M G W V H

Removing values

The removed value: A

The removed value: M

**Example 2**

C# program that copies Queue

using System;

using System.Collections.Generic;

class Program

{

static void Main()

{

// New Queue of integers.

Queue<int> queue = new Queue<int>();

queue.Enqueue(5);

queue.Enqueue(10);

queue.Enqueue(15);

queue.Enqueue(20);

// Create new array with Length equal to Queue's element count.

int[] array = new int[queue.Count];

// Copy the Queue to the int array.

queue.CopyTo(array, 0);

// Loop through and display int[] in order.

Console.WriteLine("Array:");

for (int i = 0; i < array.Length; i++)

{

Console.WriteLine(array[i]);

}

// Loop through int array in reverse order.

Console.WriteLine("Array reverse order:");

for (int i = array.Length - 1; i >= 0; i--)

{

Console.WriteLine(array[i]);

}

}

}

Output

Array:

5

10

15

20

Array reverse order:

20

15

10

5

DO the Following Exercise

Exercise 2

City Express

Hle Dan, Yangon, Myanmar

-----------------------------------------------------------

1] Add new product

2] View Product

3] Search Product

4] Delete Product

5] Update Product

6] Exit program

-----------------------------------------------------------

Enter Choice:\_

**Product record:**

1. Name
2. Price
3. Manufactured\_Date
4. Expired\_Date
5. Items

**C# HashTable**

Hashtable in C# represents a collection of key/value pairs which maps keys to value. Any non-null object can be used as a key but a value can. We can retrieve items from hashTable to provide the key . Both keys and values are Objects.

The commonly used functions in Hashtable are :

**Add : To add a pair of value in HashTable**

**ContainsKey : Check if a specified key exist or not**

**ContainsValue : Check the specified Value exist in HashTable**

**Remove : Remove the specified Key and corresponding Value**

**Add : To add a pair of value in HashTable**

**Syntax : HashTable.Add(Key,Value)**

**Key : The Key value**

**Value : The value of corresponding key**

**Hashtable ht;**

**ht.Add("1", "Sunday");**

**ContainsKey : Check if a specified key exist or not**

**Synatx : bool HashTable.ContainsKey(key)**

**Key : The Key value for search in HahTable**

**Returns : return true if item exist else false**

**ht.Contains("1");**

**ContainsValue : Check the specified Value exist in HashTable**

**Synatx : bool HashTable.ContainsValue(Value)**

**Value : Search the specified Value in HashTable**

**Returns : return true if item exist else false**

**ht.ContainsValue("Sunday")**

**Remove : Remove the specified Key and corresponding Value**

**Syntax : HashTable.Remove(Key)**

**Key : The key of the element to remove**

**ht.Remove("1");**

**Methods and Properties of the Hashtable Class**

The following table lists some of the commonly used properties of the Hashtable class:

Property Description

**Count**  Gets the number of key-and-value pairs contained in the Hashtable.

**IsFixedSize**  Gets a value indicating whether the Hashtable has a fixed size.

**IsReadOnly**  Gets a value indicating whether the Hashtable is read-only.

**Item**  Gets or sets the value associated with the specified key.

**Keys**  Gets an ICollection containing the keys in the Hashtable.

**Values**  Gets an ICollection containing the values in the Hashtable.

**The following table lists some of the commonly used methods of the Hashtable class:**

Sr.No. Method

1 public virtual void Add(object key, object value);

Adds an element with the specified key and value into the Hashtable.

2 public virtual void Clear();

Removes all elements from the Hashtable.

3 public virtual bool ContainsKey(object key);

Determines whether the Hashtable contains a specific key.

4 public virtual bool ContainsValue(object value);

Determines whether the Hashtable contains a specific value.

5 public virtual void Remove(object key);

Removes the element with the specified key from the Hashtable.

**Hash Table Example 1**

C# program that loops over Keys, Values

**using** System;  
**using** System.Collections;  
  
**namespace** HashTable  
{  
    class Program  
    {  
        **public** static void **Main**(string[] args)  
        {  
    Hashtable hashtable = **new** **Hashtable**();  
    hashtable.**Add**(400, "Blaze");  
    hashtable.**Add**(500, "Fiery");  
    hashtable.**Add**(600, "Fire");  
    hashtable.**Add**(800, "Immolate");  
  
    // Display the keys.  
    **foreach** (**int** key **in** hashtable.Keys)  
    {  
        Console.**WriteLine**(key);  
    }  
  
    // Display the values.  
    **foreach** (string **value** **in** hashtable.Values)  
    {  
        Console.**WriteLine**(**value**);  
    }  
  
    // Put keys in an ArrayList.  
    ArrayList arrayList = **new** **ArrayList**(hashtable.Keys);  
    **foreach** (**int** key **in** arrayList)  
    {  
        Console.**WriteLine**(key);  
    }  
  
              
            Console.**Write**("Press any key to continue . . . ");  
            Console.**ReadKey**(**true**);  
        }  
    }  
}

**Hash Table Example 2**

**using** System;  
**using** System.Collections;  
  
**namespace** HashTable  
{  
    class Program  
    {  
        **public** static void **Main**(string[] args)  
        {  
    Hashtable ht = **new** **Hashtable**();  
           
         ht.**Add**("001", "Zara Ali");  
         ht.**Add**("002", "Abida Rehman");  
         ht.**Add**("003", "Joe Holzner");  
         ht.**Add**("004", "Mausam Benazir Nur");  
         ht.**Add**("005", "M. Amlan");  
         ht.**Add**("006", "M. Arif");  
         ht.**Add**("007", "Ritesh Saikia");  
           
         **if** (ht.**ContainsValue**("Nuha Ali"))  
         {  
            Console.**WriteLine**("This student name is already in the list");  
         }  
         **else**  
         {  
            ht.**Add**("008", "Nuha Ali");  
         }  
           
         // Get a collection of the keys.  
         ICollection key = ht.Keys;  
           
         **foreach** (string k **in** key)  
         {  
            Console.**WriteLine**(k + ": " + ht[k]);  
         }  
           
         Console.**ReadKey**();  
  
        }  
    }  
}When the above code is compiled and executed, it produces the following result:

001: Zara Ali

002: Abida Rehman

003: Joe Holzner

004: Mausam Benazir Nur

005: M. Amlan

006: M. Arif

007: Ritesh Saikia

008: Nuha Ali

**Do the following Exercise**
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\*\*\*\*\*\*\*\*\*\*\* My Phone Book \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

1] Add new Entry

2] View Entries

3] Update Entry

4] Search Entry

5] Delete Entry

6] Exit program

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Enter Choice:

Hash table:

Key= name

Value=Phone number

# C# Dictionary
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This class is defined in the System.Collections.Generic namespace, so you should import or using System.Collections.Generic namespace.

using System.Collections.Generic

Syntax:
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Parameters :

TKey - The type of the keys in the dictionary.

TValue - The type of the values in the dictionary.

e.g.

Dictionary<string, string>

Dictionary<string, int>

Methods in the class **Dictionary<K, V>**:

-     **void Add(K, V)** adds a new pair (key and a value) to the hash-table. Throws an exception in the case that the key exists. This operation is extremely fast.

-     **bool TryGetValue(K, out V)** returns an element of type V via the **out** parameter for the given key or **null**, if there is no such key. The result of this operation will be **true** if such an element is found. The operation is very fast, because the algorithm for searching an element by key in the hash-table is with complexity about O(1)

-     **bool Remove(K)** removes the element with this key. This operation works very fast.

-     **void Clear()** removes all the elements from the dictionary.

-     **bool ContainsKey(K)** check if there is an ordered pair with this key in the dictionary. This operation works extremely fast.

-     **bool ContainsValue(V)** checks if there is one or more ordered pairs with this value. This operation is slow because it checks every element of the hash-table (like searching in a list).

-     **int Count** returns the number of ordered pairs within the dictionary.

-     Other operations – extracting all the keys, values or ordered pairs into a structure that could be iterated through using a loop.

**Dictionary Example 1**

*WordCountingWithSortedDictionary.cs*

using System;

using System.Collections.Generic;

namespace DictionarySample

{

class Program

{

public static void Main(string[] args)

{

string text ="Mary had a little lamblittle Lamb, little Lamb, Mary had a Little lamb,whose fleece were white as snow.";

string[] tokens = text.Split(' ', '.', ',', '-', '?', '!');

Dictionary<string, int> words = new Dictionary<string, int>();

foreach (string word in tokens)

{

if (!string.IsNullOrEmpty(word.Trim()))

{

int count;

if (!words.TryGetValue(word, out count))

{

count = 0;

}

words[word] = count + 1;

}

}

foreach (var wordEntry in words)

{

Console.WriteLine("Word '{0}' occurs {1} time(s) in the text", wordEntry.Key, wordEntry.Value);

}

Console.Write("Press any key to continue . . . ");

Console.ReadKey(true);

}

}

}

**The output from executing this code is the following:**

Word 'a' occurs 2 time(s) in the text

Word 'as' occurs 1 time(s) in the text

Word 'fleece' occurs 1 time(s) in the text

Word 'had' occurs 2 time(s) in the text

Word 'lamb' occurs 2 time(s) in the text

Word 'Lamb' occurs 2 time(s) in the text

Word 'little' occurs 3 time(s) in the text

Word 'Little' occurs 1 time(s) in the text

Word 'mary' occurs 2 time(s) in the text

Word 'snow' occurs 1 time(s) in the text

Word 'was' occurs 1 time(s) in the text

Word 'white' occurs 1 time(s) in the text

Word 'whose' occurs 1 time(s) in the text

**Dictionary Example 2**

using System;

using System.Collections.Generic;

namespace DictionarySample

{

class Program

{

public static void Main(string[] args)

{

IDictionary<string, double> studentMarks = new Dictionary<string, double>(6);

studentMarks["Alan"] = 3.00;

studentMarks["Helen"] = 4.50;

studentMarks["Tom"] = 5.50;

studentMarks["James"] = 3.50;

studentMarks["Mary"] = 4.00;

studentMarks["Nerdy"] = 6.00;

double marysMark = studentMarks["Mary"];

Console.WriteLine("Mary's mark: {0:0.00}", marysMark);

studentMarks.Remove("Mary");

Console.WriteLine("Mary's mark removed.");

Console.WriteLine("Is Mary in the dictionary: {0}", studentMarks.ContainsKey("Mary") ? "Yes!": "No!");

Console.WriteLine("Nerdy's mark is {0:0.00}.", studentMarks["Nerdy"]);

studentMarks["Nerdy"] = 3.25;

Console.WriteLine( "But we all know he deserves no more than {0:0.00}.", studentMarks["Nerdy"]);

double annasMark;

bool findAnna = studentMarks.TryGetValue("Anna",out annasMark);

Console.WriteLine( "Is Anna's mark in the dictionary? {0}", findAnna ? "Yes!": "No!");

studentMarks["Anna"] = 6.00;

findAnna = studentMarks.TryGetValue("Anna", out annasMark);

Console.WriteLine( "Let's try again: {0}. Anna's mark is {1}", findAnna ? "Yes!" : "No!", annasMark);

Console.WriteLine("Students and marks:");

foreach (KeyValuePair<string, double> studentMark in studentMarks)

{

Console.WriteLine("{0} has {1:0.00}",studentMark.Key, studentMark.Value);

}

Console.WriteLine( "There are {0} students in the dictionary",studentMarks.Count);

studentMarks.Clear();

Console.WriteLine("Students dictionary cleared.");

Console.WriteLine("Is dictionary empty: {0}",

studentMarks.Count == 0);

Console.Write("Press any key to continue . . . ");

Console.ReadKey(true);

}

}

}

**The output of the program execution will be:**

Mary's mark: 4.00

Mary's mark removed.

Is Mary in the dictionary: No!

Nerdy's mark is 6.00.

But we all know he deserves no more than 3.25.

Is Anna's mark in the dictionary? No!

Let's try again: Yes!. Anna's mark is 6

Students and marks:

Alan has 3.00

Helen has 4.50

Tom has 5.50

James has 3.50

Anna has 6.00

Nerdy has 3.25

There are 6 students in the dictionary

Students dictionary cleared.

Is dictionary empty: True

**Do the following Exercise**

Dictionary:

Key=word

Value=meaning

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*My Dictionary\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

1] Add new vocabulary

2] Search Vocabularies

3] Update Vocabulary

4] Delete Vocabulary

5]Exit Program

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Enter Choice:

# C# - Methods

A method is a group of statements that together perform a task. Every C# program has at least one class with a method named Main.

To use a method, you need to:

* Define the method
* Call the method

**Defining Methods in C#**

When you define a method, you basically declare the elements of its structure. The syntax for defining a method in C# is as follows:

<Access Specifier> <Return Type> <Method Name>(Parameter List)

{

Method Body

}

Following are the various elements of a method:

* **Access Specifier**: This determines the visibility of a variable or a method from another class.
* **Return type**: A method may return a value. The return type is the data type of the value the method returns. If the method is not returning any values, then the return type is **void**.
* **Method name**: Method name is a unique identifier and it is case sensitive. It cannot be same as any other identifier declared in the class.
* **Parameter list**: Enclosed between parentheses, the parameters are used to pass and receive data from a method. The parameter list refers to the type, order, and number of the parameters of a method. Parameters are optional; that is, a method may contain no parameters.
* **Method body**: This contains the set of instructions needed to complete the required activity.

**Example:**

Following code snippet shows a function *FindMax* that takes two integer values and returns the larger of the two. It has public access specifier, so it can be accessed from outside the class using an instance of the class.

class NumberManipulator

{

public int FindMax(int num1, int num2)

{

/\* local variable declaration \*/

int result;

if (num1 > num2)

result = num1;

else

result = num2;

return result;

}

...

}

**Calling Methods in C#**

You can call a method using the name of the method. The following example illustrates this:

using System;

namespace CalculatorApplication

{

class NumberManipulator

{

public int FindMax(int num1, int num2)

{

/\* local variable declaration \*/

int result;

if (num1 > num2)

result = num1;

else

result = num2;

return result;

}

static void Main(string[] args)

{

/\* local variable definition \*/

int a = 100;

int b = 200;

int ret;

NumberManipulator n = new NumberManipulator();

//calling the FindMax method

ret = n.FindMax(a, b);

Console.WriteLine("Max value is : {0}", ret );

Console.ReadLine();

}

}

When the above code is compiled and executed, it produces the following result:

Max value is : 200

You can also call public method from other classes by using the instance of the class. For example, the method *FindMax* belongs to the *NumberManipulator* class, you can call it from another class *Test*.

using System;

namespace CalculatorApplication

{

class NumberManipulator

{

public int FindMax(int num1, int num2)

{

/\* local variable declaration \*/

int result;

if (num1 > num2)

result = num1;

else

result = num2;

return result;

}

}

class Test

{

static void Main(string[] args)

{

/\* local variable definition \*/

int a = 100;

int b = 200;

int ret;

NumberManipulator n = new NumberManipulator();

//calling the FindMax method

ret = n.FindMax(a, b);

Console.WriteLine("Max value is : {0}", ret );

Console.ReadLine();

}

}

}

When the above code is compiled and executed, it produces the following result:

Max value is : 200

**Recursive Method Call**

A method can call itself. This is known as **recursion**. Following is an example that calculates factorial for a given number using a recursive function:

using System;

namespace CalculatorApplication

{

class NumberManipulator

{

public int factorial(int num)

{

/\* local variable declaration \*/

int result;

if (num == 1)

{

return 1;

}

else

{

result = factorial(num - 1) \* num;

return result;

}

}

static void Main(string[] args)

{

NumberManipulator n = new NumberManipulator();

//calling the factorial method

Console.WriteLine("Factorial of 6 is : {0}", n.factorial(6));

Console.WriteLine("Factorial of 7 is : {0}", n.factorial(7));

Console.WriteLine("Factorial of 8 is : {0}", n.factorial(8));

Console.ReadLine();

}

}

}

When the above code is compiled and executed, it produces the following result:

Factorial of 6 is: 720

Factorial of 7 is: 5040

Factorial of 8 is: 40320

# C# - Structures

n C#, a structure is a value type data type. It helps you to make a single variable hold related data of various data types. The **struct** keyword is used for creating a structure.

Structures are used to represent a record. Suppose you want to keep track of your books in a library. You might want to track the following attributes about each book:

* Title
* Author
* Subject
* Book ID

## Defining a Structure

To define a structure, you must use the struct statement. The struct statement defines a new data type, with more than one member for your program.

For example, here is the way you would declare the Book structure:

struct Books

{

public string title;

public string author;

public string subject;

public int book\_id;

};

The following program shows the use of the structure:

using System;

struct Books

{

public string title;

public string author;

public string subject;

public int book\_id;

};

public class testStructure

{

public static void Main(string[] args)

{

Books Book1; /\* Declare Book1 of type Book \*/

Books Book2; /\* Declare Book2 of type Book \*/

/\* book 1 specification \*/

Book1.title = "C Programming";

Book1.author = "Nuha Ali";

Book1.subject = "C Programming Tutorial";

Book1.book\_id = 6495407;

/\* book 2 specification \*/

Book2.title = "Telecom Billing";

Book2.author = "Zara Ali";

Book2.subject = "Telecom Billing Tutorial";

Book2.book\_id = 6495700;

/\* print Book1 info \*/

Console.WriteLine( "Book 1 title : {0}", Book1.title);

Console.WriteLine("Book 1 author : {0}", Book1.author);

Console.WriteLine("Book 1 subject : {0}", Book1.subject);

Console.WriteLine("Book 1 book\_id :{0}", Book1.book\_id);

/\* print Book2 info \*/

Console.WriteLine("Book 2 title : {0}", Book2.title);

Console.WriteLine("Book 2 author : {0}", Book2.author);

Console.WriteLine("Book 2 subject : {0}", Book2.subject);

Console.WriteLine("Book 2 book\_id : {0}", Book2.book\_id);

Console.ReadKey();

}

}

When the above code is compiled and executed, it produces the following result:

Book 1 title : C Programming

Book 1 author : Nuha Ali

Book 1 subject : C Programming Tutorial

Book 1 book\_id : 6495407

Book 2 title : Telecom Billing

Book 2 author : Zara Ali

Book 2 subject : Telecom Billing Tutorial

Book 2 book\_id : 6495700

Structure MINI PROJECT

View Disks by Category

1] Action Movies

2] Drama Movies

3] Comedy Movies

4] Scary Movies

Enter Choice:

View Disks Sub Menu

1] View Disk By Type

2] View Disk by Category

Enter Choice:

View Disks by Type

1] CD

2] DVD

Enter Choice:

Specifications:

1. Disc id
2. Title
3. Type (CD/DVD)
4. Category (Action/Drama/Comedy/Scary)
5. Rental price
6. Rental Date
7. Return Date
8. Penalty

Main MENU

Movie Disc Rental Service

1] Add New Disk Record

2] View Disks ( 1] by type 2]by Category)

3] Search Disk ( 1] by ID 2] by Title)

4] Delete Record

5] Update Record

6] Exit program

Enter Choice:

TIC TAC TOE GAME

Tic Tac Toe Game 2

Player 1

Player 2

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 0 | 0 | 0 |
| 0 | 0 | 0 | 0 |
| 0 | 0 | 0 | 0 |
| 0 | 0 | 0 | 0 |

## Features of C# Structures

You have already used a simple structure named Books. Structures in C# are quite different from that in traditional C or C++. The C# structures have the following features:

* Structures can have methods, fields, indexers, properties, operator methods, and events.
* Structures can have defined constructors, but not destructors. However, you cannot define a default constructor for a structure. The default constructor is automatically defined and can't be changed.
* Unlike classes, structures cannot inherit other structures or classes.
* Structures cannot be used as a base for other structures or classes.
* A structure can implement one or more interfaces.
* Structure members cannot be specified as abstract, virtual, or protected.
* When you create a struct object using the **New** operator, it gets created and the appropriate constructor is called. Unlike classes, structs can be instantiated without using the New operator.
* If the New operator is not used, the fields will remain unassigned and the object cannot be used until all the fields are initialized.

## Class vs Structure

Classes and Structures have the following basic differences:

* classes are reference types and structs are value types
* structures do not support inheritance
* structures cannot have default constructor

In the light of the above discussions, let us rewrite the previous example:

using System;

struct Books

{

private string title;

private string author;

private string subject;

private int book\_id;

public void getValues(string t, string a, string s, int id)

{

title = t;

author = a;

subject = s;

book\_id = id;

}

public void display()

{

Console.WriteLine("Title : {0}", title);

Console.WriteLine("Author : {0}", author);

Console.WriteLine("Subject : {0}", subject);

Console.WriteLine("Book\_id :{0}", book\_id);

}

};

public class testStructure

{

public static void Main(string[] args)

{

Books Book1 = new Books(); /\* Declare Book1 of type Book \*/

Books Book2 = new Books(); /\* Declare Book2 of type Book \*/

/\* book 1 specification \*/

Book1.getValues("C Programming",

"Nuha Ali", "C Programming Tutorial",6495407);

/\* book 2 specification \*/

Book2.getValues("Telecom Billing",

"Zara Ali", "Telecom Billing Tutorial", 6495700);

/\* print Book1 info \*/

Book1.display();

/\* print Book2 info \*/

Book2.display();

Console.ReadKey();

}

}

When the above code is compiled and executed, it produces the following result:

Title : C Programming

Author : Nuha Ali

Subject : C Programming Tutorial

Book\_id : 6495407

Title : Telecom Billing

Author : Zara Ali

Subject : Telecom Billing Tutorial

Book\_id : 6495700

# C# - Classes

When you define a class, you define a blueprint for a data type. This doesn't actually define any data, but it does define what the class name means, that is, what an object of the class will consist of and what operations can be performed on such an object. Objects are instances of a class. The methods and variables that constitute a class are called members of the class.

**Class Definition**

A class definition starts with the keyword class followed by the class name; and the class body, enclosed by a pair of curly braces. Following is the general form of a class definition:

<access specifier> class class\_name

{

// member variables

<access specifier> <data type> variable1;

<access specifier> <data type> variable2;

...

<access specifier> <data type> variableN;

// member methods

<access specifier> <return type> method1(parameter\_list)

{

// method body

}

<access specifier> <return type> method2(parameter\_list)

{

// method body

}

...

<access specifier> <return type> methodN(parameter\_list)

{

// method body

}

}

Please note that,

* Access specifiers specify the access rules for the members as well as the class itself, if not mentioned then the default access specifier for a class type is **internal**. Default access for the members is **private**.
* Data type specifies the type of variable, and return type specifies the data type of the data, the method returns, if any.
* To access the class members, you will use the dot (.) operator.
* The dot operator links the name of an object with the name of a member.

The following example illustrates the concepts discussed so far:

using System;

namespace BoxApplication

{

class Box

{

public double length; // Length of a box

public double breadth; // Breadth of a box

public double height; // Height of a box

}

class Boxtester

{

static void Main(string[] args)

{

Box Box1 = new Box(); // Declare Box1 of type Box

Box Box2 = new Box(); // Declare Box2 of type Box

double volume = 0.0; // Store the volume of a box here

// box 1 specification

Box1.height = 5.0;

Box1.length = 6.0;

Box1.breadth = 7.0;

// box 2 specification

Box2.height = 10.0;

Box2.length = 12.0;

Box2.breadth = 13.0;

// volume of box 1

volume = Box1.height \* Box1.length \* Box1.breadth;

Console.WriteLine("Volume of Box1 : {0}", volume);

// volume of box 2

volume = Box2.height \* Box2.length \* Box2.breadth;

Console.WriteLine("Volume of Box2 : {0}", volume);

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

Volume of Box1 : 210

Volume of Box2 : 1560

**Member Functions and Encapsulation**

A member function of a class is a function that has its definition or its prototype within the class definition like any other variable. It operates on any object of the class of which it is a member, and has access to all the members of a class for that object.

Member variables are attributes of an object (from design perspective) and they are kept private to implement encapsulation. These variables can only be accessed using the public member functions.

Let us put above concepts to set and get the value of different class members in a class:

using System;

namespace BoxApplication

{

class Box

{

private double length; // Length of a box

private double breadth; // Breadth of a box

private double height; // Height of a box

public void setLength( double len )

{

length = len;

}

public void setBreadth( double bre )

{

breadth = bre;

}

public void setHeight( double hei )

{

height = hei;

}

public double getVolume()

{

return length \* breadth \* height;

}

}

class Boxtester

{

static void Main(string[] args)

{

Box Box1 = new Box(); // Declare Box1 of type Box

Box Box2 = new Box();

double volume;

// Declare Box2 of type Box

// box 1 specification

Box1.setLength(6.0);

Box1.setBreadth(7.0);

Box1.setHeight(5.0);

// box 2 specification

Box2.setLength(12.0);

Box2.setBreadth(13.0);

Box2.setHeight(10.0);

// volume of box 1

volume = Box1.getVolume();

Console.WriteLine("Volume of Box1 : {0}" ,volume);

// volume of box 2

volume = Box2.getVolume();

Console.WriteLine("Volume of Box2 : {0}", volume);

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

Volume of Box1 : 210

Volume of Box2 : 1560

**Constructors in C#**

A class **constructor** is a special member function of a class that is executed whenever we create new objects of that class.

A constructor will have exact same name as the class and it does not have any return type. Following example explains the concept of constructor:

using System;

namespace LineApplication

{

class Line

{

private double length; // Length of a line

public Line()

{

Console.WriteLine("Object is being created");

}

public void setLength( double len )

{

length = len;

}

public double getLength()

{

return length;

}

static void Main(string[] args)

{

Line line = new Line();

// set line length

line.setLength(6.0);

Console.WriteLine("Length of line : {0}", line.getLength());

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

Object is being created

Length of line : 6

A **default constructor** does not have any parameter but if you need a constructor can have parameters. Such constructors are called **parameterized constructors**. This technique helps you to assign initial value to an object at the time of its creation as shown in the following example:

using System;

namespace LineApplication

{

class Line

{

private double length; // Length of a line

public Line(double len) //Parameterized constructor

{

Console.WriteLine("Object is being created, length = {0}", len);

length = len;

}

public void setLength( double len )

{

length = len;

}

public double getLength()

{

return length;

}

static void Main(string[] args)

{

Line line = new Line(10.0);

Console.WriteLine("Length of line : {0}", line.getLength());

// set line length

line.setLength(6.0);

Console.WriteLine("Length of line : {0}", line.getLength());

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

Object is being created, length = 10

Length of line : 10

Length of line : 6

Do the Following Exercises

Do the following Exercise

Myanmar SBT Car sale Center

1] add new car

2] view cars

3] update car inforamation

4] Delete car

Enter Choice:

Classes: Car, SBT\_Center

Car Specifications:

ID

Brand

Color

Model

Windows

Price

**C# - File I/O**

A **file** is a collection of data stored in a disk with a specific name and a directory path. When a file is opened for reading or writing, it becomes a **stream**.

The stream is basically the sequence of bytes passing through the communication path. There are two main streams: the **input stream** and the **output stream**. The **input stream** is used for reading data from file (read operation) and the **output stream** is used for writing into the file (write operation).

**C# I/O Classes**

The System.IO namespace has various class that are used for performing various operation with files, like creating and deleting files, reading from or writing to a file, closing a file etc.

The following table shows some commonly used non-abstract classes in the System.IO namespace:

|  |  |
| --- | --- |
| **I/O Class** | **Description** |
| BinaryReader | Reads primitive data from a binary stream. |
| BinaryWriter | Writes primitive data in binary format. |
| BufferedStream | A temporary storage for a stream of bytes. |
| Directory | Helps in manipulating a directory structure. |
| DirectoryInfo | Used for performing operations on directories. |
| DriveInfo | Provides information for the drives. |
| File | Helps in manipulating files. |
| FileInfo | Used for performing operations on files. |
| FileStream | Used to read from and write to any location in a file. |
| MemoryStream | Used for random access to streamed data stored in memory. |
| Path | Performs operations on path information. |
| StreamReader | Used for reading characters from a byte stream. |
| StreamWriter | Is used for writing characters to a stream. |
| StringReader | Is used for reading from a string buffer. |
| StringWriter | Is used for writing into a string buffer. |

**The FileStream Class**

The **FileStream** class in the System.IO namespace helps in reading from, writing to and closing files. This class derives from the abstract class Stream.

You need to create a **FileStream** object to create a new file or open an existing file. The syntax for creating a **FileStream** object is as follows:

FileStream <object\_name> = new FileStream( <file\_name>,

<FileMode Enumerator>, <FileAccess Enumerator>, <FileShare Enumerator>);

For example, for creating a FileStream object **F** for reading a file named **sample.txt**:

FileStream F = new FileStream("sample.txt", FileMode.Open, FileAccess.Read, FileShare.Read);

|  |  |
| --- | --- |
| **Parameter** | **Description** |
| FileMode | The **FileMode** enumerator defines various methods for opening files. The members of the FileMode enumerator are:   * **Append**: It opens an existing file and puts cursor at the end of file, or creates the file, if the file does not exist. * **Create**: It creates a new file. * **CreateNew**: It specifies to the operating system, that it should create a new file. * **Open**: It opens an existing file. * **OpenOrCreate**: It specifies to the operating system that it should open a file if it exists, otherwise it should create a new file. * **Truncate**: It opens an existing file and truncates its size to zero bytes. |
| FileAccess | **FileAccess** enumerators have members: **Read**, **ReadWrite** and **Write**. |
| FileShare | **FileShare** enumerators have the following members:   * **Inheritable**: It allows a file handle to pass inheritance to the child processes * **None**: It declines sharing of the current file * **Read**: It allows opening the file for reading * **ReadWrite**: It allows opening the file for reading and writing * **Write**: It allows opening the file for writing |

**Example:**

The following program demonstrates use of the **FileStream** class:

using System;

using System.IO;

namespace FileIOApplication

{

class Program

{

static void Main(string[] args)

{

FileStream F = new FileStream("test.dat",

FileMode.OpenOrCreate, FileAccess.ReadWrite);

for (int i = 1; i <= 20; i++)

{

F.WriteByte((byte)i);

}

F.Position = 0;

for (int i = 0; i <= 20; i++)

{

Console.Write(F.ReadByte() + " ");

}

F.Close();

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 -1

**Advanced File Operations in C#**

The preceding example provides simple file operations in C#. However, to utilize the immense powers of C# System.IO classes, you need to know the commonly used properties and methods of these classes.

We will discuss these classes and the operations they perform, in the following sections. Please click the links provided to get to the individual sections:

|  |
| --- |
| **Topic and Description** |
| [Reading from and Writing into Text files](http://www.tutorialspoint.com/csharp/csharp_text_files.htm) It involves reading from and writing into text files. The **StreamReader** and **StreamWriter** class helps to accomplish it. |
| [Reading from and Writing into Binary files](http://www.tutorialspoint.com/csharp/csharp_binary_files.htm) It involves reading from and writing into binary files. The **BinaryReader** and **BinaryWriter** class helps to accomplish this. |
| [Manipulating the Windows file system](http://www.tutorialspoint.com/csharp/csharp_windows_file_system.htm) It gives a C# programamer the ability to browse and locate Windows files and directories. |

**C# - Delegates**

C# delegates are similar to pointers to functions, in C or C++. A **delegate** is a reference type variable that holds the reference to a method. The reference can be changed at runtime.

Delegates are especially used for implementing events and the call-back methods. All delegates are implicitly derived from the **System.Delegate** class.

**Declaring Delegates**

Delegate declaration determines the methods that can be referenced by the delegate. A delegate can refer to a method, which have the same signature as that of the delegate.

For example, consider a delegate:

public delegate int MyDelegate (string s);

The preceding delegate can be used to reference any method that has a single *string* parameter and returns an *int* type variable.

Syntax for delegate declaration is:

delegate <return type> <delegate-name> <parameter list>

**Instantiating Delegates**

Once a delegate type has been declared, a delegate object must be created with the **new** keyword and be associated with a particular method. When creating a delegate, the argument passed to the **new** expression is written like a method call, but without the arguments to the method. For example:

public delegate void printString(string s);

...

printString ps1 = new printString(WriteToScreen);

printString ps2 = new printString(WriteToFile);

Following example demonstrates declaration, instantiation and use of a delegate that can be used to reference methods that take an integer parameter and returns an integer value.

using System;

delegate int NumberChanger(int n);

namespace DelegateAppl

{

class TestDelegate

{

static int num = 10;

public static int AddNum(int p)

{

num += p;

return num;

}

public static int MultNum(int q)

{

num \*= q;

return num;

}

public static int getNum()

{

return num;

}

static void Main(string[] args)

{

//create delegate instances

NumberChanger nc1 = new NumberChanger(AddNum);

NumberChanger nc2 = new NumberChanger(MultNum);

//calling the methods using the delegate objects

nc1(25);

Console.WriteLine("Value of Num: {0}", getNum());

nc2(5);

Console.WriteLine("Value of Num: {0}", getNum());

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

Value of Num: 35

Value of Num: 175

**Multicasting of a Delegate**

Delegate objects can be composed using the "+" operator. A composed delegate calls the two delegates it was composed from. Only delegates of the same type can be composed. The "-" operator can be used to remove a component delegate from a composed delegate.

Using this useful property of delegates you can create an invocation list of methods that will be called when a delegate is invoked. This is called **multicasting** of a delegate. The following program demonstrates multicasting of a delegate:

using System;

delegate int NumberChanger(int n);

namespace DelegateAppl

{

class TestDelegate

{

static int num = 10;

public static int AddNum(int p)

{

num += p;

return num;

}

public static int MultNum(int q)

{

num \*= q;

return num;

}

public static int getNum()

{

return num;

}

static void Main(string[] args)

{

//create delegate instances

NumberChanger nc;

NumberChanger nc1 = new NumberChanger(AddNum);

NumberChanger nc2 = new NumberChanger(MultNum);

nc = nc1;

nc += nc2;

//calling multicast

nc(5);

Console.WriteLine("Value of Num: {0}", getNum());

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

Value of Num: 75

**Use of Delegate**

The following example demonstrates the use of delegate. The delegate *printString* can be used to reference methods that take a string as input and return nothing.

We use this delegate to call two methods, the first prints the string to the console, and the second one prints it to a file:

using System;

using System.IO;

namespace DelegateAppl

{

class PrintString

{

static FileStream fs;

static StreamWriter sw;

// delegate declaration

public delegate void printString(string s);

// this method prints to the console

public static void WriteToScreen(string str)

{

Console.WriteLine("The String is: {0}", str);

}

//this method prints to a file

public static void WriteToFile(string s)

{

fs = new FileStream("c:\\message.txt",

FileMode.Append, FileAccess.Write);

sw = new StreamWriter(fs);

sw.WriteLine(s);

sw.Flush();

sw.Close();

fs.Close();

}

// this method takes the delegate as parameter and uses it to

// call the methods as required

public static void sendString(printString ps)

{

ps("Hello World");

}

static void Main(string[] args)

{

printString ps1 = new printString(WriteToScreen);

printString ps2 = new printString(WriteToFile);

sendString(ps1);

sendString(ps2);

Console.ReadKey();

}

}

}

When the above code is compiled and executed, it produces the following result:

The String is: Hello World

## Example 2:

This example provides a simple application for troubleshooting for a hot water boiler system. When the maintenance engineer inspects the boiler, the boiler temperature and pressure is automatically recorded into a log file along with the remarks of the maintenance engineer.

using System;

using System.IO;

namespace BoilerEventAppl

{

// boiler class

class Boiler

{

private int temp;

private int pressure;

public Boiler(int t, int p)

{

temp = t;

pressure = p;

}

public int getTemp()

{

return temp;

}

public int getPressure()

{

return pressure;

}

}

// event publisher

class DelegateBoilerEvent

{

public delegate void BoilerLogHandler(string status);

//Defining event based on the above delegate

public event BoilerLogHandler BoilerEventLog;

public void LogProcess()

{

string remarks = "O. K";

Boiler b = new Boiler(100, 12);

int t = b.getTemp();

int p = b.getPressure();

if(t > 150 || t < 80 || p < 12 || p > 15)

{

remarks = "Need Maintenance";

}

OnBoilerEventLog("Logging Info:\n");

OnBoilerEventLog("Temparature " + t + "\nPressure: " + p);

OnBoilerEventLog("\nMessage: " + remarks);

}

protected void OnBoilerEventLog(string message)

{

if (BoilerEventLog != null)

{

BoilerEventLog(message);

}

}

}

// this class keeps a provision for writing into the log file

class BoilerInfoLogger

{

FileStream fs;

StreamWriter sw;

public BoilerInfoLogger(string filename)

{

fs = new FileStream(filename, FileMode.Append, FileAccess.Write);

sw = new StreamWriter(fs);

}

public void Logger(string info)

{

sw.WriteLine(info);

}

public void Close()

{

sw.Close();

fs.Close();

}

}

// The event subscriber

public class RecordBoilerInfo

{

static void Logger(string info)

{

Console.WriteLine(info);

}//end of Logger

static void Main(string[] args)

{

BoilerInfoLogger filelog = new BoilerInfoLogger("e:\\boiler.txt");

DelegateBoilerEvent boilerEvent = new DelegateBoilerEvent();

boilerEvent.BoilerEventLog += new

DelegateBoilerEvent.BoilerLogHandler(Logger);

boilerEvent.BoilerEventLog += new

DelegateBoilerEvent.BoilerLogHandler(filelog.Logger);

boilerEvent.LogProcess();

Console.ReadLine();

filelog.Close();

}//end of main

}//end of RecordBoilerInfo

}

When the above code is compiled and executed, it produces the following result:

Logging info:

Temperature 100

Pressure 12

Message: O. K

Do the Following Exercise

YOMA BANK
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[1] ACCOUNT \*

[2] UPDATE

[3]SEARCH

[4] EXIT PROGRAM

**ENTER CHOICE:**

3] SEARCH SUBMENU

[1] BY NAME

[2] BY ACCOUNT NUMBER

ENTER CHOICE:

\*(ACCCOUNT NO, ACCOUNT NAME, NRC, GENGER, PHONE, EMAIL, ADDRESS, DATE, INITIAL AMOUNT)

\*\*( PHONE, EMAIL, ADDRESS, DATE,INITIAL AMOUNT)

[1] DEPOSIT

[2] WIDTHDRAW

[3] PERSONAL INFORMATION UPDATE\*\*

ENTER CHOICE:

[1] BY NAME

[2] BY ACCUNT NO

ENTER CHOICE:

2] UPDATE SUBMENU

1] ACCOUNT SUBMENU