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| PROJECT ABSTRACT : | A single pass assembler scans the program only once and creates the equivalent binary program. The assembler substitutes all of the symbolic instruction with machine code in one pass. The difficult part is to resolve future label references and assembly code in one pass. This problem is known as forward referencing and can be solved without using two pass assemblers. We will be implementing this project using C programming. | | | |
| PLATFORM USED  (H/W & S/W TOOLS TO BE USED | Python , Visual Studio Code, Pycharm | | | |
|  |  | | | |
| INTRODUCTION | An assembler is a program that accepts an assembly language program (source) as input and produces its machine language equivalent (object code) along with the information for the loader. There are two types of assemblers, one pass and two pass. In this project we will be dealing with one pass assembler.  Single Pass Assembler:  –Performes and generates Object Code in single pass  –Need to resolve the forward referencing  The ability to compile in a single pass is often seen as a benefit because it simplifies the job of writing a compiler and one pass compilers generally compile faster than multi-pass compilers. Many languages were designed so that they could be compiled in a single pass . | | | |
|  |  | | | |
| DESIGN | The Main Criteria in designing the assembler using single pass was to resolve forward references. We can avoid to some extent the forward references by:  Eliminating forward reference to data items, by defining all the storage reservation statements at the beginning of the program rather at the end.  Unfortunately, forward reference to labels on the instructions cannot be avoided. (forward jumping)  To provide some provision for handling forward references by prohibiting forward references to data items.  There are two types of one-pass assemblers:  One that produces object code directly in memory for immediate execution (Load-and-go assemblers).  The other type produces the usual kind of object code for later execution.    Load-and-go assembler generates their object code in memory for immediate execution.  No object program is written out, no loader is needed.  It is useful in a system with frequent program development and testing  The efficiency of the assembly process is an important consideration.  Programs are re-assembled nearly every time they are run; efficiency of the assembly process is an important consideration.  Forward Reference in One-Pass Assemblers:  In load-and-Go assemblers when a forward reference is encountered :  Omits the operand address if the symbol has not yet been defined  Enters this undefined symbol into SYMTAB and indicates that it is undefined  Adds the address of this operand address to a list of forward references associated with the SYMTAB entry  When the definition for the symbol is encountered, scans the reference list and inserts the address.  At the end of the program, reports the error if there are still SYMTAB entries indicated undefined symbols.  For Load-and-Go assembler  Search SYMTAB for the symbol named in the END statement and jumps to this location to begin execution if there is no error. | | | |
|  |  | | | |
| PROJECT SOURCE CODE LINK (GITHUB/ GOOGLE DRIVE) | *https://github.com/XitizVerma/One-Pass-Assembler* | | | |
|  |  | | | |
| CONCLUSION /FUTURE ENHANCEMENT | We have successfully implemented the one pass assembler from scratch in python.  We will work on implementing a GUI to make the assembler much more convenient to use. | | | |
|  |  | | | |
| UI SCREENSHOTS | Input Output and Result text file of the source program    Program Execution | | | |