# Understanding

* Theoretically, on input of size *n*, an algorithm with a running time of *n* is "asymptotically equivalent," in terms of *O*, to an algorithm with a running time of 2*n*. Indeed, when describing the running time of an algorithm, we typically focus on the dominant (i.e., most impactful) term (i.e., *n* in this case, since *n* could be much larger than 2). In the real world, though, the fact of the matter is that 2*n* feels twice as slow as *n*.

# Dictionary.h

* Open up dictionary.h, and you’ll see some new syntax, including a few lines that mention DICTIONARY\_H
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* + those lines just ensure that, even though dictionary.c and speller.c (which you’ll see in a moment) #include this file, clang will only compile it once.
  + #ifndef checks whether the given token, in this case DICTIONARY\_H, has been #defined earlier in the file or in an included file; if not, it includes the code between it and the closing #endif statement.
  + So, this way if we have defined DICTIONARY\_H before ifndef will prevent us from defining it again
* Next notice how we #include a file called **stdbool.h**. That’s the file in which bool itself is defined. You’ve not needed it before, since the CS50 Library used to #include that for you.
* Also notice our use of **#define**, a "preprocessor directive" that defines a "constant" called LENGTH that has a value of 45. It’s a constant in the sense that you can’t (accidentally) change it in your own code. In fact, clang will replace any mentions of LENGTH in your own code with, literally, 45. In other words, it’s not a variable, just a find-and-replace trick.
* Finally, notice the prototypes for four functions: check, load, size, and unload.
* **Const** just says that those strings, when passed in as arguments, must remain constant; you won’t be able to change them, accidentally or otherwise!

# Dictionary.c

* Notice how, atop the file, we’ve defined a struct called node that represents a node in a trie. And we’ve declared a global array, root, that represents the root (i.e., topmost node) of a trie.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAM8AAACUCAIAAAC7quo8AAAAAXNSR0IArs4c6QAAF9BJREFUeF7tXQ1oVFf2v2rSWqGyFu0M1KmJhYqoI9H8idJISVYp00j1gYhDaxZDTQtFSXUF8w+k+QfCCG7SoLSssaQ0NoxkA09lY5C4CRLFhDUOThLEghqbdDfPuNqN0GpH6//cj/cx896bj8y8zNe9hHa8797z8bvnnXvve/edM0eSJETKjRs34L9r166l/+SFI5BwBOYmnCInyBEwQ2BOIBDg6HAEZgcB7ttmB2fOBSPArS297EDqPll1uJcttZMrutTrEU72xCSKsbUBIZ1K/pbG1mEz/aSew41VAv3r9CcXBUPuRholWcwUFAkQsVQqQ2vzn/XZPiy1aUdD6u26U1C2JswALSz768Fm8WCF615rSyraW5JtK0Hsba69zUeChyZBlGMmYyutFvduCbKSSDQMdglg3V+iimCVwLFd23iwwtTawLedQ58T3sOdVe2vVdPu8Lv2HhZhRQGt8beclByLulpwpa3yo2oXrmsVfnBUPupqmYZKZz3jAlOGh9Qg15bmSif+AYJ96qOeW2kWBQvUc/j7rlsqEDJfEKaxtZvUy+IZoQXi9bC7R5FE3w5kO4sK7/gIo2UV4g4isYaF2ldDUOZroKyBKHJHrbTDnZ6J12wtPixhvFrAIBoBReyhcLmvC2MFPgWPsgwd+ycVNgotYE8aXCbOfV1/biK4bujEVu+QrqWmYuL8wa/Pk05DXx1h3Scu1B+8QAkBzc++wgTg6mesEmjSLvBD1+W6l7bXEoS+J66HyBqWBQigiK0RhpHQ14RTkEkSKoDSBfNi4ikIKFprtACgZC0UAYyUNZUlRGzoy2DUUA6riAGM2vaGQMmqBTSiwqgqg44JRKNFTug95O9qWVQmBs+i3YNS5Qf0ZjUv012fNnZRV4Q9FpKu35ZuTXsEH+viYv93sjnaWejquXYfXBx2BmWkCwLnfIS4hKv3UPe9qu4e2sdWSf7rWOivbfQwj0hupvAsbItt6KGpwHD1Vo9HeKj4IZOWQXe8c6M5ACvYSgPkZPf6+LRzI4PNuXFZ61UJSQ+uoYKQKcJQ2Qhgay+7ish0ZrMtR+Om3aLWwpCCrBpas6PZZH6LSosQa5MMDMvA/oxEIk4VwWTX07rRSQFV5iyj9pJ0ByHzwVPnSrkzXrK4sLuuEqYVymFZhB8yZ4UIpgDTU2OrZu4L6SN1n+tCBdUiXQY0XovBCmJoqlc2hs5RNE0VLYJ3CZL/EipcF7zwG/7B73o7kmNTLKK0zIX87XiLblv3FmrpN90vSKPXbi0rNLlRwBNQIvqCba5+mTSOL0ZgEdL51kMjgmBzH5WteCS/vzNiuRx8JF41koVLDAU746sUAKmn/Z7NYUPYod72Yzmkni/lNai5sjEwi9g0ei2MgYrAIMyQqT2DfNtwf9fyoubgWbSn/VHZ59EaG9B1Vm5xCoN+qXSLrbSi8qRHaKTMlNsXZsMqXIF9oSndNTsqljfKszBdimrnAqghXU1YGBkp3AaN4MZwJzoXKzsYqILZ32RvZXMVOYUePKfDbOIKM1UZ3hgflB3+vkog6wG2wLCVVQ568JJjYVl9ga2d9DJQ1mhoNZskjEyYLYuudwxa2HRAGciiGQusC9kVRaOFZk+q2VcqDGBIrr7NtoQR754oGkTa20ZBgjdJXwRm+T0pt7b0NZUESD7L1pYAiTmJ9EWAvydN37FLP8m5taXfmKWvxNza0nfs0k/yEGv75dgX00OJ1+LJmeM/n3kQju7UpZ8dXzzCfx2/xMQfOlZeehJTl3CNHzyuPP54KmHkFEIDnlzPQOLJphnFFPFtv3h75575v0Xj8LdzQZpByMWNGgHV2oY6wLU8PYqeb1d9DLg61SdBA+pFhjp+PnNpmroi1a/cZDUOjW8gNOHv132KYwPnQelrneiD5yOL57wZSWjV/9G+hNS63hfdvb8SglRU4keDxdP4vyAvqxLEMsOlR47jz7ofPFsXolqoYAMet9fbkEvKTu8EvTzpddOa3J2nJ+UeSuWmWoXIoIe1c3uVdpFUz5TrwecF/tv4v/8Z0FT96+LUnouPSYV6aaD9vr3p4b9Y5dTf/h0I/PvhHlYTgC729v/CReVHIPD4b02kmYZIwP8fQgTI3rerf7SZYQmVjTbSSEgrgNd9KoDCTtNGkSQgCxDMS6OI+UmK/nqEhFPj0GD8lIDq+uFHfx2rgbq2Haj+Mu6tqYQu9bjd3TZhRxvuqelrzijTrkSYSZesmof8AbyOuflspPSl9fI9dmjzq0vw7wXvrHrx4xSaGn2uuARwNqTVkyt+dLw0eFq8+Uz1naefk2YL9sPsuS/HtTjnOp5J/7B9sdl9PPfNxeB3I6z/SOc5Ml8gvlCROYTu0PBzWYsZeI76A7vs0M2eX0Ad290RQSjGNVBXsk3w3QW3NdBXx5opDCYvi2JnuYM4N8ducQaM07pLpHXb4lc/sT2/8gANDaNP3p2vU/UJeTuOi6v0Fbzqirj2WvWy2mwfNdkoy/zt+4D+fORVJs0oO6ZWM+oUWanZkFrCWSyN3tp+Hw/ePK5fM/f86OMrKMfASTwInH8w752VCLvA3t+CN7PzHbYX50fxOm/q0hO2bluZc2j0t/Cb00j6Yps7QxyqUrql3yP1QrSNKglCb9rmHL1otP188OLHiORCG9jzV4viZboMG/h2t1iQD34uL29Hbd8gqWpg6zZ7sYB2f5u1m9MQa1vgLkX7YLGsfRKxMmd17zO0JmhOPHqatDn+/P19ZKpa/GpD6e9se/HFo2M3McTrS3MQWb/XoJeOs/lxwf5dcxl97Q4jmtFVtxePtks57pWsz5J3Xzo0+lSzSzCgpbRZJ82TJUFL3v3DGRvbEKg7G/Dlq9g+KaYHKxtq+gt20xlyk+/UeHURiGF3V9XXFuOqvs14qYfLUvexU75NbJuQ6yG2mD0livekMMxe1KCZ9WCneWXNov3yeGcPWFzTOBEIu26j7uT4i09iW2DFKRLvnrEIROHbMlZ3rthsIxBpTzrb8nB+mYwAt7ZMHt1U041bW6qNSCbLo7c29mov2zbnmTzIKaObbpcA74wvlgSy7Bl3ygxHhgtiMJMKb+VluNJcvSQhEGptk3flSApJEoizzWAEtNYG50tz96NjHeR0Ay8cgYQjoLW2DdWBwDG0X3MYMOHsOMGsRiB0JpUPbGU1KFx5ixDgz9ssApaTNUDAwNrE22McKo6AFQjorK1oT9sIPn/Fn+5aAXeW0+RnQLLcAGZVfb5um1W4s5wZt7YsN4BZVT8DrA0fI+DPCGfVambKzEJriydCh/IVO/2gJnULHGJoyNpPqGIeFgutLWZZNB3ggyj47PTMqmho2N3eAH/bFg1SSW9jtbUFjoVELlLChahxQEgAjgihN0yAkmNqBM2kSqANNUiHrnuIT5L/OXl6Z2iQDnzJK8f4kOMUTXhZu2I1vgd8NgovmvmcHsamrbW27t4X7+Cv5185Lj3FcyJ8xHUasVhGu9B2Ep9mqOPX8076nf0r7/t/jW3qLIJXuyQYh1omvc2+trv0W/QO91IT3d/II31gzYfDxsDJF3zOatDjOCuwIB3bRIcyRdaJ6CiN3OFrwhFlBjz5okBZXGbfiSbdbaSFANZam4uFDpn/jnPOyP0naOpF9yr5m3v4bh5/lQ6xHea8v4rGfJCbxYUc/my9PD+Kp9Mjdycn+sYQGvsJ84Ov27HNbSthwTyKBQEaUEnqDlCrte/qwFP2YF+tXBMsKT7WwOf0pPk2hfGP0ovVr+vDiMRlVmadN9Rgp1NyEU+Jpm9EluYXdI6N/TSGqg6giwNjt1HeG5YIw4lqEbDWt8mcfrkyOudNiDCzZI5r9BkNFzJ16bejOGabGi4EIYgZmDCjBJuDGZbEGjIsEKTD13cxr6QoL2+kqWmEuK78AvFsHwvm8V25uBoH8zAoMAvX9ZGN6IBHt27jW9Sk+TY5jt9TtIuEytKEC1kHwSjJJ/jrd768moX7ezpS+goN+EDDDG4fRSTgiGkULbqoh9BUIonBQTwZXqrT4thdQONeGRU84daOoDwcAAuJnQX5MFcWVfevZuGuNo20jZt9nLHUfaCulsTy6CsJWreBBcO0Sw2RFwME+HvSRJoFWL/j9gH+DZEZprMzkyZyRGOlpT7UkH2eJnxprMTCtMc+FW9p+edq5iBx35ZAg+OkIiCQ+b6Nm0DqIMCtLXXGIvMl4daWImOcFSdZZt/aEpxuJp6TJmEMDfYWM3jjecN78kL4RDLwgjWqNAlKogXDDDLshVvcN4rytIhyIUxl8TQIhDSbOdvZt7aZy5rKPSf7Tu5r/geyL7dPdeyr6bgRs6whJ1nwPyHhgvVvYUkWh0C1HNtcEJDYx/KNKDrgN3IJEcZSa1MPd9DsVUbpZiATw7Sj47F8DIRl2YKW8ut5rS+E3+y0CHvHb5ALxmCc4Tb1nJZPbajH0dTnwOoLLvn8iDaZwUCDPslLKBd7yd7jH6K/X/R9c2Pl8Yada+XrBodKEOpjBGW/ZXiSxcheZUkc5Z3sMvFAXvZAW/GaunQzJggY8BCqBPG7qJ5PY2Gi8tMqFyut7eZv+2xydgSSvWr9Tjjo8fIhNC80pdXoc+TGuRaul/5+wjRFGtguvJNgKRnwK4fFr7bgLnPkVA1hMnug2t1jB+gNWtdEcgXBrLEJkYwtUImKSQIhmOaKEbnX1XMlME5Nb7FzIcJZh9mLV+zb2tHWzQUfr72p+jbNoZKA181ea3SWi4Rgf10tOVGC32HoTrIY3zObZOkg3YxSxN1jJVSN1eXfwtsU0KI5T3+SRYeAift9o0QYsep1iJXWht+KPtWmvTKdXla9RFPAwCHKFoMcIKQf5GZAauD6WGcq4dQeMlmQl0u4jI111pfgOPNQNpTUiXASBBK1INZMIT/Zd5a9FoNnt4pH0XPHvq3qj2jyzuSSnYpvG7hYW18lG5nSZ0fbMfI+Le8t7UGpiAqBJKjtTwbZPGTVELwahsj5ZulmdAiYcYTA+4jdBmGFwqcflFsoovikgZXWRnzPuBvV4MDkVqRhjE7FeFsJ8mk5ssBhBmpMdK1773uxpLeJVzST/vGmmykqKTiLz2IlvFhpbVRYbHMvk6NsSglNN2OoFT4Ph5d6kFaQ0pm3+sEzr9FnCtHkgtGxUBO1wNTTVCfAiSP1DMiEdz9LQoXf2ZdHt47RawHeq7Y5UYn61HQzk6f3h/OyCUg3s2HPtrG+2xGMjSwiY0u6aqG1aRI8wuEOJSObUboZnV5KHpkTtpxD7OqC/ftyRmgOGjndDFyJJheMEWx299E2H0nUkptfXnCZnPKFOAGInAE5hA7I54Htu47R4AGkxAYunL5UDpWEWVCbn2SBfEXksAlZjG/4UxsiR132owPadVuodolIN2MvzvPBieWwhawEWGqlKL0gf08aJVAZ2Qx25X0l6uOP8DrqGsN2JB/2XsrTk8gQWejbIjPnLZKPAD2oF95n00dFmoS+OE8czAnwcUYMpga6ct+W/AHPHgm4b8uesU6+ptzakj8G2SMBt7bsGevkaxpkbfQ13AzOPiRfDy5BOiAQZG34XcRdeKiTvamo02HI0lhG3UwKn/WmsTpc9JRGQL9uw5/13g094ZTSOnDh0gUBvbXBOb5j6FAu/+Y7XYYwjeTUWxsc/NqPQ/rw7yLTaBjTRFS9tcHBLxKmgBeOQKIR4M/bEo0op2eOgM7aJnjKSG4vViGge7qbX647LW0Vb0432xDgZ0CybcSTqS9ftyUT/Wzjza0t20Y8mfpya0sm+tnGO05rgzPEsX0Ykm34cn21CMRpbRxMjkAMCGitbcDj9npZiAoSqQAXJdiO9tybUqn5MkIXe4J05+lRYhiMjG8a7NvkEBXjp9gnuwMNDnFbaBQMTaUchMck9kTGw8cVjAmBkJm0noZ8h6/GqWO7OyIIxSw7Ssk2mn5goK+ONVM4mcWegE9ueXqUmMYjsxsnbN0Wb+yJzIaZa0cQCG9tauwJcGnf7hYhGRQJE8S+xx9oYOs2u2nsCfLhK8/gya0tCmuDIE39BST2BHwq7Ts1TiL8QMSl+loSQaNvs7xuM409wdOjcENTEbD8PSlPj8LNTUEgYes2I0x5ehRuaUEIWO7bON4cgdnxbRxnjkAQApbOpBxrjgC3Nm4DSUKA+7YkAZ+VbLm1ZeWwJ0lpbm1JAj4r2XJry8phT5LS3NqSBHxWsuXWlpXDniSlubUlCfisZMutLSuHPUlKc2tLEvBZyZZbW1YOe5KU5taWJOCzki23tqwc9iQpza0tScBnJVtubUkYdqnXI5zskZLAOcksja0N4DjcG4KGv6WxddhMWqnncGOVQP86/UnWyYi9kUYJFnMWWCRY4lknZ2ht/rM+24elNq0wUm/XnYKyNWHkW1j214PN4sEK173WllS0t1mH1pyhrbRa3LslCN8Uks5CUQy+S4B79EtUcSTI2sCxXdt4sMLU2sC3nUOfEwSHO6vaX6um3eF37T0s/YoCWuNvOSk5FnW14Epb5UfVLlzXKvzgqHzU1TINlc56xkXqPukhNci1pbnSiX+AYJ/6qMdVmkXBAvUc/r7rloqhzBeEaWztJvWyeEZAg3g97O5RJAltB+obsSBIFi73dWEucDdifGSm7J+UkoGyFo55EkkHQsvEua/rz00E1w6d2Ood0rXUVEycP/j1edJp6KsjrPvEhfqDFyghoPnZV5gAXP2MVQJN2gV+6Lpc99L2WoLQ98T1YCHCs4CritialoyEviacgkySUAG0XQxZbJVl1mgEeChwYQJGykaSJT2v62ZSf1fLojLsctQidQ9KlZuIewlTprs+xeu2VrSFeCwkXb8t3fJ5yGKOeSnqltgc7Sx0TY/fpwSXMY4wxVAXePUe6u6hC0HmfsAXOhb6axs93ep6MgIL2+JwkxVcxeJFXGWqS1JFkhicwwp5+bFmB/PQus6GysbAIo2a5gTLSgzrg2DDIvYnRlxlkKkBwWTX07rRSedcZc4yAkSS7iC00RQqda6Um9hce5tdeNKpEqYVymFZhB8HZ4UIisJECXfIsgpxh+HtJHWf60IF1SJdBjRes2Zo9cpawyfZVIN9m+S/hArXBRvW8A9+19uRHJtiEaVlLuRvx/tZ27q3UEu/6X5BGr12a1mhyULQuXEZJaIv2Obql0nj+GIEFiGdbz00Igg291HZikdSmOcRy4mPhH0SXeSFKcYsInQKo2wkful2PWiXAIv6q28HO3zN8j+catpm4C0GHWRFrC5+5XW9ujCXV810l1Cocy26ltqVuLrENmQhb2iCKCsEmTtUdjCgl+nyH67JuwSYE5f7xsNtldRtB2NhsN8K2U8wn2oES7pZUjTyaqzNyLAM7C8aqqZtIu1t4yLOO6c6ArMcmYFbW6obhKXyzbK1WaoLJ57qCPD3pKk+QpkkH7e2TBrNVNeFW1uqj1AmyRentc0oF8zUPxq8pqdJYgUXYl/uPA2RznlJAwTitLZYNRz+puYv30y9XmhHF5r/0tDHXlzFSoW3T1MEtNZmRS6YEFjWfNzw5/+5ceHvFwfQh3+uKXkdX4YkMg1er5uEklazZpFg5LRqkBEBN8aq3F7szSAlSG6uY7cosjjUSv4aRFryBFwpZ5PBvs3yXDDYt/1z7XtbN29A7RrfVieio/hUw/gpXxOeFiGz0SZ0mZ5z6EfFxIwGPY6zAktLs010QFT8pe4O3EWQUzV0uJemHL5cIC0CITNpwnPBGPi2j5fcvzaJ3quSfRs0qTtADcW+q6MDJ6MZG+usL8HR8qFsKKkTx36CtDQ+YVsJS0tTLAgjOC2NWQE6gUD1Bj7UKYZAwtZtMeSCWfLHGne4U8ApBhEXJ2EIhLe2+HPBzExQNd0MLM6a6oS8N3DqLfFsH/VnA9+Vi6txWhpaxNtjIWzIuk1dxs1MCN4r4QhE8G1x54KZmcB299E2H0k3k5tfXnCZLMiKqvtXl7O0NCNt4zVsnrTvOlBft4k0Vc2LZIUTxcv8ycjM8LeqV6a+J4UtbVPeXb5vsMpuZkY3Yeu2mbG3oheZRmFLy03NCnTjopmpvi0uUHhnixDIQN9mEVKcbPwIcGuLH0NOIVoEuLVFixRvFz8C3Nrix5BTiBYBbm3RIsXbxY8At7b4MeQUokXg/wEkrIvwFKdQtAAAAABJRU5ErkJggg==)

* A bit below those lines, we implemented part of a function called load that will soon (thanks to you!) load a dictionary of words into that trie.
* We’ve written some code that initializes the trie with just one node at first for its root, each of whose children is initialized to NULL.
* And we’ve written some code that opens dictionary, which is the file name of a dictionary to load.
* And we’ve also written some code that iterates over that dictionary and reads the words therein, one at a time, into a buffer (i.e., string) called word. But we stop short of inserting those words into the trie. Thereafter, we do close the file, though, and then return true to indicate (we hope!) success.
* As for check, size, and unload, well, we’ve only just barely implemented those, enough for the file to compile.

# Speller.c

* Notice how, by way of a function called getrusage, we’ll be "benchmarking" (i.e., timing the execution of) your implementations of check, load, size, and unload.
* Also notice how we go about passing check, word by word, the contents of some file to be spell-checked. Ultimately, we report each misspelling in that file along with a bunch of statistics.
* Notice, incidentally, that we have defined the usage of speller to be
  + Usage: speller [dictionary] text
* where dictionary is assumed to be a file containing a list of lowercase words, one per line, and text is a file to be spell-checked. As the brackets suggest, provision of dictionary is optional; if this argument is omitted, speller will use dictionaries/large, a file in pset4, by default. In other words, running
  + ./speller text
* will be equivalent to running
  + ./speller dictionaries/large text
* where text is the file you wish to spell-check. Suffice it to say, the former is easier to type! (Of course, speller will not be able to load any dictionaries until you implement load in dictionary.c! Until then, you’ll see Could not load.)
* Within the default dictionary, mind you, are 143,091 words, all of which must be loaded into memory! In fact, take a peek at that file to get a sense of its structure and size.
  + Notice that every word in that file appears in lowercase (even, for simplicity, proper nouns and acronyms). From top to bottom, the file is sorted lexicographically, with only one word per line (each of which ends with \n).
  + No word is longer than 45 characters, and no word appears more than once.
* During development, you may find it helpful to provide speller with a dictionary of your own that contains far fewer words, lest you struggle to debug an otherwise enormous structure in memory. In dictionaries/small is one such dictionary.

**Alternative if statement**

val = (expr) ? (vTrue) : vFalse ;

# text/

* So that you can test your implementation of speller, we’ve also provided you with a whole bunch of texts, among them the script from
  + *La La Land*
  + the text of the Affordable Care Act
  + three million bytes from Tolstoy
  + some excerpts from *The Federalist Papers* and Shakespeare
  + the entirety of the King James V Bible and the Koran, and more.
* So that you know what to expect, open and skim each of those files, all of which are in a directory called texts within your pset4 directory.
* Now, as you should know from having read over speller.c carefully, the output of speller, if executed with, say,

./speller texts/lalaland.txt

* will eventually resemble the below. For now, try executing the staff’s solution (using the default dictionary) with the below.

~cs50/2019/x/pset4/speller dictionaries/large texts/lalaland.txt

* TIME IN load represents the number of seconds that speller spends executing your implementation of load.
* TIME IN check represents the number of seconds that speller spends, in total, executing your implementation of check.
* TIME IN size represents the number of seconds that speller spends executing your implementation of size.
* TIME IN unload represents the number of seconds that speller spends executing your implementation of unload.
* **Note that these times may vary somewhat across executions of**speller**, depending on what else CS50 IDE is doing, even if you don’t change your code.**
* Incidentally, to be clear, by "misspelled" we simply mean that some word is not in the dictionary provided.

# Makefile

* Makefile, a configuration file that tells make exactly what to do. Open up Makefile, and you should see three lines (not four), telling the computer that every time you type make or make speller the following happens:
  + tells make how to compile speller.c into machine code (i.e., speller.o).
  + tells make how to compile dictionary.c into machine code (i.e., dictionary.o).
  + tells make to link speller.o and dictionary.o in a file called speller.
* Note that you can copy all 3 lines into the terminal and they will run correctly