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1. Введение

В математике, матрица - это таблица, где элементы располагаются по строкам и столбцам. Внутри этой таблицы можно найти числа или математические выражения.

При работе с матрицами нужно учитывать правила матричной алгебры. Если количество строк и столбцов в матрице одинаково, она носит название квадратной. В противном случае она является прямоугольной.

В матрицах важным понятием является главная диагональ, которая включает элементы a\_11, a\_22,...,a\_nn. Самыми распространенными являются прямоугольные матрицы, которые представляют собой двумерные массивы значений, но есть и специальные виды матриц. Например, диагональная матрица - это такая матрица, где все элементы, кроме тех, что находятся на главной диагонали, равны нулю; нижнетреугольная матрица - это матрица, где все элементы выше главной диагонали также равны нулю.

Матрицу также можно рассматривать как набор векторов. Вектор в математике - это последовательность элементов, которые упорядочены определенным образом. Если рассматривать матрицу с m строками и n столбцами как набор векторов, то количество векторов будет соответствовать числу столбцов n, и каждый вектор будет содержать m элементов, соответствующих строкам матрицы. Таким образом, каждый столбец матрицы представляет собой вектор, состоящий из элементов каждой строки.

1. Постановка задачи

В рамках лабораторной работы ставится задача создания программных средств, поддерживающих эффективное хранение матриц и выполнение основных операций над ними:

1. сложение/вычитание;
2. копирование;
3. сравнение.

В процессе выполнения лабораторной работы требуется использовать систему контроля версий [Git](https://git-scm.com/book/ru/v2) и фрэймворк для разработки автоматических тестов [Google Test](https://github.com/google/googletest).

Выполнение работы предполагает решение следующих задач:

1. Реализация методов шаблонного класса TVector согласно заданному интерфейсу.
2. Реализация методов шаблонного класса TMatrix согласно заданному интерфейсу.
3. Обеспечение работоспособности тестов и примера использования.
4. Реализация заготовок тестов, покрывающих все методы классов TVector и TMatrix.
5. Модификация примера использования в тестовое приложение, позволяющее задавать матрицы и осуществлять основные операции над ними.
6. Руководство пользователя

При запуске программы необходимо ввести размер первой матрицы и её значения, а также размер и значения второй матрицы. После чего выбрать операцию над введенными матрицами.
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Рис. 1 – Исходное состояние

После выбора операции будет выведен результат и программа завершит выполнение.
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Рис. 2 – Сумма матриц

![](data:image/png;base64,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)  
Рис. 3 – Вычитание матриц
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Рис. 4 – Умножение матриц

1. Руководство программиста

## Описание структуры программы

Программа состоит из следующих модулей:

* Модуль utmatirx, содержащий реализацию классов Вектор и Матрица (файл ./include/utmatrix.h).
* Модуль Test. Набор тестов для обоих классов. Включает в себя файлы test\_tvector.cpp и test\_tmatrix.cpp. Реализованы они с помощью использования фреймворка Google Test.
* Пример использования класса Матрица (файл ./samples/sample\_matrix.cpp).

## Описание структур данных

### TVector

const size\_t MAX\_VECTOR\_SIZE = 100000000 – глобальная константа, максимальный размер вектора

size\_t sz – поле класса, размер вектора

T\* pMem – динамический массив типа T

TDynamicVector(size\_t size = 1) – конструктор по умолчанию

TDynamicVector(T\* arr, size\_t s) – конструктор на основе существующего массива

TDynamicVector(const TDynamicVector& v) – конструктор копирования

TDynamicVector(TDynamicVector&& v) noexcept – конструктор перемещения

~TDynamicVector() - деструктор

TDynamicVector& operator=(const TDynamicVector& v) – оператор присваивания

TDynamicVector& operator=(TDynamicVector&& v) noexcept – оператор перемещения

size\_t size() const noexcept – получение размера вектора

T& operator[](size\_t ind) – оператор индексации (без контроля)

const T& operator[](size\_t ind) const – константный оператор индексации (без контроля)

T& at(size\_t ind) – индексация с контролем

const T& at(size\_t ind) const – константная индексация с контролем

bool operator==(const TDynamicVector& v) const noexcept – оператор сравнения

bool operator!=(const TDynamicVector& v) const noexcept – оператор сравнения

TDynamicVector operator+(T val) – оператор сложения с константой

TDynamicVector operator-(T val) – оператор вычитания с константой

TDynamicVector operator\*(T val) – оператор умножения на константу

TDynamicVector operator+(const TDynamicVector& v) – оператор сложения векторов

TDynamicVector operator-(const TDynamicVector& v) – оператор вычитания векторов

T operator\*(const TDynamicVector& v) – оператор скалярного произведения

friend void swap(TDynamicVector& lhs, TDynamicVector& rhs) noexcept – дружественная функция swap

friend istream& operator>>(istream& istr, TDynamicVector& v) – оператор ввода

friend ostream& operator<<(ostream& ostr, const TDynamicVector& v) – оператор вывода

### TMatrix (Наследуется от TVector)

public:

static const size\_t MAX\_MATRIX\_SIZE = 10000 - Константа для максимального размера матрицы

size\_t sz - Поле класса, размер матрицы

T\*\* pMem - Динамический двумерный массив типа T

TDynamicMatrix(size\_t s = 1) - Конструктор по умолчанию

bool operator==(const TDynamicMatrix & m) const noexcept - Оператор сравнения матриц на равенство

TDynamicMatrix operator\*(const T & val) - Оператор умножения матрицы на константу

TDynamicVector<T> operator\*(const TDynamicVector<T>&v) - Оператор умножения матрицы на вектор

TDynamicMatrix operator+(const TDynamicMatrix & m) - Оператор сложения матриц

TDynamicMatrix operator/(const TDynamicMatrix & m) - Оператор вычитания матриц

TDynamicMatrix operator\*(const TDynamicMatrix & m) - Оператор умножения матриц

friend istream & operator>>(istream & istr, TDynamicMatrix & v) - Дружественная функция для ввода матрицы

friend ostream & operator<<(ostream & ostr, const TDynamicMatrix & v) - Дружественная функция для вывода матрицы

## Описание алгоритмов

### Умножение матриц

Произведение матриц и формирует матрицу . Элемент в -ой строке и -ом столбце представляет собой сумму произведений элементов -ой строки матрицы на соответствующие элементы -го столбца матрицы . Реализация перегрузки оператора умножения осуществлена через три вложенных цикла: первый для итерации по строкам первой матрицы, второй — по столбцам второй матрицы, и третий — по элементам текущего столбца второй матрицы.

### Деление матриц

Делением матриц и является такая матрица , где - обратная матрица к матрице . Обратная матрица может быть найдена с помощью алгебраических дополнений: , где  – определитель матрицы ,  – транспонированная матрица алгебраических дополнений соответствующих элементов матрицы .

, где – алгебраическое дополнение

, где – минор матрицы

, где – элемент матрицы

Определитель матрицы рассчитывается рекурсивно через разложение по строке.

, где – алгебраическое дополнение

1. Эксперименты

Эксперименты проводились на ПК с следующими параметрами:

1. Операционная система: Windows 10
2. Процессор: Intel(R) Core(TM) i9-9900K CPU @ 3.60GHz 3.60 GHz
3. Версия Visual Studio: 2022

В таблицах ниже под временем работы подразумевается усредненное время работы, основанное на 10 последовательных запусках на различных данных, полученных генерацией псевдослучайных чисел.

|  |  |
| --- | --- |
| Количество элементов | Время работы оператора сложения (в млс)  O(n2) |
| 1 000 | 3.2 |
| 2 000 | 13 |
| 3 000 | 22.6 |
| 4 000 | 56.8 |
| 5 000 | 87.1 |
| 9 000 | 203.5 |

Таблица 1 – Измерение работы оператора сложения

Рис. 6 – График времени работы оператора сложения

Сложность оператора сложения примерно соответствует заявленной сложности

|  |  |
| --- | --- |
| Количество элементов | Время работы оператора умножения (в млс)  O(n3) |
| 100 | 2,4 |
| 500 | 205,6 |
| 1 000 | 2800,5 |
| 2 000 | 28765,4 |
| 3 000 | 74529,2 |

Таблица 2 – Измерение времени работы оператора умножения

Рис. 7– График времени работы оператора умножения

Сложность оператора умножения примерно соответствует заявленной сложности

|  |  |
| --- | --- |
| Количество элементов | Время работы оператора деления (в млс) |
| 6 | 0,7 |
| 7 | 10,2 |
| 8 | 71,1 |
| 9 | 504 |
| 10 | 6874,9 |

|  |  |
| --- | --- |
| 11 | 72358,4 |

Таблица 3 – Измерение времени работы оператора деления

Рис. 8 – График времени работы оператора деления

Сложность оператора деления примерно соответствует экспоненциальной сложности

1. Заключение

В ходе выполнения данной лабораторной работы я успешно справился с поставленными задачами. Изучив разные способы хранения матриц, я выбрал наиболее эффективный вариант - представление матрицы в виде вектора векторов. Чтобы достичь этой цели, я разработал вспомогательный класс TVector и расширил его функциональность в классе TMatrix.

Для более глубокого исследования этого метода хранения матриц мне пришлось создать автоматические тесты практически вручную. Однако, это не было проделано зря, так как все тесты успешно прошли и пример использования функционирует безупречно.

Кроме того, я провел оценку производительности этого метода хранения матриц и сделал интересные выводы на основе полученных значений, которые оказались лучше, чем ожидалось.
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1. Приложение 1

tmatrix.h

// ННГУ, ИИТММ, Курс "Алгоритмы и структуры данных"

//

// Copyright (c) Сысоев А.В.

//

//

#ifndef \_\_TDynamicMatrix\_H\_\_

#define \_\_TDynamicMatrix\_H\_\_

#include <iostream>

using namespace std;

const int MAX\_VECTOR\_SIZE = 100000000;

const int MAX\_MATRIX\_SIZE = 10000;

// Динамический вектор -

// шаблонный вектор на динамической памяти

template<typename T>

class TDynamicVector

{

protected:

size\_t sz;

T\* pMem;

public:

TDynamicVector(size\_t size = 1) : sz(size)

{

if (sz == 0)

throw out\_of\_range("Vector size should be greater than zero");

if (size > MAX\_VECTOR\_SIZE) throw "Size should be less";

pMem = new T[sz]();// {}; // У типа T д.б. констуктор по умолчанию

}

TDynamicVector(T\* arr, size\_t s) : sz(s)

{

assert(arr != nullptr && "TDynamicVector ctor requires non-nullptr arg");

pMem = new T[sz];

std::copy(arr, arr + sz, pMem);

}

TDynamicVector(const TDynamicVector& v)

{

if (v.pMem == nullptr) {

sz = 0;

pMem = nullptr;

}

else {

sz = v.sz;

pMem = new T[sz];

std::copy(v.pMem, v.pMem + sz, pMem);

}

}

TDynamicVector(TDynamicVector&& v) noexcept

{

sz = v.sz;

pMem = nullptr;

std::swap(pMem, v.pMem);

}

~TDynamicVector()

{

if(pMem != nullptr)

delete[] pMem;

pMem = nullptr;

sz = 0;

}

TDynamicVector& operator=(const TDynamicVector& v)

{

if (this == &v)

return \*this;

if (sz != v.sz)

{

if (pMem != nullptr)

delete[] pMem;

sz = v.sz;

pMem = new T[sz];

}

std::copy(v.pMem, v.pMem + v.sz, pMem);

return \*this;

}

TDynamicVector& operator=(TDynamicVector&& v) noexcept

{

if (this == &v)

return \*this;

if (pMem != nullptr) {

delete[] pMem;

pMem = nullptr;

}

sz = v.sz;

std::swap(pMem, v.pMem);

return \*this;

}

size\_t size() const noexcept { return sz; }

// индексация

T& operator[](size\_t ind)

{

if (ind > sz || ind < 0) throw "Index not in range";

return pMem[ind];

}

const T& operator[](size\_t ind) const

{

if (ind > sz || ind < 0) throw "Index not in range";

return pMem[ind];

}

// индексация с контролем

T& at(size\_t ind)

{

if (ind > sz || ind < 0) throw "Index not in range";

return pMem[ind];

}

const T& at(size\_t ind) const

{

if (ind > sz || ind < 0) throw "Index not in range";

return pMem[ind];

}

// сравнение

bool operator==(const TDynamicVector& v) const noexcept

{

if (sz != v.sz) return false;

for (int i = 0; i < sz; i++) {

if (pMem[i] != v.pMem[i]) return false;

}

return true;

}

bool operator!=(const TDynamicVector& v) const noexcept

{

return !(\*this == v);

}

// скалярные операции

TDynamicVector operator+(T val)

{

TDynamicVector result(sz);

for (int i = 0; i < sz; i++) {

result.pMem[i] = pMem[i] + val;

}

return result;

}

TDynamicVector operator-(T val)

{

TDynamicVector result(sz);

for (int i = 0; i < sz; i++) {

result.pMem[i] = pMem[i] - val;

}

return result;

}

TDynamicVector operator\*(T val)

{

TDynamicVector result(sz);

for (int i = 0; i < sz; i++) {

result.pMem[i] = pMem[i] \* val;

}

return result;

}

// векторные операции

TDynamicVector operator+(const TDynamicVector& v)

{

if (sz != v.sz) throw "Error len vector";

TDynamicVector result(sz);

for (int i = 0; i < sz; i++) {

result.pMem[i] = pMem[i] + v.pMem[i];

}

return result;

}

TDynamicVector operator-(const TDynamicVector& v)

{

if (sz != v.sz) throw "Error len vector";

TDynamicVector result(sz);

for (int i = 0; i < sz; i++) {

result.pMem[i] = pMem[i] - v.pMem[i];

}

return result;

}

T operator\*(const TDynamicVector& v) //noexcept(noexcept(T()))S

{

if (sz != v.sz) throw "Error len vector";

T result = T();

for (int i = 0; i < sz; i++) {

result += pMem[i] \* v.pMem[i];

}

return result;

}

friend void swap(TDynamicVector& lhs, TDynamicVector& rhs) noexcept

{

std::swap(lhs.sz, rhs.sz);

std::swap(lhs.pMem, rhs.pMem);

}

// ввод/вывод

friend istream& operator>>(istream& istr, TDynamicVector& v)

{

for (size\_t i = 0; i < v.sz; i++)

istr >> v.pMem[i]; // требуется оператор>> для типа T

return istr;

}

friend ostream& operator<<(ostream& ostr, const TDynamicVector& v)

{

for (size\_t i = 0; i < v.sz; i++)

ostr << v.pMem[i] << ' '; // требуется оператор<< для типа T

return ostr;

}

};

// Динамическая матрица -

// шаблонная матрица на динамической памяти

template<typename T>

class TDynamicMatrix : private TDynamicVector<TDynamicVector<T>>

{

using TDynamicVector<TDynamicVector<T>>::pMem;

using TDynamicVector<TDynamicVector<T>>::sz;

public:

TDynamicMatrix(size\_t s = 1) : TDynamicVector<TDynamicVector<T>>(s)

{

if (s > MAX\_MATRIX\_SIZE) throw "So big";

for (size\_t i = 0; i < sz; i++)

pMem[i] = TDynamicVector<T>(sz);

}

using TDynamicVector<TDynamicVector<T>>::operator[];

// сравнение

bool operator==(const TDynamicMatrix& m) const noexcept

{

if (sz != m.sz) return false;

for (int i = 0; i < sz; i++) {

if (pMem[i] != m.pMem[i]) return false;

}

return true;

}

size\_t size() const noexcept { return sz; }

// матрично-скалярные операции

TDynamicMatrix operator\*(const T& val)

{

TDynamicMatrix result(sz);

for (int i = 0; i < n; i++) {

result.pMem[i] = pMem[i] \* val;

}

return result;

}

// матрично-векторные операции

TDynamicVector<T> operator\*(const TDynamicVector<T>& v)

{

if (sz != v.sz) throw "Error len";

TDynamicVector<T> result(sz);

for (int i = 0; i < sz; i++) {

for (int j = 0; j < sz; j++) {

result[i] += pMem[i][j] \* v[j];

}

}

return result;

}

// матрично-матричные операции

TDynamicMatrix operator+(const TDynamicMatrix& m)

{

if (sz != m.sz) throw "Error len";

TDynamicMatrix result(sz);

for (int i = 0; i < sz; i++) {

result.pMem[i] = pMem[i] + m.pMem[i];

}

return result;

}

TDynamicMatrix operator-(const TDynamicMatrix& m)

{

if (sz != m.sz) throw "Error len";

TDynamicMatrix result(sz);

for (int i = 0; i < sz; i++) {

result.pMem[i] = pMem[i] - m.pMem[i];

}

return result;

}

TDynamicMatrix operator\*(const TDynamicMatrix& m)

{

if (sz != m.sz) throw "Error len";

TDynamicMatrix result(sz);

for (int i = 0; i < sz; i++) {

for (int j = 0; j < sz; j++) {

for (int k = 0; k < sz; k++) {

result[i][j] += pMem[i][k] \* m.pMem[k][j];

}

}

}

return result;

}

// ввод/вывод

friend istream& operator>>(istream& istr, TDynamicMatrix& v)

{

for (int i = 0; i < v.sz; i++) {

istr >> v.pMem[i];

}

return istr;

}

friend ostream& operator<<(ostream& ostr, const TDynamicMatrix& v)

{

for (int i = 0; i < v.sz; i++) {

ostr << v.pMem[i] << endl;

}

return ostr;

}

};

#endif

1. Приложение 2

test\_vector.cpp

#include "tmatrix.h"

#include <gtest.h>

TEST(TDynamicVector, can\_create\_vector\_with\_positive\_length)

{

ASSERT\_NO\_THROW(TDynamicVector<int> v(5));

}

TEST(TDynamicVector, cant\_create\_too\_large\_vector)

{

ASSERT\_ANY\_THROW(TDynamicVector<int> v(MAX\_VECTOR\_SIZE + 1));

}

TEST(TDynamicVector, throws\_when\_create\_vector\_with\_negative\_length)

{

ASSERT\_ANY\_THROW(TDynamicVector<int> v(-5));

}

TEST(TDynamicVector, can\_create\_copied\_vector)

{

TDynamicVector<int> v(10);

ASSERT\_NO\_THROW(TDynamicVector<int> v1(v));

}

TEST(TDynamicVector, copied\_vector\_is\_equal\_to\_source\_one)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(v);

EXPECT\_EQ(v, v1);

}

TEST(TDynamicVector, copied\_vector\_has\_its\_own\_memory)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(v);

v1[1] = 100;

EXPECT\_NE(v[1], v1[1]);

}

TEST(TDynamicVector, can\_get\_size)

{

TDynamicVector<int> v(4);

EXPECT\_EQ(4, v.size());

}

//TEST(TDynamicVector, can\_set\_and\_get\_element)

//{

// TDynamicVector<int> v(4);

// v[0] = 4;

//

// EXPECT\_EQ(4, v[0]);

//}

TEST(TDynamicVector, throws\_when\_set\_element\_with\_negative\_index)

{

TDynamicVector<int> v(10);

ASSERT\_ANY\_THROW(v[-1]);

}

TEST(TDynamicVector, throws\_when\_set\_element\_with\_too\_large\_index)

{

TDynamicVector<int> v(10);

ASSERT\_ANY\_THROW(v[11]);

}

TEST(TDynamicVector, can\_assign\_vector\_to\_itself)

{

TDynamicVector<int> v(10);

ASSERT\_NO\_THROW(v = v);

}

TEST(TDynamicVector, can\_assign\_vectors\_of\_equal\_size)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(10);

ASSERT\_NO\_THROW(v = v1);

}

TEST(TDynamicVector, assign\_operator\_change\_vector\_size)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(11);

v = v1;

EXPECT\_EQ(v.size(), 11);

}

TEST(TDynamicVector, can\_assign\_vectors\_of\_different\_size)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(11);

ASSERT\_NO\_THROW(v = v1);

}

TEST(TDynamicVector, compare\_equal\_vectors\_return\_true)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(10);

EXPECT\_EQ(v == v1, true);

}

TEST(TDynamicVector, compare\_vector\_with\_itself\_return\_true)

{

TDynamicVector<int> v(10);

EXPECT\_EQ(v == v, true);

}

TEST(TDynamicVector, vectors\_with\_different\_size\_are\_not\_equal)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(11);

EXPECT\_NE(true, v == v1);

}

TEST(TDynamicVector, can\_add\_scalar\_to\_vector)

{

TDynamicVector<int> v(10);

ASSERT\_NO\_THROW(v + 1);

}

TEST(TDynamicVector, can\_subtract\_scalar\_from\_vector)

{

TDynamicVector<int> v(10);

ASSERT\_NO\_THROW(v - 1);

}

TEST(TDynamicVector, can\_multiply\_scalar\_by\_vector)

{

TDynamicVector<int> v(10);

ASSERT\_NO\_THROW(v \* 2);

}

TEST(TDynamicVector, can\_add\_vectors\_with\_equal\_size)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(10);

ASSERT\_NO\_THROW(v + v1);

}

TEST(TDynamicVector, cant\_add\_vectors\_with\_not\_equal\_size)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(11);

ASSERT\_ANY\_THROW(v + v1);

}

TEST(TDynamicVector, can\_subtract\_vectors\_with\_equal\_size)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(10);

ASSERT\_NO\_THROW(v - v1);

}

TEST(TDynamicVector, cant\_subtract\_vectors\_with\_not\_equal\_size)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(11);

ASSERT\_ANY\_THROW(v - v1);

}

TEST(TDynamicVector, can\_multiply\_vectors\_with\_equal\_size)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(10);

ASSERT\_NO\_THROW(v \* v1);

}

TEST(TDynamicVector, cant\_multiply\_vectors\_with\_not\_equal\_size)

{

TDynamicVector<int> v(10);

TDynamicVector<int> v1(11);

ASSERT\_ANY\_THROW(v \* v1);

}

1. Приложение 3

test\_matrix.cpp

#include "tmatrix.h"

#include <gtest.h>

TEST(TDynamicMatrix, can\_create\_matrix\_with\_positive\_length)

{

ASSERT\_NO\_THROW(TDynamicMatrix<int> m(5));

}

TEST(TDynamicMatrix, cant\_create\_too\_large\_matrix)

{

ASSERT\_ANY\_THROW(TDynamicMatrix<int> m(MAX\_MATRIX\_SIZE + 1));

}

TEST(TDynamicMatrix, throws\_when\_create\_matrix\_with\_negative\_length)

{

ASSERT\_ANY\_THROW(TDynamicMatrix<int> m(-5));

}

TEST(TDynamicMatrix, can\_create\_copied\_matrix)

{

TDynamicMatrix<int> m(5);

ASSERT\_NO\_THROW(TDynamicMatrix<int> m1(m));

}

TEST(TDynamicMatrix, copied\_matrix\_is\_equal\_to\_source\_one)

{

TDynamicMatrix<int> m(10);

TDynamicMatrix<int> m1(10);

EXPECT\_EQ(m, m1);

}

TEST(TDynamicMatrix, copied\_matrix\_has\_its\_own\_memory)

{

TDynamicMatrix<int> m(10);

TDynamicMatrix<int> m1(m);

m1[1][1] = 1;

EXPECT\_NE(m[1][1], m1[1][1]);

}

TEST(TDynamicMatrix, can\_get\_size)

{

TDynamicMatrix<int> m(10);

EXPECT\_EQ(10, m.size());

}

TEST(TDynamicMatrix, can\_set\_and\_get\_element)

{

TDynamicMatrix<int> m(10);

m[1][1] = 5;

EXPECT\_EQ(5, m[1][1]);

}

TEST(TDynamicMatrix, throws\_when\_set\_element\_with\_negative\_index)

{

TDynamicMatrix<int> m(10);

ASSERT\_ANY\_THROW(m[1][-1] = 5);

}

TEST(TDynamicMatrix, throws\_when\_set\_element\_with\_too\_large\_index)

{

TDynamicMatrix<int> m(10);

ASSERT\_ANY\_THROW(m[1][11] = 5);

}

TEST(TDynamicMatrix, can\_assign\_matrix\_to\_itself)

{

TDynamicMatrix<int> m(10);

ASSERT\_NO\_THROW(m = m);

}

TEST(TDynamicMatrix, can\_assign\_matrices\_of\_equal\_size)

{

TDynamicMatrix<int> m(10);

TDynamicMatrix<int> m1(10);

ASSERT\_NO\_THROW(m = m1);

}

TEST(TDynamicMatrix, assign\_operator\_change\_matrix\_size)

{

TDynamicMatrix<int> m(10);

TDynamicMatrix<int> m1(11);

m = m1;

EXPECT\_EQ(m.size(), 11);

}

TEST(TDynamicMatrix, can\_assign\_matrices\_of\_different\_size)

{

TDynamicMatrix<int> m(10);

TDynamicMatrix<int> m1(11);

ASSERT\_NO\_THROW(m = m1);

}

TEST(TDynamicMatrix, compare\_equal\_matrices\_return\_true)

{

TDynamicMatrix<int> m(10);

TDynamicMatrix<int> m1(m);

EXPECT\_EQ(m == m1, true);

}

TEST(TDynamicMatrix, compare\_matrix\_with\_itself\_return\_true)

{

TDynamicMatrix<int> m(10);

EXPECT\_EQ(m == m, true);

}

TEST(TDynamicMatrix, matrices\_with\_different\_size\_are\_not\_equal)

{

TDynamicMatrix<int> m(10);

TDynamicMatrix<int> m1(11);

EXPECT\_NE(m == m1, true);

}

TEST(TDynamicMatrix, can\_add\_matrices\_with\_equal\_size)

{

TDynamicMatrix<int> m(10);

TDynamicMatrix<int> m1(10);

ASSERT\_NO\_THROW(m + m1);

}

TEST(TDynamicMatrix, cant\_add\_matrices\_with\_not\_equal\_size)

{

TDynamicMatrix<int> m(10);

TDynamicMatrix<int> m1(11);

ASSERT\_ANY\_THROW(m + m1);

}

TEST(TDynamicMatrix, can\_subtract\_matrices\_with\_equal\_size)

{

TDynamicMatrix<int> m(10);

TDynamicMatrix<int> m1(10);

ASSERT\_NO\_THROW(m - m1);

}

TEST(TDynamicMatrix, cant\_subtract\_matrixes\_with\_not\_equal\_size)

{

TDynamicMatrix<int> m(10);

TDynamicMatrix<int> m1(11);

ASSERT\_ANY\_THROW(m - m1);

}

1. Приложение 4

sample\_matrix.cpp

// ННГУ, ИИТММ, Курс "Алгоритмы и структуры данных"

//

// Copyright (c) Сысоев А.В.

//

// Тестирование матриц

#include <iostream>

#include "tmatrix.h"

//---------------------------------------------------------------------------

void main()

{

setlocale(LC\_ALL, "Russian");

cout << "Тестирование класс работы с матрицами" << endl;

int size;

cout << "Введите размер матрицы A: ";

cin >> size;

TDynamicMatrix<int> a(size);

cout << "Введите элементы матрицы А:" << endl;

for (int i = 0; i < size; i++)

for (int j = 0; j < size; j++)

{

cin >> a[i][j];

}

cout << "Введите размер матрицы B: ";

cin >> size;

TDynamicMatrix<int> b(size);

cout << "Введите элементы матрицы B:" << endl;

for (int i = 0; i < size; i++)

for (int j = 0; j < size; j++)

{

cin >> b[i][j];

}

int act;

cout << endl << "1. Сложить"<<endl<< "2. Вычесть"<<endl << "3. Умножить"<< endl;

cout << "Введите номер операции: ";

cin >> act;

switch (act)

{

case 1:

cout << "A + B:" << endl << a + b << endl;

break;

case 2:

cout << "A - B:" << endl << a - b << endl;

break;

case 3:

cout << "A \* B:" << endl << a \* b << endl;

break;

default:

break;

}

}

//---------------------------------------------------------------------------