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## 🏗️ System Architecture

### 📖 Overview

The BN Support Desk is a modern, full-stack web application engineered using cutting-edge technologies to deliver a comprehensive, scalable complaint management solution for BN Group India’s operations across Mathura, Agra, and Bhimasar regions.

### 🎯 Architectural Design Principles

* **🔄 Separation of Concerns**: Clear boundaries between presentation, business logic, and data layers
* **🛡️ Security First**: Multi-layered security with authentication, authorization, and data protection
* **⚡ Performance Optimized**: Efficient data loading, caching strategies, and responsive UI
* **📱 Mobile-First Design**: Responsive architecture supporting all device types
* **🔧 Maintainable Code**: TypeScript throughout stack with comprehensive type safety
* **🌐 Scalable Infrastructure**: Cloud-native deployment with horizontal scaling capabilities

### 🏗️ Detailed Architecture Diagram

┌─────────────────────────────────────────────────────────────────────────────────┐  
│ CLIENT LAYER (FRONTEND) │  
├─────────────────────────────────────────────────────────────────────────────────┤  
│ 🎨 React 18 + TypeScript + Vite + Tailwind CSS + shadcn/ui │  
│ │  
│ ┌─────────────────┐ ┌─────────────────┐ ┌─────────────────┐ │  
│ │ 📊 Dashboard │ │ 📋 Complaints │ │ 📈 Analytics │ │  
│ │ Components │ │ Management │ │ Visualizations │ │  
│ └─────────────────┘ └─────────────────┘ └─────────────────┘ │  
│ │  
│ ┌─────────────────┐ ┌─────────────────┐ ┌─────────────────┐ │  
│ │ 📝 Form │ │ 🔔 Real-time │ │ 🗺️ Interactive │ │  
│ │ Management │ │ Notifications │ │ Maps │ │  
│ └─────────────────┘ └─────────────────┘ └─────────────────┘ │  
│ │  
│ 🔧 State Management: TanStack Query + React Context │  
│ 🎨 UI Framework: Radix UI + Custom Components │  
│ 📱 Responsive Design: Mobile-first CSS Grid + Flexbox │  
└─────────────────────────────────────────────────────────────────────────────────┘  
 │  
 ┌─────────────┴─────────────┐  
 │ COMMUNICATION │  
 │ 📡 HTTP/HTTPS REST API │  
 │ 🔌 WebSocket Real-time │  
 │ 📊 JSON Data Exchange │  
 └─────────────┬─────────────┘  
 │  
┌─────────────────────────────────────────────────────────────────────────────────┐  
│ SERVER LAYER (BACKEND) │  
├─────────────────────────────────────────────────────────────────────────────────┤  
│ 🖥️ Node.js 20 + Express.js + TypeScript + tsx │  
│ │  
│ ┌─────────────────┐ ┌─────────────────┐ ┌─────────────────┐ │  
│ │ 🔐 Auth & │ │ 🏗️ Business │ │ 📡 API Route │ │  
│ │ Authorization │ │ Logic Layer │ │ Handlers │ │  
│ └─────────────────┘ └─────────────────┘ └─────────────────┘ │  
│ │  
│ ┌─────────────────┐ ┌─────────────────┐ ┌─────────────────┐ │  
│ │ 🔄 Session │ │ 📤 File Upload │ │ 🔔 WebSocket │ │  
│ │ Management │ │ Processing │ │ Server │ │  
│ └─────────────────┘ └─────────────────┘ └─────────────────┘ │  
│ │  
│ 🔧 ORM: Drizzle ORM with Type Safety │  
│ 🛡️ Security: bcrypt + JWT + Session Management │  
│ 📊 Data Validation: Zod Schema Validation │  
└─────────────────────────────────────────────────────────────────────────────────┘  
 │  
 ┌─────────────┴─────────────┐  
 │ DATA ACCESS LAYER │  
 │ 🗃️ Drizzle ORM Queries │  
 │ 📊 Connection Pooling │  
 │ 🔍 Query Optimization │  
 └─────────────┬─────────────┘  
 │  
┌─────────────────────────────────────────────────────────────────────────────────┐  
│ DATA LAYER (DATABASE) │  
├─────────────────────────────────────────────────────────────────────────────────┤  
│ 🐘 PostgreSQL 16 Database (Neon Cloud Serverless) │  
│ │  
│ ┌─────────────────┐ ┌─────────────────┐ ┌─────────────────┐ │  
│ │ 👥 Users │ │ 📋 Complaints │ │ 📊 Notifications│ │  
│ │ Table │ │ Table │ │ Table │ │  
│ └─────────────────┘ └─────────────────┘ └─────────────────┘ │  
│ │  
│ ┌─────────────────┐ ┌─────────────────┐ ┌─────────────────┐ │  
│ │ 📈 Complaint │ │ 🔐 Sessions │ │ 📊 Analytics │ │  
│ │ History │ │ Table │ │ Views │ │  
│ └─────────────────┘ └─────────────────┘ └─────────────────┘ │  
│ │  
│ 🔄 Features: Automated Backups + Point-in-time Recovery │  
│ ⚡ Performance: Connection Pooling + Query Optimization │  
│ 🛡️ Security: Encrypted Connections + Access Controls │  
└─────────────────────────────────────────────────────────────────────────────────┘

### 🌐 External Integrations & Services

┌─────────────────────────────────────────────────────────────────────────────────┐  
│ EXTERNAL SERVICES │  
├─────────────────────────────────────────────────────────────────────────────────┤  
│ │  
│ ┌─────────────────┐ ┌─────────────────┐ ┌─────────────────┐ │  
│ │ 🗺️ Leaflet │ │ 📊 Recharts │ │ 📁 File │ │  
│ │ Maps (OSM) │ │ Visualization │ │ Storage │ │  
│ └─────────────────┘ └─────────────────┘ └─────────────────┘ │  
│ │  
│ ┌─────────────────┐ ┌─────────────────┐ ┌─────────────────┐ │  
│ │ 🎨 Tailwind │ │ 🔔 WebSocket │ │ 📱 Responsive │ │  
│ │ CDN │ │ Real-time │ │ Framework │ │  
│ └─────────────────┘ └─────────────────┘ └─────────────────┘ │  
│ │  
└─────────────────────────────────────────────────────────────────────────────────┘

### 🛠️ Technology Stack Components

#### 🎨 Frontend Technologies

| Technology | Version | Purpose | Key Benefits |
| --- | --- | --- | --- |
| **React 18** | ^18.3.1 | Component-based UI framework | Virtual DOM, Hooks, Concurrent features |
| **TypeScript** | ^5.8.3 | Type-safe JavaScript development | Compile-time error checking, IntelliSense |
| **Vite** | ^5.4.19 | Fast build tool and dev server | Hot module replacement, optimized bundling |
| **Tailwind CSS** | ^3.4.17 | Utility-first CSS framework | Rapid UI development, consistent design |
| **shadcn/ui** | Latest | Pre-built accessible components | Radix UI primitives, customizable themes |
| **Wouter** | ^3.3.5 | Lightweight client-side routing | Small bundle size, React-friendly |
| **TanStack Query** | ^5.60.5 | Server state management | Caching, background updates, optimistic UI |
| **React Hook Form** | ^7.55.0 | Form handling and validation | Performance optimized, minimal re-renders |
| **Recharts** | ^2.15.2 | Data visualization library | Composable charts, responsive design |
| **Leaflet** | ^1.9.4 | Interactive mapping library | Lightweight, plugin ecosystem |

#### 🖥️ Backend Technologies

| Technology | Version | Purpose | Key Benefits |
| --- | --- | --- | --- |
| **Node.js 20** | LTS | JavaScript runtime environment | V8 engine, event-driven, non-blocking I/O |
| **Express.js** | ^4.21.2 | Web application framework | Minimalist, flexible, middleware support |
| **TypeScript** | ^5.8.3 | Type-safe server development | Shared types with frontend, better maintainability |
| **Drizzle ORM** | ^0.39.3 | Type-safe database toolkit | SQL-like syntax, migration support, performance |
| **bcryptjs** | ^3.0.2 | Password hashing library | Secure password storage, salt rounds |
| **connect-pg-simple** | ^10.0.0 | PostgreSQL session store | Persistent sessions, automatic cleanup |
| **tsx** | ^4.20.3 | TypeScript execution engine | Fast TS compilation, development workflow |
| **WebSocket (ws)** | ^8.18.3 | Real-time communication | Bidirectional, low-latency updates |

#### 💾 Database & Infrastructure

| Technology | Version | Purpose | Key Benefits |
| --- | --- | --- | --- |
| **PostgreSQL** | 16 | Primary database system | ACID compliance, advanced indexing, scalability |
| **Neon Database** | Cloud | Serverless PostgreSQL provider | Auto-scaling, branching, point-in-time recovery |
| **Drizzle Kit** | ^0.30.6 | Database migrations | Type-safe migrations, schema versioning |
| **Connection Pooling** | Built-in | Optimized database connections | Resource efficiency, performance optimization |

#### 🎨 UI/UX Technologies

| Technology | Purpose | Implementation Details |
| --- | --- | --- |
| **Radix UI Primitives** | Accessible base components | Keyboard navigation, ARIA compliance |
| **Framer Motion** | Smooth animations | Page transitions, micro-interactions |
| **Lucide React** | Icon library | Consistent iconography, tree-shakeable |
| **React Icons** | Additional icons | Company logos, specialized icons |
| **Class Variance Authority** | Component variants | Type-safe styling variants |
| **Tailwind Merge** | Dynamic class merging | Conditional styling, theme customization |

## Technical Implementation

### Frontend Implementation Details

#### Component Architecture

client/src/  
├── components/ # Reusable UI components  
│ ├── ui/ # shadcn/ui base components  
│ ├── charts/ # Custom chart components  
│ ├── sidebar.tsx # Navigation sidebar  
│ └── ...  
├── pages/ # Route-based page components  
│ ├── dashboard.tsx # Main dashboard view  
│ ├── analytics.tsx # Analytics and reports  
│ ├── complaints.tsx # Complaint management  
│ └── settings.tsx # User settings  
├── contexts/ # React contexts  
│ └── UserProfileContext.tsx  
├── hooks/ # Custom React hooks  
├── lib/ # Utility libraries  
└── data/ # Static data and constants

#### State Management Strategy

1. **Server State**: TanStack Query for API data caching
2. **Client State**: React useState and useContext
3. **Form State**: React Hook Form with Zod validation
4. **Global State**: UserProfileContext for user data

#### Real-time Updates Implementation

* **Auto-refresh**: Dashboard updates every 30 seconds using React Query
* **WebSocket Integration**: Real-time notifications for complaint status changes
* **Manual Refresh**: User-triggered data updates with loading states
* **Optimistic Updates**: Immediate UI updates for better user experience
* **Error Handling**: Graceful failure with automatic retry mechanisms
* **Connection Recovery**: Automatic WebSocket reconnection on network issues

#### Performance Optimization Strategies

* **Code Splitting**: Route-based component lazy loading
* **Image Optimization**: WebP format with fallback support
* **Bundle Analysis**: Regular bundle size monitoring and optimization
* **Caching Strategy**: Strategic use of React Query cache management
* **Memoization**: React.memo and useMemo for expensive calculations
* **Virtual Scrolling**: Large dataset handling with react-window

### Backend Implementation Details

#### Server Architecture

server/  
├── index.ts # Application entry point  
├── routes.ts # API route definitions  
├── storage.ts # Database abstraction layer  
├── auth.ts # Authentication middleware  
├── websocket.ts # Real-time communication  
├── middleware/ # Custom middleware  
│ ├── auth.middleware.ts # JWT authentication  
│ ├── cors.middleware.ts # CORS configuration  
│ └── error.middleware.ts # Error handling  
├── utils/ # Utility functions  
│ ├── email.utils.ts # Email service utilities  
│ ├── excel.utils.ts # Excel export functions  
│ └── validation.utils.ts # Data validation helpers  
└── types/ # TypeScript type definitions  
 ├── auth.types.ts # Authentication types  
 ├── complaint.types.ts # Complaint entity types  
 └── api.types.ts # API response types

#### Database Schema Design

-- Users table for authentication and profile management  
CREATE TABLE users (  
 id SERIAL PRIMARY KEY,  
 username VARCHAR(255) UNIQUE NOT NULL,  
 email VARCHAR(255) UNIQUE NOT NULL,  
 password\_hash VARCHAR(255) NOT NULL,  
 first\_name VARCHAR(100),  
 last\_name VARCHAR(100),  
 phone VARCHAR(20),  
 role VARCHAR(50) DEFAULT 'user',  
 created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,  
 updated\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP  
);  
  
-- Complaints table for core complaint data  
CREATE TABLE complaints (  
 id SERIAL PRIMARY KEY,  
 complaint\_date DATE NOT NULL,  
 customer\_name VARCHAR(255),  
 customer\_email VARCHAR(255),  
 customer\_phone VARCHAR(20),  
 company\_name VARCHAR(255),  
 complaint\_type VARCHAR(100) NOT NULL,  
 place\_of\_supply VARCHAR(100) NOT NULL,  
 area\_of\_concern VARCHAR(100),  
 sub\_category VARCHAR(100),  
 product\_name VARCHAR(255),  
 invoice\_number VARCHAR(100),  
 invoice\_date DATE,  
 lr\_number VARCHAR(100),  
 transporter\_name VARCHAR(255),  
 transporter\_number VARCHAR(100),  
 salesperson\_name VARCHAR(255),  
 voice\_of\_customer TEXT,  
 priority VARCHAR(20) DEFAULT 'medium',  
 status VARCHAR(50) DEFAULT 'new',  
 attachments TEXT[], -- Array of file paths  
 created\_by INTEGER REFERENCES users(id),  
 created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,  
 updated\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,  
 -- Indexes for performance  
 INDEX idx\_complaint\_date (complaint\_date),  
 INDEX idx\_place\_of\_supply (place\_of\_supply),  
 INDEX idx\_status (status),  
 INDEX idx\_priority (priority),  
 INDEX idx\_created\_at (created\_at)  
);  
  
-- Notifications table for real-time alerts  
CREATE TABLE notifications (  
 id SERIAL PRIMARY KEY,  
 user\_id INTEGER REFERENCES users(id),  
 complaint\_id INTEGER REFERENCES complaints(id),  
 title VARCHAR(255) NOT NULL,  
 message TEXT NOT NULL,  
 type VARCHAR(50) DEFAULT 'info',  
 read\_status BOOLEAN DEFAULT FALSE,  
 created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,  
 INDEX idx\_user\_unread (user\_id, read\_status),  
 INDEX idx\_created\_at (created\_at)  
);  
  
-- Complaint history for audit trail  
CREATE TABLE complaint\_history (  
 id SERIAL PRIMARY KEY,  
 complaint\_id INTEGER REFERENCES complaints(id),  
 user\_id INTEGER REFERENCES users(id),  
 action VARCHAR(100) NOT NULL,  
 previous\_value TEXT,  
 new\_value TEXT,  
 notes TEXT,  
 created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,  
 INDEX idx\_complaint\_id (complaint\_id),  
 INDEX idx\_user\_id (user\_id),  
 INDEX idx\_created\_at (created\_at)  
);

#### API Architecture Design

// RESTful API endpoint structure  
const apiRoutes = {  
 auth: {  
 'POST /api/auth/login': 'User authentication',  
 'POST /api/auth/logout': 'User session termination',  
 'GET /api/auth/profile': 'User profile retrieval',  
 'PUT /api/auth/profile': 'User profile updates',  
 'POST /api/auth/change-password': 'Password modification'  
 },  
 complaints: {  
 'GET /api/complaints': 'List complaints with filtering',  
 'GET /api/complaints/:id': 'Single complaint details',  
 'POST /api/complaints': 'Create new complaint',  
 'PUT /api/complaints/:id': 'Update complaint details',  
 'DELETE /api/complaints/:id': 'Remove complaint',  
 'GET /api/complaints/export': 'Excel export functionality',  
 'GET /api/complaints/stats': 'Dashboard statistics'  
 },  
 analytics: {  
 'GET /api/analytics/dashboard': 'Dashboard chart data',  
 'GET /api/analytics/trends': 'Trend analysis data',  
 'GET /api/analytics/regional': 'Regional distribution data',  
 'GET /api/analytics/priority': 'Priority distribution data',  
 'GET /api/analytics/resolution-time': 'TAT analysis data'  
 },  
 notifications: {  
 'GET /api/notifications': 'User notifications list',  
 'PUT /api/notifications/:id/read': 'Mark notification as read',  
 'PUT /api/notifications/read-all': 'Mark all notifications as read'  
 }  
};

#### Security Implementation

// JWT-based authentication system  
interface SecurityConfig {  
 jwtSecret: string;  
 sessionTimeout: number; // 24 hours  
 passwordPolicy: {  
 minLength: 8;  
 requireUppercase: boolean;  
 requireLowercase: boolean;  
 requireNumbers: boolean;  
 requireSpecialChars: boolean;  
 };  
 rateLimiting: {  
 windowMs: number; // 15 minutes  
 maxRequests: number; // 100 requests per window  
 };  
 cors: {  
 origin: string[];  
 credentials: boolean;  
 };  
}  
  
// Password hashing with bcrypt (12 rounds)  
const hashPassword = async (password: string): Promise<string> => {  
 return await bcrypt.hash(password, 12);  
};  
  
// JWT token generation and validation  
const generateToken = (userId: number, role: string): string => {  
 return jwt.sign(  
 { userId, role, iat: Date.now() },  
 process.env.JWT\_SECRET,  
 { expiresIn: '24h' }  
 );  
};

## Data Flow & Processes

### Complete User Journey Mapping

#### Admin User Workflow

🏠 Admin Dashboard Journey  
├── 1. 🔐 Authentication  
│ ├── Login with temp/temp credentials  
│ ├── JWT token generation and storage  
│ ├── Session establishment with 24-hour timeout  
│ └── Redirect to admin dashboard  
├── 2. 📊 Dashboard Interaction  
│ ├── Real-time complaint statistics loading  
│ ├── Interactive regional map rendering  
│ ├── Status distribution chart display  
│ └── 30-second auto-refresh cycle  
├── 3. 📋 Complaint Management  
│ ├── Navigate to "All Complaints" section  
│ ├── Apply filters (year, status, region, priority)  
│ ├── View complaint details in expandable rows  
│ ├── Edit priorities with inline dropdowns  
│ └── Export filtered data to Excel format  
├── 4. 📈 Analytics Review  
│ ├── Access comprehensive analytics dashboard  
│ ├── Interact with multiple chart visualizations  
│ ├── Switch between 2024/2025 data views  
│ └── Analyze regional and priority distributions  
└── 5. ⚙️ System Administration  
 ├── Update profile information in settings  
 ├── Change password with security validation  
 ├── Monitor system performance metrics  
 └── Generate administrative reports

#### ASM User Workflow

👨‍💼 ASM Dashboard Journey  
├── 1. 🔐 Authentication  
│ ├── Login with asm/123 or demo/demo credentials  
│ ├── Role-based access control enforcement  
│ ├── Regional data access restriction  
│ └── ASM dashboard interface loading  
├── 2. 📊 Regional Overview  
│ ├── View assigned region statistics  
│ ├── Check notification bell for updates  
│ ├── Review recent complaint submissions  
│ └── Monitor resolution progress bars  
├── 3. 📝 Complaint Submission  
│ ├── Access "New Complaint" form  
│ ├── Complete multi-section form with validation  
│ ├── Upload supporting documents/images  
│ ├── Submit complaint with confirmation  
│ └── Receive complaint ID for tracking  
├── 4. 🔔 Notification Management  
│ ├── Receive real-time WebSocket notifications  
│ ├── Review notification dropdown panel  
│ ├── Click through to complaint details  
│ └── Acknowledge notification receipt  
└── 5. 📊 Performance Tracking  
 ├── Monitor complaint status progression  
 ├── Track resolution timeframes  
 ├── Review submission success rates  
 └── Access regional performance metrics

### Data Processing Pipeline

📊 Complaint Data Lifecycle  
├── 1. 📝 Data Entry  
│ ├── Form validation on client-side (Zod schemas)  
│ ├── Server-side validation and sanitization  
│ ├── Business rule application (priority assignment)  
│ └── Database insertion with audit trail  
├── 2. 📊 Data Processing  
│ ├── Automatic status assignment (New → Processing)  
│ ├── Geographic coordinate geocoding  
│ ├── Category and subcategory validation  
│ └── Notification generation for admin users  
├── 3. 🔄 Real-time Synchronization  
│ ├── WebSocket broadcast to connected clients  
│ ├── Cache invalidation for React Query  
│ ├── Dashboard statistics recalculation  
│ └── Map marker updates with new data  
├── 4. 📈 Analytics Processing  
│ ├── Aggregation queries for dashboard widgets  
│ ├── Regional distribution calculations  
│ ├── Priority and status distribution updates  
│ └── Trend analysis data generation  
└── 5. 💾 Data Persistence  
 ├── PostgreSQL database storage  
 ├── Automatic backup to Neon Cloud  
 ├── Audit trail maintenance  
 └── Historical data preservation

## Security Implementation

### Comprehensive Security Architecture

#### Authentication & Authorization

// Multi-layer security implementation  
interface SecurityLayers {  
 // Layer 1: Network Security  
 network: {  
 https: boolean; // TLS encryption for all communications  
 cors: CorsConfiguration; // Cross-origin request security  
 helmet: HelmetConfiguration; // HTTP security headers  
 };  
   
 // Layer 2: Application Security  
 application: {  
 jwt: JWTConfiguration; // Token-based authentication  
 bcrypt: PasswordConfiguration; // Password hashing  
 rateLimiting: RateLimitConfiguration; // Request throttling  
 inputValidation: ValidationConfiguration; // Data sanitization  
 };  
   
 // Layer 3: Database Security  
 database: {  
 connectionPooling: PoolConfiguration; // Secure connections  
 queryParameterization: boolean; // SQL injection prevention  
 roleBasedAccess: RoleConfiguration; // Permission management  
 auditLogging: AuditConfiguration; // Activity tracking  
 };  
   
 // Layer 4: Session Security  
 session: {  
 httpOnly: boolean; // Cookie security  
 secure: boolean; // HTTPS-only cookies  
 sameSite: 'strict'; // CSRF protection  
 maxAge: number; // Session timeout  
 };  
}

#### Data Protection Measures

// Sensitive data handling protocols  
interface DataProtection {  
 passwordHashing: {  
 algorithm: 'bcrypt';  
 saltRounds: 12;  
 pepper: string; // Additional secret  
 };  
   
 dataEncryption: {  
 atRest: {  
 database: 'AES-256-GCM';  
 fileSystem: 'AES-256-CBC';  
 };  
 inTransit: {  
 protocol: 'TLS 1.3';  
 cipherSuites: string[];  
 };  
 };  
   
 accessControl: {  
 rbac: RoleBasedAccessControl;  
 sessionManagement: SessionConfiguration;  
 auditLogging: AuditTrailConfiguration;  
 };  
}

## Performance Optimization

### Frontend Performance Strategies

// React performance optimization techniques  
interface PerformanceOptimizations {  
 // Code Splitting  
 routeBasedSplitting: {  
 implementation: 'React.lazy + Suspense';  
 chunkStrategy: 'route-based';  
 prefetching: boolean;  
 };  
   
 // State Management Optimization  
 stateOptimization: {  
 reactQuery: {  
 cacheTime: number; // 5 minutes  
 staleTime: number; // 30 seconds  
 refetchOnWindowFocus: boolean;  
 };  
 contextOptimization: {  
 splitContexts: boolean;  
 memoization: 'React.memo + useMemo';  
 };  
 };  
   
 // Rendering Performance  
 renderingOptimization: {  
 virtualScrolling: 'react-window';  
 memoization: 'React.memo';  
 callbackOptimization: 'useCallback';  
 imageOptimization: 'WebP with fallback';  
 };  
}

### Backend Performance Strategies

// Server-side performance optimizations  
interface BackendOptimizations {  
 // Database Optimization  
 database: {  
 connectionPooling: {  
 min: 2;  
 max: 10;  
 idleTimeoutMillis: 30000;  
 };  
 queryOptimization: {  
 indexStrategy: 'Composite indexes on frequent queries';  
 queryPlanning: 'EXPLAIN ANALYZE monitoring';  
 connectionReuse: boolean;  
 };  
 };  
   
 // Caching Strategy  
 caching: {  
 applicationCache: {  
 type: 'Memory-based';  
 ttl: number; // 300 seconds  
 maxSize: '100MB';  
 };  
 queryCache: {  
 implementation: 'Redis-compatible';  
 invalidationStrategy: 'Time-based + Event-driven';  
 };  
 };  
   
 // API Optimization  
 apiOptimization: {  
 compression: 'gzip';  
 pagination: 'Offset-based with limits';  
 fieldSelection: 'GraphQL-style field filtering';  
 rateLimiting: 'Token bucket algorithm';  
 };  
}

## Deployment Architecture

### Production Deployment Configuration

# Production deployment specifications  
production:  
 platform: "Replit Deployments"  
 runtime: "Node.js 20 LTS"  
 buildProcess:  
 frontend:  
 tool: "Vite"  
 target: "ES2020"  
 outputDir: "dist/public"  
 optimization:  
 minification: true  
 treeshaking: true  
 codesplitting: true  
 backend:  
 tool: "esbuild"  
 target: "node20"  
 outputDir: "dist"  
 bundling: true  
   
 environment:  
 NODE\_ENV: "production"  
 PORT: "dynamic" # Assigned by Replit  
 DATABASE\_URL: "postgresql://..." # Neon Database  
 JWT\_SECRET: "secure-random-string"  
   
 monitoring:  
 healthChecks: "/api/health"  
 logging: "structured JSON logs"  
 errorTracking: "built-in error handling"  
 metrics: "performance monitoring"

### Scalability Considerations

// System scalability architecture  
interface ScalabilityStrategy {  
 // Horizontal Scaling  
 horizontalScaling: {  
 loadBalancing: 'Replit built-in';  
 sessionStickiness: boolean;  
 statelessDesign: boolean;  
 };  
   
 // Database Scaling  
 databaseScaling: {  
 readReplicas: 'Neon Database branching';  
 connectionPooling: 'pgBouncer integration';  
 queryOptimization: 'Index-based performance';  
 };  
   
 // Caching Strategy  
 cachingStrategy: {  
 applicationCache: 'Memory-based caching';  
 databaseCache: 'Query result caching';  
 staticAssets: 'CDN distribution';  
 };  
   
 // Resource Management  
 resourceManagement: {  
 memoryOptimization: 'Garbage collection tuning';  
 cpuOptimization: 'Async/await patterns';  
 networkOptimization: 'HTTP/2 and compression';  
 };  
}

## Monitoring & Logging

### Comprehensive Monitoring Strategy

// Production monitoring implementation  
interface MonitoringConfiguration {  
 // Application Performance Monitoring  
 apm: {  
 responseTimeTracking: {  
 apiEndpoints: 'All REST endpoints';  
 databaseQueries: 'Slow query detection';  
 renderingPerformance: 'Client-side metrics';  
 };  
   
 errorTracking: {  
 serverErrors: '5xx HTTP status codes';  
 clientErrors: '4xx HTTP status codes';  
 javascriptExceptions: 'Unhandled promise rejections';  
 databaseErrors: 'Connection and query failures';  
 };  
 };  
   
 // Business Metrics  
 businessMetrics: {  
 complaintVolume: 'Daily submission counts';  
 resolutionRates: 'Status progression tracking';  
 userActivity: 'Login and session metrics';  
 systemUsage: 'Feature utilization analytics';  
 };  
   
 // Infrastructure Monitoring  
 infrastructure: {  
 serverHealth: 'CPU, memory, disk usage';  
 databaseHealth: 'Connection pool, query performance';  
 networkHealth: 'Request/response times';  
 securityMetrics: 'Authentication failures, suspicious activity';  
 };  
}

### Logging Implementation

// Structured logging configuration  
interface LoggingStrategy {  
 // Log Levels  
 levels: {  
 error: 'System errors and exceptions';  
 warn: 'Potential issues and degraded performance';  
 info: 'General application flow and business events';  
 debug: 'Detailed diagnostic information';  
 };  
   
 // Log Categories  
 categories: {  
 authentication: 'Login/logout events, security violations';  
 complaints: 'CRUD operations on complaint data';  
 api: 'Request/response logging with timing';  
 database: 'Query execution and performance metrics';  
 websocket: 'Real-time connection events';  
 };  
   
 // Log Format  
 format: {  
 structure: 'JSON for machine readability';  
 fields: ['timestamp', 'level', 'category', 'message', 'metadata'];  
 correlation: 'Request ID tracking across services';  
 };  
}

## 📊 System Specifications Summary

| Component | Technology | Version | Purpose |
| --- | --- | --- | --- |
| **Frontend Framework** | React + TypeScript | 18.3.1 + 5.8.3 | User interface development |
| **Backend Framework** | Express + Node.js | 4.21.2 + 20 LTS | Server-side application logic |
| **Database System** | PostgreSQL + Neon | 16 + Cloud | Data persistence and management |
| **Build Tools** | Vite + esbuild | 5.4.19 + 0.25.8 | Development and production builds |
| **UI Framework** | Tailwind + shadcn/ui | 3.4.17 + Latest | Consistent design system |
| **State Management** | TanStack Query | 5.60.5 | Server state and caching |
| **Real-time Communication** | WebSocket (ws) | 8.18.3 | Live updates and notifications |
| **Authentication** | JWT + bcryptjs | 9.0.2 + 3.0.2 | Secure user authentication |

**📋 Technical Documentation Control**

| Aspect | Details |
| --- | --- |
| **📄 Document Maintainer** | BN Group India Development Team |
| **📅 Update Schedule** | Quarterly technical reviews |
| **📊 Version Control** | Git-based documentation versioning |
| **🔒 Access Level** | Technical team and system administrators |
| **📝 Change Process** | Technical review and approval required |

*🏗️ This technical documentation provides comprehensive end-to-end details for the BN Support Desk complaint management system. It serves as the authoritative reference for system architecture, implementation details, and operational procedures.*

*🔒 For internal technical use only. Contains proprietary system architecture and implementation details.*

**🏢 BN Group India - Technical Excellence Through Innovation**

server/  
├── index.ts # Main server entry point  
├── routes.ts # API route definitions  
├── storage.ts # Database abstraction layer  
├── db.ts # Database connection management  
├── email-service.ts # Email functionality  
└── vite.ts # Vite integration for development

#### API Design Patterns

1. **RESTful Endpoints**: Standard HTTP methods (GET, POST, PUT, DELETE)
2. **Error Handling**: Consistent error response format
3. **Validation**: Input validation using Zod schemas
4. **Response Format**: Standardized JSON response structure
5. **Status Codes**: Proper HTTP status code usage

#### Session Management

* **Storage**: PostgreSQL-based session store
* **Security**: Secure session cookies with httpOnly flag
* **Expiration**: 24-hour session timeout
* **Cleanup**: Automatic expired session removal

## Data Flow & Processes

### User Authentication Flow

1. User Access → Login Page  
2. Credentials Input → Frontend Validation  
3. API Request → Server Authentication  
4. Database Query → User Verification  
5. Session Creation → Secure Cookie  
6. Dashboard Redirect → Authenticated State

### Complaint Management Flow

1. Complaint Creation/Update → Form Submission  
2. Client Validation → Zod Schema Validation  
3. API Request → Server Processing  
4. Database Transaction → Data Persistence  
5. Response Generation → Client Update  
6. UI Refresh → Real-time Dashboard Update

### Data Export Process

1. Export Request → Client Trigger  
2. Data Query → Database Retrieval  
3. Processing → Excel File Generation  
4. Response → File Download Stream  
5. Client Download → Browser Download Manager

### Email Report Generation

1. Scheduled Trigger → Daily 9 AM  
2. Data Aggregation → Analytics Calculation  
3. Report Generation → HTML Email Template  
4. SMTP Delivery → Brevo Email Service  
5. Delivery Confirmation → Log Entry

## User Experience Journey

### Login Experience

1. **Welcome Screen**
   * BN Group branding and logo
   * Clean, professional design
   * Blue gradient background
   * “Building Nation” tagline
2. **Authentication Process**
   * Username/password input fields
   * Password visibility toggle
   * Input validation feedback
   * Loading states during authentication
3. **Success Navigation**
   * Automatic redirect to dashboard
   * Profile loading in sidebar
   * Initial data population

### Dashboard Experience

1. **Initial Load**
   * Quick loading skeleton states
   * Progressive data loading
   * Real-time statistics display
2. **Interactive Elements**
   * Collapsible sidebar navigation
   * Responsive chart interactions
   * Tooltip information on hover
3. **Data Visualization**
   * Status distribution charts
   * Interactive India map
   * Regional complaint markers
   * Real-time data updates

### Complaint Management Experience

1. **List View**
   * Searchable complaint table
   * Sortable columns
   * Filter capabilities
   * Pagination for large datasets
2. **Detail Management**
   * Inline editing capabilities
   * Priority assignment
   * Status workflow management
   * Export functionality

### Settings & Profile Experience

1. **Profile Management**
   * Real-time profile updates
   * Input validation
   * Immediate sidebar reflection
   * Persistent data storage
2. **Email Configuration**
   * Report recipient management
   * Test email functionality
   * SMTP configuration status

## Database Design

### Schema Design Principles

* **Normalization**: Third normal form compliance
* **Referential Integrity**: Foreign key constraints
* **Data Types**: Appropriate PostgreSQL types
* **Indexing**: Strategic index placement for performance

### Table Structures

#### Users Table

CREATE TABLE users (  
 id SERIAL PRIMARY KEY,  
 username VARCHAR(255) UNIQUE NOT NULL,  
 password VARCHAR(255) NOT NULL,  
 email VARCHAR(255),  
 first\_name VARCHAR(255),  
 last\_name VARCHAR(255),  
 phone VARCHAR(20),  
 role VARCHAR(50) DEFAULT 'admin',  
 created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,  
 updated\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP  
);  
  
-- Indexes  
CREATE INDEX idx\_users\_username ON users(username);  
CREATE INDEX idx\_users\_email ON users(email);

#### Complaints Table

CREATE TABLE complaints (  
 id SERIAL PRIMARY KEY,  
 yearly\_sequence\_number INTEGER,  
 complaint\_date DATE NOT NULL,  
 status VARCHAR(50) DEFAULT 'new',  
 priority VARCHAR(20) DEFAULT 'medium',  
 depo\_party\_name VARCHAR(255),  
 email VARCHAR(255),  
 contact\_number VARCHAR(20),  
 product\_name VARCHAR(255),  
 place\_of\_supply VARCHAR(255),  
 area\_of\_concern VARCHAR(255),  
 complaint\_type VARCHAR(255),  
 voice\_of\_customer TEXT,  
 created\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,  
 updated\_at TIMESTAMP DEFAULT CURRENT\_TIMESTAMP  
);  
  
-- Indexes  
CREATE INDEX idx\_complaints\_status ON complaints(status);  
CREATE INDEX idx\_complaints\_date ON complaints(complaint\_date);  
CREATE INDEX idx\_complaints\_priority ON complaints(priority);  
CREATE INDEX idx\_complaints\_region ON complaints(place\_of\_supply);

#### Complaint History Table

CREATE TABLE complaint\_history (  
 id SERIAL PRIMARY KEY,  
 complaint\_id INTEGER REFERENCES complaints(id),  
 old\_status VARCHAR(50),  
 new\_status VARCHAR(50),  
 changed\_by VARCHAR(255),  
 change\_date TIMESTAMP DEFAULT CURRENT\_TIMESTAMP,  
 notes TEXT  
);  
  
-- Indexes  
CREATE INDEX idx\_history\_complaint\_id ON complaint\_history(complaint\_id);  
CREATE INDEX idx\_history\_change\_date ON complaint\_history(change\_date);

### Data Relationships

Users (1) ←→ (∞) Complaints (via changed\_by in history)  
Complaints (1) ←→ (∞) Complaint History

### Data Integrity Constraints

* **Primary Keys**: Auto-incrementing serial IDs
* **Foreign Keys**: Referential integrity enforcement
* **Check Constraints**: Valid status and priority values
* **Not Null Constraints**: Required field enforcement
* **Unique Constraints**: Username uniqueness

## API Architecture

### Endpoint Structure

#### Authentication Endpoints

POST /api/admin/login  
Body: { username: string, password: string }  
Response: { success: boolean, message?: string }

#### Profile Management

GET /api/profile  
Response: { firstName: string, lastName: string, email: string, phone: string }  
  
POST /api/profile  
Body: { firstName?: string, lastName?: string, email?: string, phone?: string }  
Response: { message: string, user: UserProfile }

#### Complaint Endpoints

GET /api/complaints  
Query: { status?, priority?, dateFrom?, dateTo? }  
Response: Complaint[]  
  
GET /api/complaints/stats  
Response: { total: number, new: number, inProgress: number, resolved: number, closed: number }  
  
GET /api/complaints/trends  
Response: { monthly: TrendData[], regional: RegionalData[] }  
  
POST /api/complaints/export  
Response: Excel file stream

#### Settings Endpoints

GET /api/settings/email  
Response: { reportEmail: string }  
  
POST /api/settings/email  
Body: { reportEmail: string }  
Response: { message: string, reportEmail: string }

### Response Standards

#### Success Response Format

{  
 data?: any,  
 message?: string,  
 status: 'success'  
}

#### Error Response Format

{  
 error: string,  
 message: string,  
 status: 'error',  
 code?: number  
}

### Request/Response Middleware

1. **CORS Handling**: Cross-origin request support
2. **Body Parsing**: JSON request body parsing
3. **Error Handling**: Global error catching and formatting
4. **Logging**: Request/response logging for debugging
5. **Rate Limiting**: Protection against abuse (if implemented)

## Security Implementation

### Authentication Security

1. **Password Security**
   * bcrypt hashing with salt rounds (10)
   * Secure password storage
   * No plain text passwords
2. **Session Security**
   * HTTPOnly secure cookies
   * Session timeout management
   * PostgreSQL session storage
3. **Input Validation**
   * Zod schema validation
   * SQL injection prevention
   * XSS protection through React

### Database Security

1. **Connection Security**
   * Encrypted connections (SSL/TLS)
   * Environment variable credentials
   * Connection pooling for efficiency
2. **Access Control**
   * Limited database user permissions
   * Application-level access control
   * No direct database access from client

### Application Security

1. **HTTPS Enforcement**
   * TLS encryption in production
   * Secure cookie transmission
   * Protected API endpoints
2. **Data Protection**
   * Input sanitization
   * Output encoding
   * CSRF protection through SameSite cookies

## Performance Optimization

### Frontend Optimization

1. **Code Splitting**
   * Route-based code splitting
   * Lazy component loading
   * Dynamic imports for large libraries
2. **Caching Strategy**
   * TanStack Query caching
   * Browser cache optimization
   * Static asset caching
3. **Bundle Optimization**
   * Tree shaking for unused code
   * Minification and compression
   * Optimized asset delivery

### Backend Optimization

1. **Database Optimization**
   * Strategic indexing
   * Query optimization
   * Connection pooling
2. **API Performance**
   * Response compression (gzip)
   * Efficient data serialization
   * Minimal data transfer
3. **Memory Management**
   * Garbage collection optimization
   * Memory leak prevention
   * Efficient data structures

### Database Performance

1. **Query Optimization**
   * Index usage analysis
   * Query execution plan review
   * Efficient JOIN operations
2. **Connection Management**
   * Connection pooling
   * Connection timeout management
   * Resource cleanup

## Deployment Architecture

### Development Environment

┌─────────────────────────────────────────┐  
│ Replit Environment │  
├─────────────────────────────────────────┤  
│ Node.js 20 Runtime │  
│ Vite Development Server (Port 5000) │  
│ Hot Module Replacement │  
│ TypeScript Compilation │  
│ Real-time Code Updates │  
└─────────────────────────────────────────┘

### Production Deployment Options

#### Replit Deployments

┌─────────────────────────────────────────┐  
│ Replit Deployment │  
├─────────────────────────────────────────┤  
│ Automatic Build Process │  
│ Static Asset Optimization │  
│ TLS Certificate Management │  
│ Custom Domain Support │  
│ Health Monitoring │  
│ Auto-scaling (Basic) │  
└─────────────────────────────────────────┘

#### External Hosting (Recommended)

┌─────────────────────────────────────────┐  
│ Cloud Platform │  
├─────────────────────────────────────────┤  
│ Vercel/Netlify/Railway │  
│ CDN Integration │  
│ Environment Variable Management │  
│ Automatic Deployments │  
│ Performance Monitoring │  
│ Scaling & Load Balancing │  
└─────────────────────────────────────────┘

### Database Deployment

┌─────────────────────────────────────────┐  
│ Neon Database Cloud │  
├─────────────────────────────────────────┤  
│ Managed PostgreSQL 16 │  
│ Automatic Backups │  
│ Connection Pooling │  
│ Point-in-time Recovery │  
│ High Availability │  
│ Regional Distribution │  
└─────────────────────────────────────────┘

### Environment Configuration

# Environment Variables  
DATABASE\_URL=postgresql://user:pass@host:port/db?sslmode=require  
NODE\_ENV=production  
PORT=5000  
SESSION\_SECRET=secure\_random\_string  
BREVO\_API\_KEY=smtp\_api\_key (optional)

## Monitoring & Logging

### Application Monitoring

#### Client-Side Monitoring

1. **Error Tracking**
   * JavaScript error catching
   * Unhandled promise rejection monitoring
   * Component error boundaries
2. **Performance Monitoring**
   * Page load time tracking
   * API response time measurement
   * User interaction monitoring

#### Server-Side Monitoring

1. **Request Logging**
   * HTTP request/response logging
   * API endpoint usage tracking
   * Error rate monitoring
2. **System Monitoring**
   * Memory usage tracking
   * CPU utilization monitoring
   * Database connection pool status

### Database Monitoring

1. **Query Performance**
   * Slow query identification
   * Query execution time tracking
   * Index usage analysis
2. **Connection Monitoring**
   * Active connection count
   * Connection pool efficiency
   * Database response times

### Log Management

#### Log Levels

* **ERROR**: Critical application errors
* **WARN**: Warning conditions
* **INFO**: Informational messages
* **DEBUG**: Detailed debugging information

#### Log Format

{  
 "timestamp": "2025-07-23T03:00:00.000Z",  
 "level": "INFO",  
 "message": "User login successful",  
 "userId": "temp",  
 "ip": "192.168.1.1",  
 "userAgent": "Mozilla/5.0..."  
}

#### Log Storage

* **Development**: Console output
* **Production**: File system or log aggregation service
* **Retention**: 30 days for application logs

### Health Checks

#### Application Health Endpoints

GET /health  
Response: {  
 status: 'healthy' | 'unhealthy',  
 timestamp: string,  
 uptime: number,  
 database: 'connected' | 'disconnected',  
 memory: { used: number, total: number }  
}

#### Monitoring Alerts

1. **Application Down**: 5xx error rate > 10%
2. **Database Issues**: Connection failures
3. **Performance Degradation**: Response time > 5 seconds
4. **Memory Issues**: Memory usage > 80%

## Maintenance & Operations

### Routine Maintenance Tasks

#### Daily Operations

* System health verification
* Log file review
* Performance metrics check
* Database backup verification

#### Weekly Maintenance

* Security update review
* Performance optimization
* Data quality assessment
* User feedback review

#### Monthly Maintenance

* Full system backup
* Security audit
* Performance analysis
* Capacity planning review

### Backup & Recovery Strategy

#### Automated Backups

* **Frequency**: Continuous (point-in-time recovery)
* **Retention**: 7 days (Neon free tier)
* **Verification**: Daily backup integrity check

#### Manual Backup Process

1. Database schema export
2. Complete data export
3. Configuration backup
4. Code repository backup

#### Recovery Procedures

1. **Point-in-time Recovery**: For recent data loss
2. **Full Restore**: For major data corruption
3. **Application Recovery**: For system failures
4. **Configuration Recovery**: For setup issues

### Scaling Considerations

#### Horizontal Scaling

* Load balancer configuration
* Multiple application instances
* Database read replicas
* CDN implementation

#### Vertical Scaling

* Increased server resources
* Database resource scaling
* Memory optimization
* CPU optimization

## Integration Capabilities

### Email Integration

* **Provider**: Brevo SMTP service
* **Features**: Daily reports, notifications
* **Configuration**: SMTP credentials in environment
* **Monitoring**: Delivery success tracking

### Export Integration

* **Format**: Excel (.xlsx)
* **Library**: xlsx npm package
* **Features**: Complete data export, filtered exports
* **Performance**: Optimized for large datasets

### Future Integration Possibilities

1. **SMS Notifications**: Twilio integration
2. **File Storage**: AWS S3 or similar
3. **Analytics**: Google Analytics integration
4. **CRM Systems**: Salesforce or HubSpot
5. **Reporting Tools**: Power BI or Tableau

## Development Guidelines

### Code Quality Standards

1. **TypeScript**: Strict type checking
2. **ESLint**: Code quality enforcement
3. **Prettier**: Code formatting consistency
4. **Testing**: Unit and integration tests (when implemented)

### Git Workflow

1. **Branching Strategy**: Feature branches
2. **Commit Messages**: Conventional commit format
3. **Code Reviews**: Pull request reviews
4. **Deployment**: Automated deployment from main branch

### Documentation Standards

1. **Code Comments**: Inline documentation
2. **API Documentation**: OpenAPI/Swagger specs
3. **README**: Setup and usage instructions
4. **Changelog**: Version history tracking

## Support & Troubleshooting

### Common Issues & Solutions

#### Login Problems

* **Issue**: Cannot login with temp/temp
* **Solution**: Verify username is lowercase “temp”
* **Escalation**: Check database user record

#### Data Loading Issues

* **Issue**: Dashboard shows loading indefinitely
* **Solution**: Check database connectivity
* **Escalation**: Review server logs for errors

#### Export Failures

* **Issue**: Excel export not downloading
* **Solution**: Check browser popup blocker
* **Escalation**: Verify server-side export generation

#### Email Delivery Problems

* **Issue**: Daily reports not received
* **Solution**: Verify email configuration in settings
* **Escalation**: Check SMTP service status

### Performance Troubleshooting

1. **Slow Loading**: Check network connectivity and server performance
2. **High Memory Usage**: Review application memory leaks
3. **Database Timeouts**: Check query performance and connection pool
4. **Export Timeouts**: Optimize data retrieval and processing

### Support Escalation Process

1. **Level 1**: Application-level troubleshooting
2. **Level 2**: System-level diagnosis
3. **Level 3**: Infrastructure and hosting support
4. **Level 4**: Vendor support (Neon Database, hosting provider)
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