**Yashwant Desai – Assignment 24**

1. What is the relationship between def statements and lambda expressions ?

Answer: Both def statements and lambda expressions are used for defining functions but they serve different purposes based on their characteristics and use cases. Def functions are more versatile and allow for complex logic, multiple statements, and better readability due to their named nature. Lambda expressions are more concise and are often used when you need a small function for a short and straightforward task especially in scenarios where you would pass a function as an argument to another function.

Def statement:
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Lambda expression:
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2. What is the benefit of lambda?

Answer: for certain tasks using lambda expressions can help reduce the complexity of the code by eliminating the need to define a separate named function for a simple operation. Lambda expressions allow us to define small, simple functions in a compact and concise manner. Lambda expressions are anonymous functions, meaning they don't need a formal name.

3. Compare and contrast map, filter, and reduce.

Answer: The map is used to transform each element of a sequence based on some function and get a new iterable with the transformed values. The filter is used to selectively extract elements from a sequence based on a condition defined by the function. The reduce is used when you need to perform cumulative calculations or aggregations on elements of a sequence.

Map: Applies a function to each element and returns an iterable with the results.

Filter: Selectively filters elements based on a given function's condition.

Reduce: Cumulatively performs an operation on sequential pairs of elements, reducing them to a single value.

4. What are function annotations, and how are they used?

Answer: Function annotations are specified using a colon (:) following the parameter or return type. Function annotations are primarily used for documentation purposes to provide hints about the function's intended usage and the expected data types.

![](data:image/png;base64,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)

5. What are recursive functions, and how are they used?

Answer: Recursive functions are functions that call themselves to solve a problem. Recursive function in Python has two parts.

1 Base Case - This helps us to terminate the recursive function. It is a simple case that can be answered directly and doesn't use recursion. If satisfied, it returns the final computable answer. If this is omitted, the function will run till infinity.

2 General /Recursive Case - This case uses recursion and is called unless the base condition is satisfied.

Below is an example of recursive function
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6. What are some general design guidelines for coding functions?

Answer: General design guidelines for coding functions are; each function should have a clear purpose and should ideally perform only one specific task. Use descriptive and meaningful names for your functions. Choose appropriate parameter names. Handle errors gracefully using try-except blocks.

7. Name three or more ways that functions can communicate results to a caller.

Answer: Functions can communicate results to a caller in various ways. The common methods are: 1 Return Statement 2 Using Global Variables 3 Modifying Mutable Objects. The return statement is the most common and preferred way to communicate results in Python functions. Below is an example.
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**Regards,**

**Yashwant**