**Learn Java: Methods**

**Introduction**

In the last lesson, we learned that objects have state and behavior. We have seen how to give objects state through instance fields. Now, we’re going to learn how to create object *behavior* using [methods](https://www.codecademy.com/resources/docs/java/methods?page_ref=catalog) Remember our example of a Savings Account.
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The state tells us what a savings account should know:

* The balance of money available

The behavior tells us what tasks a savings account should be able to perform:

* Depositing - increasing the amount available
* Withdrawing - decreasing the amount available
* Checking the balance - displaying the amount available.

Methods are repeatable, modular blocks of code used to accomplish specific tasks. We have the ability to define our own methods that will take input, do something with it, and return the kind of output we want.

Looking at the example above, recreating a savings account is no easy task. How can one program tackle such a large problem? This is where methods with their ability to accomplish smaller, specific tasks come in handy. Through *method decomposition*, we can use methods to break down a large problem into smaller, more manageable problems.

Methods are also reusable. Imagine we wrote a sandwich-making program that used 20 lines of code to make a single sandwich. Our program would become very long very quickly if we were making multiple sandwiches. By creating a makeSandwich() method, we can make a sandwich anytime simply by calling it.

makeSandwich( )

In this lesson, we’ll learn how to create and call our very own methods inside of our programs.

**Keep Reading: AP Computer Science A Students**

If we were to share this sandwich-making program with another person, they wouldn’t have to understand how makeSandwich() worked. If we wrote our program well, all they would need to know is that if they called makeSandwich(), they would receive a sandwich. This concept is known as procedural abstraction: knowing what a method does, but not how it accomplishes it.

Example

1. Look at the code editor in the file **Main.java**. We have created a Main class with no method except main() and the class constructor.

Run the code and observe the output.

Notice that main() is very lengthy and contains many print statements. The

repetitive code can be tedious to write if we need to make more than five deposits.

In this lesson, we’ll learn how to make methods to deposit, withdraw, and check

account balance for the SavingsAccount class.

// savingsAccount.java file

public class savingsAccount {

        int balance;

        public SavingsAccount(int initialBalance){

          balance = initialBalance;

        }

      }

public class Main {

    public static void main(String[] args) {

      SavingsAccount savings = new SavingsAccount(2000);

      // Check balance:

      System.out.println("Hello!");

      System.out.println("Your balance is " + savings.balance);

      // Withdrawing:

      int afterWithdraw = savings.balance - 300;

      savings.balance = afterWithdraw;

      System.out.println("You just withdrew " + 300);

      // Check balance:

      System.out.println("Hello!");

      System.out.println("Your balance is " + savings.balance);

      // Deposit:

      int afterDeposit = savings.balance + 600;

      savings.balance = afterDeposit;

      System.out.println("You just deposited " + 600);

      // Check balance:

      System.out.println("Hello!");

      System.out.println("Your balance is " + savings.balance);

      // Deposit:

      int afterDeposit2 = savings.balance + 600;

      savings.balance = afterDeposit2;

      System.out.println("You just deposited " + 600);

      // Check balance:

      System.out.println("Hello!");

      System.out.println("Your balance is " + savings.balance);

    }

  }

### Defining Methods

If we were to define a checkBalance() method for the Savings Account example we talked about earlier, it would look like the following:

public void checkBalance(){  
  System.out.println("Hello!");  
  System.out.println("Your balance is " + balance);  
}

The first line, public void checkBalance(), is the method declaration. It gives the program some information about the method:

* public means that other [classes](https://www.codecademy.com/resources/docs/java/classes) can access this method. We will learn more about that later in the course.
* The void keyword means that there is no specific [output](https://www.codecademy.com/resources/docs/java/output) from the method. We will see [methods](https://www.codecademy.com/resources/docs/java/methods) that are not void later in this lesson, but for now, all of our methods will be void.
* checkBalance() is the name of the method.

Every method has its own unique *method signature* which is composed of the method’s name and its parameter type. In this example, the method signature is checkBalance().

The two print statements are inside the *body* of the method, which is defined by the curly braces: { and }.

Anything we can do in our main() method, we can do in other methods! All of the Java tools you know, like the math and comparison [operators](https://www.codecademy.com/resources/docs/java/operators), can be used to make interesting and useful methods.

**Keep Reading: AP Computer Science A Students**

checkBalance() is considered a non-static method because its signature does not include the keyword static like the main() method does. We’ll learn more about non-static methods later in this course.

### Example

### 1. In the **Store** class, add a new method called **advertise()** that is accessible by other classes and does not return anything. Don’t add anything to the body of the method.

Well done! Let’s add some print statements inside our advertise() method. Print these two statements:

"Come spend some money!"

"Selling <productType>!"

The value stored in the variable <productType> should be printed instead of “productType” string.

Don’t worry if you are not able to see the output. We’ll learn how to use the advertise() method in later exercises.

public class Store {

  // instance fields

  String productType;

  // constructor method

  public Store(String product) {

    productType = product;

  }

// Add advertise method below

  public void advertise()

  {

    System.out.println("Come spend some money!" );

 System.out.println("Selling " + productType +" !");

  }

}

public class Main {

  public static void main(String[] args) {

  }

}

### Calling Methods

When we add a non-static method to a class, it becomes available to use on an object of that class. In order to have our [methods](https://www.codecademy.com/resources/docs/java/methods) get executed, we must *call* the method on the object we created.

Let’s add a non-static startEngine() method to our Car class from the previous lesson. Inside the main() method, we’ll call startEngine() on the myFastCar object:

class Car {  
  
  String color;  
  
  public Car(String carColor) {  
    color = carColor;  
  }  
  
  public void startEngine() {  
    System.out.println("Starting the car!");  
    System.out.println("Vroom!");  
  }  
  
  public static void main(String[] args){  
    Car myFastCar = new Car("red");  
    // Call a method on an object   
    myFastCar.startEngine();  
    System.out.println("That was one fast car!");  
  }  
}

Let’s take a closer look at the method call:

myFastCar.startEngine();

First, we reference our object myFastCar. Then, we use the *dot operator* (.) to call the method startEngine(). Note that we must include parentheses () after our method name in order to call it.

If we run the above program, we will get the following [output](https://www.codecademy.com/resources/docs/java/output)

Starting the car!  
Vroom!  
That was one fast car!

Code generally runs in a top-down order where code execution starts at the top of a program and ends at the bottom of a program; however, methods are ignored by the [compiler](https://www.codecademy.com/resources/docs/java/compiler) unless they are being called.

When a method is called, the compiler executes every statement contained within the method. Once all method instructions are executed, the top-down order of execution continues. This is why Starting the car! and Vroom! are outputted before That was one fast car!.

Now our Store class has a new method called advertise(), but we didn’t see its output.

In the main() method of **Main.java**, call the advertise() method of the lemonadeStand instance and observe the displayed output.

### Now, replace the argument “Lemonade” with “Coffee” in the instance definition and run the code.

public class Main {

  public static void main(String[] args) {

    Store lemonadeStand = new Store("Coffee");

    lemonadeStand.advertise();

  }

}

public class Store {

  // instance fields

  String productType;

  // constructor method

  public Store(String product) {

    productType = product;

  }

  // advertise method

  public void advertise() {

    System.out.println("Selling " + productType + "!");

    System.out.println("Come spend some money!");

  }

}

### Scope;

A method is a task that an object of a class performs.

We mark the domain of this task using curly braces: {, and }. Everything inside the curly braces is part of the task. This domain is called the *scope* of a method.

We can’t access [variables](https://www.codecademy.com/resources/docs/java/variables) that are declared inside a method in code that is outside the scope of that method.

Looking at the Car class again:

class Car {  
  String color;  
  int milesDriven;  
  
  public Car(String carColor) {  
    color = carColor;  
    milesDriven = 0;           
  }  
  
  public void drive() {  
     String message = "Miles driven: " + milesDriven;  
     System.out.println(message);  
  }  
  
  public static void main(String[] args){  
     Car myFastCar = new Car("red");  
     myFastCar.drive();  
  }  
}

The variable message, which is declared and initialized inside of drive, cannot be used inside of main()! It only exists within the *scope* of the drive() method.

However, milesDriven, which is declared at the top of the class, can be used inside all [methods](https://www.codecademy.com/resources/docs/java/methods) in the class, since it is in the scope of the whole class.

### Example

1.Let’s see how the scope works!

Inside the **Store.java** file, check out the advertise() method. Notice how we are using productType.

Now, replace the productType variable with the product variable inside the advertise() method.

When you run the code, you will notice an error has occurred. This is due to the product variable not being in the advertise() method’s scope. The variable product was declared in the constructor, so we are not able to access it.

2.To correct the error from the previous checkpoint, in the advertise() method, change the product variable back to productType.

Switch over to **Main.java** and run your code.

public class Store {

  // instance fields

  String productType;

  // constructor method

  public Store(String product) {

    productType = product;

  }

  // advertise method

  public void advertise() {

    String message = "Selling " + productType + "!";

    System.out.println(message);

  }

}

// mian.java

public class Main {

  public static void main(String[] args) {

    String cookie = "Cookies";

    Store cookieShop = new Store(cookie);

    cookieShop.advertise();

 }

}

### Adding Parameters

We saw how a method’s scope prevents us from using [variables](https://www.codecademy.com/resources/docs/java/variables) declared in one method in another method. What if we had some information in one method that we needed to pass into another method?

Similar to how we added parameters to [*constructors*](https://www.codecademy.com/resources/docs/java/constructors), we can customize all other [methods](https://www.codecademy.com/resources/docs/java/methods) to accept parameters. For example, in the following code, we create a startRadio() method that accepts a double parameter, stationNum, and a String parameter called stationName:

class Car {  
  
  String color;  
  
  public Car(String carColor) {  
    color = carColor;          
  }  
  
  public void startRadio(double stationNum, String stationName) {  
    System.out.println("Turning on the radio to " + stationNum + ", " + stationName + "!");  
    System.out.println("Enjoy!");  
  }  
  
  public static void main(String[] args){  
    Car myCar = new Car("red");  
    myCar.startRadio(103.7, "Meditation Station");  
  }  
}

Adding parameter values impacts our method’s signature. Like constructor signatures, the method signature includes the method name as well as the parameter types of the method. The signature of the above method is startRadio(double, String).

In the main() method, we call the startRadio() method on the myCar object and provide a double argument of 103.7 and String argument of "Meditation Station", resulting in the following output:

Turning on the radio to 103.7, Meditation Station!  
Enjoy!

Note that when we call on a method with multiple parameters, the arguments given in the call must be placed in the same order as the parameters appear in the signature. If the argument types do not match the parameter types, we’ll receive an error.

**Keep Reading: AP Computer Science A Students**

Through method overloading, our Java programs can contain multiple methods with the same name as long as each method’s parameter list is unique. For example, we can recreate our above program to contain two startRadio() methods:

// Method 1  
public void startRadio(double stationNum, String stationName) {  
  System.out.println("Turning on the radio to " + stationNum + ", " + stationName + "!");  
  System.out.println("Enjoy!");  
}  
    
// Method 2  
public void startRadio(double stationNum) {  
  System.out.println("Turning on the radio to " + stationNum + "!");  
}  
  
public static void main(String[] args){  
  Car myCar = new Car("red");  
  // Calls the first startRadio() method  
  myCar.startRadio(103.7, "Meditation Station");  
  
  // Calls the second startRadio() method  
  myCar.startRadio(98.2);  
}

### Example

1.Let’s create a method to greet the customers.

In Store.java, add a greetCustomer() method to the Store class that is accessible by other classes and does not return anything.

*Note: it is okay to get an error regarding a missing main() method. The main() method is defined in* ***Main.java****.*

### 2. Now, add a **String** parameter to the **greetCustomer()** method called **customerName**.

3. Inside greetCustomer(), print a string that has the following format:

"Welcome to the store, " + customerName + "!"

### 4. Inside the **main()** method of **Main.java**, call the greetCustomer() method on the **lemonadeStand** object. Pass in a name of your choice!

// store.java

public class Store {

  // instance fields

  String productType;

  // constructor method

  public Store(String product) {

    productType = product;

  }

  // advertise method

  public void advertise() {

    String message = "Selling " + productType + "!";

    System.out.println(message);

  }

  // greetCustomer() method

  public void greetCustomer(String customerName)

  {

System.out.println("Welcome to the store, " + customerName + "!");

  }

}

// main.java

public class Main{

  public static void main(String[] args) {

    Store lemonadeStand = new Store("Lemonade");

    lemonadeStand.greetCustomer("yashwanth hk");

  }

}

### Reassigning Instance Fields

Earlier, we thought about a Savings Account as a type of object we could represent in Java.Two of the [methods](https://www.codecademy.com/resources/docs/java/methods) we need are depositing and withdrawing:

public class SavingsAccount{  
  double balance;  
  public SavingsAccount(double startingBalance){  
    balance = startingBalance;  
  }  
  
  public void deposit(double amountToDeposit){  
     //Add amountToDeposit to the balance  
  }  
  
  public void withdraw(double amountToWithdraw){  
     //Subtract amountToWithdraw from the balance  
  }  
  
  public static void main(String[] args){  
  }  
}

These methods would change the value of the variable balance. We can *reassign* balance to be a new value by using our assignment operator, =, again.

public void deposit(double amountToDeposit){  
  double updatedBalance = balance + amountToDeposit;  
  balance = updatedBalance;  
}

Now, when we call deposit(), it should change the value of the instance field balance:

public static void main(String[] args){  
  SavingsAccount myAccount = new SavingsAccount(2000);  
  System.out.println(myAccount.balance);  
  myAccount.deposit(100);  
  System.out.println(myAccount.balance);  
}

This code first prints 2000, the initial value of myAccount.balance, and then prints 2100, which is the value of myAccount.balance after the deposit() method has run.

Changing instance fields is how we change the state of an object and make our objects more flexible and realistic.

### Example

1.We have added a new instance field to our Store class called price and an empty increasePrice() method.

Add a parameter double priceToAdd to the increasePrice() method.

*Note: it is okay to get an error regarding a missing main() method. The main() method is defined in* ***Main.java****.*

2.We need to create a variable to store the increased price of our product.

Inside increasePrice(), create a new variable called double newPrice and set it equal to the addition of price and priceToAdd.

*newPrice = price + priceToAdd*

### 3.Inside the **increasePrice()** method, assign the **newPrice** to the instance field **price**.

4.Let’s use our increasePrice() method inside main() in **Main.java**.

Increase the price of lemonadeStand by 1.50 using increasePrice() method.

Print the instance field price to see the updated price of lemonadeStand.

public class Store {

  // instance fields

  String productType;

  public double price;

  // constructor method

  public Store(String product, double initialPrice) {

    productType = product;

    price = initialPrice;

  }

  // increase price method

  public void increasePrice(double priceToAdd){

      double newPrice = price + priceToAdd;

      price = newPrice;

  }

}

// main .java

// Main.java

public class Main {

  public static void main(String[] args) {

 Store lemonadeStand = new Store("Lemonade", 3.75);

lemonadeStand.increasePrice(1.50);

System.out.println(lemonadeStand.price);

  }

}

Returns

Remember, [variables](https://www.codecademy.com/resources/docs/java/variables) can only exist in the *scope* that they were declared in. We can use a value outside of the method it was created in if we *return* it from the method.

We return a value by using the keyword return:

public int numberOfTires() {  
   int tires = 4;  
   // return statement  
   return tires;  
}

This method, called numberOfTires(), returns 4. Once the return statement is executed, the [compiler](https://www.codecademy.com/resources/docs/java/compiler) exits the function. Any code that exists after the return statement in a function is ignored.

In past exercises, when creating new [methods](https://www.codecademy.com/resources/docs/java/methods), we used the keyword void. Here, we are replacing void with int, to signify that the *return type* is an int.

The void keyword (which means “completely empty”) indicates that no value is returned after calling that method.

A non-void method, like numberOfTires() returns a value when it is called. We can use datatype keywords (such as int, char, etc.) to specify the type of value the method should return. The return value’s type must match the return type of the method. If the return expression is compatible with the return type, a copy of that value gets returned in a process known as *return by value*.

Unlike void methods, non-void methods can be used as either a variable value or as part of an expression like so:

public static void main(String[] args){  
    Car myCar = new Car("red");  
    int numTires = myCar.numberOfTires();  
}

Within main(), we called the numberOfTires() method on myCar. Since the method returns an int value of 4, we store the value in an integer variable called numTires. If we printed numTires, we would see 4.

**Keep Reading: AP Computer Science A Students**

We learned how to return primitive values from a method, but what if we wanted our method to return an object? Returning an object works a little differently than returning a primitive value. When we return a primitive value, a copy of the value is returned; however, when we return an object, we return a reference to the object instead of a copy of it.

Let’s create a second class, carLot, that takes in a Car as a parameter and contains a method which returns a Car object.

class CarLot {  
    Car carInLot;  
    public CarLot(Car givenCar) {  
        carInLot = givenCar;  
    }  
  
    public Car returnACar() {  
        // return Car object  
        return carInLot;  
    }  
  
    public static void main(String[] args) {  
        Car myCar = new Car("red", 70);  
        System.out.println(myCar);   
        CarLot myCarLot = new CarLot(myCar);  
        System.out.println(myCarLot.returnACar());  
    }  
}

This code outputs the same memory address because myCar and carInLot have the same reference value:

Car@2f333739  
Car@2f333739

example

1.Add a new method called getPriceWithTax() in the Store class that will return the price of the product including the tax.

Set the return type to double to indicate that it returns a double value, and it should take in no parameters.

For now, leave the body of the method empty.

2. Inside the Store class, we have an instance field called double tax with the value of 0.08.

We need another variable to calculate the total price of the product including tax.

Inside the getPriceWithTax() method, create a variable called totalPrice of type double and set it equal to the new price with tax. The formula for calculating a price with tax is the following:

*totalPrice=price+price×tax*

*Note: for testing purposes, please write the formula exactly as we have shown it. The tests may fail otherwise.*

3. At the end of getPriceWithTax() method, return the variable totalPrice.

4. Inside main() in **Main.java**, create a double variable lemonadePrice and set it to lemonadeStand.getPriceWithTax().

Also, print your results.

public class Store {

  // instance fields

  String productType;

  double price;

  double tax = 0.08;

  // constructor method

  public Store(String product, double initialPrice) {

    productType = product;

    price = initialPrice;

  }

  // increase price method

  public void increasePrice(double priceToAdd){

    double newPrice = price + priceToAdd;

    price = newPrice;

  }

  // get price with tax method

  public double getPriceWithTax(){

    double totalPrice = price + price \* tax;

    return totalPrice;

  }

}

public class Main {

  public static void main(String[] args) {

    Store lemonadeStand = new Store("Lemonade", 3.75);

    double lemonadePrice = lemonadeStand.getPriceWithTax();

  System.out.println(lemonadePrice);

}

}

### The toString() Method

When we print out Objects, we often see a String that is not very helpful in determining what the Object represents. In the last lesson, we saw that when we printed our Store objects, we would see [output](https://www.codecademy.com/resources/docs/java/output) like:

Store@6bc7c054

where Store is the name of the object and 6bc7c054 is its position in memory.

This doesn’t tell us anything about what the Store sells, the price, or the other instance fields we’ve defined. We can add a method to our [classes](https://www.codecademy.com/resources/docs/java/classes) that makes this printout more descriptive.

When we define a toString() method for a class, we can return a String that will print when we print the object:

class Car {  
  
    String color;  
  
    public Car(String carColor) {  
        color = carColor;  
    }  
  
    public static void main(String[] args){  
        Car myCar = new Car("red");  
        System.out.println(myCar);  
    }  
  
   public String toString(){  
       return "This is a " + color + " car!";  
   }  
}

When this runs, the command System.out.println(myCar) will print This is a red car!, which tells us about the Object myCar.

Example

1.The Store class currently does not contain a custom definition of toString(). Let’s see what happens when we call System.out.println() on two instances of Store.

Call System.out.println() on lemonadeStand and cookieShop inside the main() method of **Main.java**.

2. When we print our objects, we want them to return a meaningful and informative string.

Create a toString() method inside the Store class. Leave it empty for now.

*Note: It is okay to get an error in the output claiming that toString() should return a String. You will fill out the toString() method in the next step.*

3. Fill in the toString() method of the Store class such that it returns this string:

“This store sells <productType> at a price of <price>.”

Where <productType> and <price> are the values in the instance fields of the same name.

For example, if we had a hat store implementation of Store where hats cost 8, the string would be:

This store sells hats at a price of 8.

*Note: If you click “Run” while you still have the* ***Store.java*** *file open, you will get an error in the output regarding a missing main() method. This is an okay error to get because the method is located in the* ***Main.java*** *file.*

*4.* Open **Main.java** and click “Run”

public class Store {

  // instance fields

  public String productType;

  public double price;

  // constructor method

  public Store(String product, double initialPrice) {

    productType = product;

    price = initialPrice;

  }

  public String toString(){

    return "This store sells " + productType + " at a price of " +price;

  }

}

public class Main {

  public static void main(String[] args) {

    Store lemonadeStand = new Store("Lemonade", 3.75);

    Store cookieShop = new Store("Cookies", 5);

    System.out.println(lemonadeStand);

    System.out.println(cookieShop);

  }

}

### Review

Great work! [Methods](https://www.codecademy.com/resources/docs/java/methods) are a powerful way to abstract tasks away and make them repeatable. They allow us to define behavior for [classes](https://www.codecademy.com/resources/docs/java/classes), so that the Objects we create can do the things we expect them to. Let’s review everything we have learned about methods so far.

* Defining a method : Method declarations will declare a method’s return type, name, and parameters
* Calling a method : Methods are invoked with a . and ()
* Parameters : Inputs to the method and their types are declared in parentheses in the method signature
* Changing Instance Fields : Methods can be used to change the value of an instance field
* Scope : [Variables](https://www.codecademy.com/resources/docs/java/variables) only exist within the domain that they are created in
* Return : The type of the variables that will be [output](https://www.codecademy.com/resources/docs/java/output) are declared in the method declaration

As you move through more Java material, it will be helpful to frame the tasks you create in terms of methods. This will help you think about what inputs you might need and what output you expect.

Example

We have a SavingsAccount class for you to experiment with in the code editor. Feel free to modify it and try out what you learned.

public class SavingsAccount {

  int balance;

  public SavingsAccount(int initialBalance){

    balance = initialBalance;

  }

  public void checkBalance(){

    System.out.println("Hello!");

    System.out.println("Your balance is " + balance);

  }

  public void deposit(int amountToDeposit){

    balance = balance + amountToDeposit;

    System.out.println("You just deposited " + amountToDeposit);

  }

  public int withdraw(int amountToWithdraw){

    balance = balance - amountToWithdraw;

    System.out.println("You just withdrew " + amountToWithdraw);

    return amountToWithdraw;

    }

  public String toString(){

    return "This is a savings account with " + balance + " saved.";

  }

}

public class Main {

  public static void main(String[] args) {

    SavingsAccount savings = new SavingsAccount(2000);

    //Check balance:

    savings.checkBalance();

    //Withdrawing:

    savings.withdraw(300);

    //Check balance:

    savings.checkBalance();

    //Deposit:

    savings.deposit(600);

    //Check balance:

    savings.checkBalance();

    //Deposit:

    savings.deposit(600);

    //Check balance:

    savings.checkBalance();

    System.out.println(savings);

  }

}

**Java: Introduction to Classes**

### Introduction to Classes

In every Java program, [classes](https://www.codecademy.com/resources/docs/java/classes?page_ref=catalog) serve as representations of the real world.

A **class** is a template for creating objects in Java. Think of it as a blueprint for the representation of a real-world object. A class outlines the necessary components and how they interact with each other. For example, consider a program designed to monitor student test scores. This program can include classes such as Student and Grade to represent real-world entities of students and their grades. The Student class, representing a student, will have fields to store the student ID, all courses the student can enroll in, and several other fields that capture relevant information.
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We represent each student as an instance, or object, of the Student class.

This is object-oriented programming: programs are built using objects.

Let’s consider another example: a savings account at a bank.

What are the relevant details of a savings account in a bank? How about these fields:

* Name of the owner
* Bank account number
* Amount of money in the account

What should a savings account do? Let’s go with these functions:

* Deposit money.
* Withdraw money.

We can represent this data in a class called SavingsAccount.

Imagine two people each have a bank account. Each of their accounts will be represented by an instance of the SavingsAccount class.
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### Classes: Syntax

Let’s explore how to define a class in Java. We will use a class called Car that represents a real-world car.

The Car class in Java is defined like so:

public class Car {

  // Empty Java Class

}

In this example, a class named Car is defined with the public keyword. We’ll discuss what the keyword public means in a later exercise. Inside the body of the class, we can add fields to represent relevant information and functions to represent how this class can interact with other objects. We will fill out this class in later exercises.

Let’s practice creating [classes](https://www.codecademy.com/resources/docs/java/classes) by creating a class to represent a store.

1. In the code editor, create a public class called Store.
2. Inside the Store class, create a method called public void buyItems(). Keep the method body empty for now.

public class Store {

  public void buyItems() {

  }

}

### Classes: Constructors

In Java, the constructor is a special type of method defined within the class, used to initialize fields when an instance of the class is created. The name of the constructor method must be the same as the class itself. Generally, the constructor is defined as public. Again, don’t worry about the meaning of the public keyword for now. We will discuss this in a later exercise.

Let’s look at an updated Car class, which includes a constructor.

public class Car {

  // Constructor

  public Car() {

    // instructions for creating a Car instance

  }

 }

In the following example, the Car instance is assigned to the variable ferrari:

Car ferrari = new Car();

In this example, we have created an instance of a Car class called ferrari.

After the assignment operator, (=), we call the constructor method, Car(), using the keyword new to indicate that we’re creating a new instance of the Car class. Omitting the new keyword causes an error.

**Keep Reading: AP Computer Science A Students**

If we print the value of the variable ferrari we would see its memory address: Car@76ed5528 In the above example, our variable ferrari is declared as a reference data type rather than with a primitive data type like int or boolean. This means that the variable holds a reference to the memory address of an instance. During its declaration, we specify the class name as the variable’s type, which in this case is Car.

If we use a special value, null, we can initialize a reference-type variable without giving it a reference. If we were to assign null to an object, it would have a void reference because null has no value.

For example, consider the following code snippet where we create an instance of a Car, assign it a reference, and then set its value to null:

public class Car {

  public static void main(String[] args) {

    Car thunderBird = new Car();

    System.out.println(thunderBird); // Prints: Car@76ed5528

    thunderBird = null; // change value to null

    System.out.println(thunderBird); // Prints: null

  }

}

It’s important to understand that using a null reference to call a method or access an instance variable will result in a  NullPointerException error.

### Classes: Instance Fields

A real car has characteristics such as brand, model, year, color, etc. In a Java object representing a car, these characteristics are represented by *instance fields* or *instance variables*.

In the last exercise, we created an object, but our object has no characteristics! We’ll add characteristics to our class by including instance fields or instance variables Let’s revisit the Car class example.

We want our Car objects to have different colors, so we declare an instance field called color. Instance variables are often characterized by their “has-a” relationship with the object. For example, a Car “has-a” colour, “has-a” make, “has-a” model name, and “has-a” model year.

Think about what qualities other than color a car might have.

public class Car {

    /\* declare fields inside the class

    by specifying the type and name \*/

    public String color;

    public int year;

    public String modelName;

    public String make;

    public Car() {

      /\*instance fields available in

      scope of the constructor method \*/

    }

   }

Instance variables are specific to each instance of the class which means that each object created from the class will have its own copy of these variables. These fields can be set in the following three ways:

* If they are public, they can be set like this instanceName.fieldName = someValue;
* They can be set by class methods
* They can be set by the constructor method (shown in the next exercise).

Classes: Constructor Parameters

In Java, parameters are placeholders that we can use to pass information to a method.

Since the constructor is a method, we can include parameters to assign values to instance fields.

Here the Car constructor has a parameter: String carColor:

public class Car {

  public String color;

  // constructor method with a parameter

  public Car(String carColor) {

    // parameter value assigned to the field

    color = carColor;

  }

}

Now, when we create a new instance of the Car class and pass in a string value to the constructor, it will be stored in the parameter carColor. Inside the constructor, we can use this passed value however we want. In our example, we assign the value stored in carColor to the instance field color.

A method can be characterized by its **signature**, which is the name, number of, and parameters of the method. In the above example, the signature is Car(String carColor).

Later, we’ll learn how to pass values into a method!

There are two types of parameters: formal and actual. The parameter we defined in the above example, String carColor, is a formal parameter. We can think of them as variables that will store the data that is passed into a method. It specifies the type and name of the data.

We’ll learn about actual parameters in the next exercise.

For now, let’s practice working with constructor parameters.

**Keep Reading: AP Computer Science A Students**

A class can have multiple [constructors](https://www.codecademy.com/resources/docs/java/constructors) We can differentiate them based on their parameters. The signature helps the compiler to differentiate between different  methods

For example, here we have defined two constructors:

public class Car {

  public String color;

  public int mpg;

  public boolean isElectric;

  // constructor 1

  public Car(String carColor, int milesPerGallon) {

    color = carColor;

    mpg = milesPerGallon;

  }

  // constructor 2

  public Car(boolean electricCar, int milesPerGallon) {

    isElectric = electricCar;

    mpg = milesPerGallon;

  }

}

The first constructor has two parameters: String carColor and int milesPerGallon.

While the second one has these: boolean electricCar and int milesPerGallon.

The values will help the compiler to decide which constructor to use. For example, Car myCar = new Car(true, 40) will be created by the second constructor because the arguments match the type and order of the second constructor’s signature.

When we don’t define the constructor, the Java compiler creates a default constructor that assigns default values to an instance. Default values can be created by assigning values to the instance fields during their declaration:

public class Car {

  public String color = "red";

  public boolean isElectric = false;

  public int cupHolders = 4;

  public static void main(String[] args) {

    Car myCar = new Car();

    System.out.println(myCar.color); // Prints: red

  } }

Notice that the color instance field of the myCar object will have a red value because we’ve already defined the default value during the declaration.

### Classes: Assigning Values to Instance Fields

Since the constructor now accepts a parameter, let’s see how we can use this constructor to create an instance of an object with initial values for its fields.

To use the constructor, we call it just as we would an ordinary method and pass in values for the parameters. These values, known as **arguments**, will be used to initialize the instance fields of the created object.

Let’s revisit our previous example of the Car class.

public class Car {

  public String color;

  public Car(String carColor) {

    // assign parameter value to instance field

    color = carColor;

  }

}

In this case, when creating a specific instance of Car called ferrari, we pass the string “red” as the value for the carColor parameter.

 class Main{

      public static void main(String[] args){

      Car ferrari = new Car("red");

      }

    }

When passing in values to a constructor, just like an ordinary method, the type of the value must match the type of the parameter.

In the code, we pass the String value “red” to the constructor method call: new Car("red"). The parameter carColor of type String now refers to the value passed in during the method call, which is “red”.

The field color of the object ferrari now has a value of “red”.

Remember, that we can access the fields of an object by using the dot operator like so:

ferrari.color; // "red"

**Keep Reading: AP Computer Science A Students**

An argument refers to the actual values passed during the method call while a parameter refers to the variables declared in the method signature.

When we pass an argument, a copy of the argument value is passed to the parameter rather than the actual variables. This process of calling a method with an argument value is called a call-by-value.

For example, we passed the String value “red” as an argument, but a copy of this value is assigned to the parameter carColor.

For example

Create a new instance of Store called lemonadeStand in the main() method of **Main.java** and pass “lemonade” as the argument

public class Store {

  // instance fields

  String productType;

  int inventoryCount;

  double inventoryPrice;

  // constructor method

  public Store(String product, int count, double price) {

    productType = product;

    inventoryCount = count;

    inventoryPrice = price;

  }}

Inside the main() method, print the instance field productType from lemonadeStand

public class Main{

      public static void main(String[] args) {

    Store lemonadeStand = new Store("lemonade");

    System.out.println(lemonadeStand.productType);

      }

    }

Classes: Multiple Fields

Objects are not limited to a single instance field. We can declare as many fields as necessary for our program’s requirements. To illustrate this, let’s add two more instance fields to our Car instances.

We’ll add a boolean isRunning, which represents whether the car engine is on or not, and an int velocity, which indicates the speed at which the car is traveling.

public class Car {

  String color;

  // new fields!

  boolean isRunning;

  int velocity;

  // new parameters that correspond to the new fields

  public Car(String carColor, boolean carRunning, int milesPerHour) {

    color = carColor;

    // assign new parameters to the new fields

    isRunning = carRunning;

    velocity = milesPerHour;

  }

}

Public class Main(){

  public static void main(String[] args) {

    // new values passed into the method call

    Car ferrari = new Car("red", true, 27);

    Car renault = new Car("blue", false, 70);

    System.out.println(renault.isRunning); // false

    System.out.println(ferrari.velocity); // 27

  }

}

Now, the constructor has two new parameters: boolean carRunning and int speed`.

Remember, it’s important to pass the arguments in the same order as they are listed in the parameters.

// values match types, no error

Car honda = new Car("green", false, 0);

// values do not match types, error!

Car junker = new Car(true, 42, "brown");

Classes: Review

Object-oriented programming revolves around classes and objects. The class is a fundamental concept of OOP and programs in Java are built with multiple classes and their objects.

Let’s review what we’ve learned throughout this lesson:

* A class is a blueprint to create instances. It defines the state and behavior of these instances.
* Every class has a special method called constructor which is invoked when a new object is created. [Constructors](https://www.codecademy.com/resources/docs/java/constructors) initialize the state of newly created instances.
* Instance fields define the characteristics of an object. We can declare them within a class but outside of any method or constructor.
* We use the dot operator (.) to access the instance fields.
* A program can have multiple classes, instances, and instance fields as per our program’s requirements.

Later, we will explore how a program can be made from multiple classes. For now, our programs have a single class.

public class Dog {

  // instance field

  public String breed;

  // constructor method

  public Dog(String dogBreed) {

    // value of parameter dogBreed assigned to instance field breed

    breed = dogBreed;

  }}

public static void main(String[] args) {

  // create instance: use 'new' operator and invoke constructor

  Dog fido = new Dog("poodle");

  // fields are accessed using: the instance name, `.` operator, and the field name.

  System.out.println(fido.breed);  // Prints "poodle"

}

Example Let’s make some modifications to our code.

Think about what instance fields you can create for the Dog class. Try to add and remove instance fields. Create instances with different values. Access and print different fields.

public class Dog {

  // fields

  String breed;

  boolean hasOwner;

  int age;

public Dog(String dogBreed, boolean dogOwned, int dogYears) {

// parameters are assigned to instance fields

    System.out.println("Constructor invoked!"); //2

    breed = dogBreed;

    hasOwner = dogOwned;

    age = dogYears;

  }

  public static void main(String[] args) {

    System.out.println("Main method started");   // 1

    Dog fido = new Dog("poodle", false, 4);

// arguments are stored to constructers parameters

    Dog nunzio = new Dog("shiba inu", true, 12);

    boolean isFidoOlder = fido.age > nunzio.age;

// use of relational operators using (.) operaoters

    int totalDogYears = nunzio.age + fido.age;

// object or instance variable name.instancefield

    System.out.println("Two dogs created: a " + fido.breed + " and a " + nunzio.breed);

    System.out.println("The statement that fido is an older dog is: " + isFidoOlder);

    System.out.println("The total age of the dogs is: " + totalDogYears);

    System.out.println("Main method finished");

  }

}

Output

Main method started

Constructor invoked!

Constructor invoked!

Two dogs created: a poodle and a shiba inu

The statement that fido is an older dog is: false

The total age of the dogs is: 16

Main method finished

**Conditionals and Control Flow**

### Introduction to Control Flow

Imagine we’re writing a program that enrolls students in courses.

* If a student has completed the prerequisites, then they can enroll in a course.
* Else, they need to take the prerequisite courses.

They can’t take Physics II without finishing Physics I.

We represent this kind of decision-making in our program using [conditional](https://www.codecademy.com/resources/docs/java/conditionals?page_ref=catalog) or control flow statements. Before this point, our code runs line-by-line from the top down, but conditional statements allow us to be selective in which portions will run.

Conditional statements check a boolean condition and run a block of code depending on the condition. Curly braces mark the scope of a conditional block similar to a method or class.

Here’s a complete conditional statement:

if (true) {  
  System.out.println("Hello World!");  
}

If the condition is true, then the block is run. So Hello World! is printed.

But suppose the condition is different:

if (false) {  
  System.out.println("Hello World!");  
}

If the condition is false, then the block does not run.

This code is also called if-then statements: “If (condition) is true, then do something”.

### If-Then Statement

The if-then statement is the most simple control flow we can write. It tests an expression for truth and executes some code based on it.

if (flip == 1) {  
  
  System.out.println("Heads!");  
  
}

* The if keyword marks the beginning of the conditional statement, followed by parentheses ().
* The parentheses hold a boolean datatype.

For the condition in parentheses we can also use [variables](https://www.codecademy.com/resources/docs/java/variables) that reference a boolean, or comparisons that evaluate to a boolean.

The boolean condition is followed by opening and closing curly braces that mark a block of code. This block runs if, and only if, the boolean is true.

boolean isValidPassword = true;  
  
if (isValidPassword) {  
  System.out.println("Password accepted!");  
}  
// Prints "Password accepted!"  
  
int numberOfItemsInCart = 9;  
  
if (numberOfItemsInCart > 12) {  
  
  System.out.println("Express checkout not available");  
  
}  
// Nothing is printed.

If a conditional is brief we can omit the curly braces entirely:

if (true) System.out.println("Brevity is the soul of wit");

**Note:** Conditional statements do not end in a semicolon.

The code editor contains an Order class to track retail shipments.

Write an if-then statement that prints High value item! when itemCost is greater than 24.00.

public class Order {

  public static void main(String[] args) {

    double itemCost = 30.99;

    // Write an if-then statement:

    if (itemCost > 24.00){

      System.out.println("High value item !");

    }

}

}

High value item !

### If-Then-Else

We’ve seen how to conditionally execute one block of code, but what if there are two possible blocks of code we’d like to execute?

Let’s say if a student has the required prerequisite, then they enroll in the selected course, else they’re enrolled in the prerequisite course instead.

We create an alternate conditional branch with the else keyword:

if (hasPrerequisite) {  
  // Enroll in course  
} else {  
  // Enroll in prerequisite  
}

This conditional statement ensures that exactly one code block will be run. If the condition, hasPrerequisite, is false, the block after else runs.

There are now two separate code blocks in our conditional statement. The first block runs if the condition evaluates to true, the second block runs if the condition evaluates to false.

This code is also called an if-then-else statement:

* If condition is true, then do something.
* Else, do a different thing.

**Instructions**

**1.**In the code editor, there is an isFilled value, that represents whether the order is ready to ship.

Write an if-then-else statement that:

* + When isFilled is true, print Shipping.
  + When isFilled is false, print Order not ready.

Public class Order {

  public static void main(String[] args) {

    boolean isFilled = false;

    // Write an if-then-else statement:

    if (isFilled)

    {

      System.out.println("ready for shipping.");

    }

    else {

            System.out.println("Order not ready .");

    }

  }

Order not ready .

### If-Then-Else-If

The conditional structure we’ve learned can be chained together to check as many conditions as are required by our program. Imagine our program is now selecting the appropriate course for a student. We’ll check their submission to find the correct course enrollment.

The conditional statement now has multiple conditions that are evaluated from the top down:

String course = "Theatre";  
  
if (course.equals("Biology")) {  
  
  // Enroll in Biology course  
  
} else if (course.equals("Algebra")) {  
  
  // Enroll in Algebra course  
  
} else if (course.equals("Theatre")) {  
  
  // Enroll in Theatre course  
  
} else {  
  System.out.println("Course not found!");  
}

**The first** condition to evaluate to true will have that code block run. Here’s an example demonstrating the order:

int testScore = 72;  
  
if (testScore >= 90) {  
  
  System.out.println("A");  
  
} else if (testScore >= 80) {  
  
  System.out.println("B");  
  
} else if (testScore >= 70) {  
  
  System.out.println("C");  
  
} else if (testScore >= 60) {  
  
  System.out.println("D");  
  
} else {  
  
  System.out.println("F");  
  
}  
// prints: C

This chained conditional statement has two conditions that evaluate true. Because testScore >= 70 comes before testScore >= 60, only the earlier code block is run.

**Note:** Only one of the code blocks will run.

**Instructions**

**1.**We need to calculate the shipping costs for our orders.

There’s a new instance field, String shipping, that we use to calculate the cost.

Use a chained if-then-else to check for different values within the calculateShipping() method.

When the shipping instance field equals "Regular", the method should return 0.

When the shipping instance field equals "Express", the method should return 1.75.

Else the method should return .50.

public class Order {

  boolean isFilled;

  double billAmount;

  String shipping;

  public Order(boolean filled, double cost, String shippingMethod) {

    if (cost > 24.00) {

      System.out.println("High value item!");

    }

    isFilled = filled;

    billAmount = cost;

    shipping = shippingMethod;

  }

  public void ship() {

    if (isFilled) {

      System.out.println("Shipping");

      System.out.println("Shipping cost: " + calculateShipping());

    } else {

      System.out.println("Order not ready");

    }}

High value item!

Shipping

Shipping cost: 1.75

Order not ready

  public double calculateShipping() {

    // declare conditional statement here

    if (shipping.equals("Regular")){

            return 0;

    }else if(shipping.equals("Express")){

            return 1.75;

    } else {

            return 0.50;

    }}

     public static void main(String[] args) {

    // do not alter the main method!

    Order book = new Order(true, 9.99, "Express");

    Order chemistrySet = new Order(false, 72.50, "Regular");

    book.ship();

    chemistrySet.ship();

  }}

### Nested Conditional Statements

We can create more complex conditional structures by creating nested conditional statements, which is created by placing conditional statements inside other conditional statements:

if (outer condition) {

    if (nested condition) {

      Instruction to execute if both conditions are true

    }

  }

When we implement nested conditional statements, the outer statement is evaluated first. If the outer condition is true, then the inner, nested statement is evaluated.

Let’s create a program that helps us decide what to wear based on the weather:

int temp = 45;  
boolean raining = true;  
  
if (temp < 60) {  
  System.out.println("Wear a jacket!");  
  if (raining == true) {  
    System.out.println("Bring your umbrella.");  
  } else {  
    System.out.println("Leave your umbrella home.");  
  }  
}

In the code snippet above, our [compiler](https://www.codecademy.com/resources/docs/java/compiler) will check the condition in the first if-then statement: temp < 60. Since temp has a value of 45, this condition is true; therefore, our program will print Wear a jacket!.

Then, we’ll evaluate the condition of the nested if-then statement: raining == true. This condition is also true, so Bring your umbrella is also printed to the screen.

Note that, if the first condition was false, the nested condition would not be evaluated.

**Instructions**

**1.**The company offers a temporary deal that, if the consumer uses the coupon "ship50", the company will reduce the express shipping price.

Let’s rewrite the body of else-if statement from the last exercise. Inside the else-if statement, create a nested if-then statement that checks if couponCode equals "ship50".

If the nested condition is true, return the value .85.

If the condition is false, use a nested else statement to return the value 1.75.

public class Order {

  boolean isFilled;

  double billAmount;

  String shipping;

  String couponCode;

  public Order(boolean filled, double cost, String shippingMethod, String coupon) {

    if (cost > 24.00) {

      System.out.println("High value item!");

    }

    isFilled = filled;

    billAmount = cost;

    shipping = shippingMethod;

    couponCode = coupon;

  }

  public void ship() {

    if (isFilled) {

      System.out.println("Shipping");

      System.out.println("Shipping cost: " + calculateShipping());

    } else {

      System.out.println("Order not ready");

    }

}

  public double calculateShipping() {

    if (shipping.equals("Regular")) {

      return 0;

    } else if (shipping.equals("Express")) {

      // Add your code here

      if (couponCode.equals("ship50")) {

        return .85;

High value item!

Shipping

Shipping cost: 0.85

Order not ready

      } else {

        return 1.75;

      }

    } else {

      return .50;

    }

  }

  public static void main(String[] args) {

    // do not alter the main method!

    Order book = new Order(true, 9.99, "Express", "ship50");

    Order chemistrySet = new Order(false, 72.50, "Regular", "freeShipping");

    book.ship();

    chemistrySet.ship();

  }

}

### Switch Statement

An alternative to chaining if-then-else conditions together is to use the [switch](https://www.codecademy.com/resources/docs/java/switch?page_ref=catalog) statement. This conditional will check a given value against any number of conditions and run the code block where there is a match.

Here’s an example of our course selection conditional as a switch statement instead:

String course = "History";

switch (course) {

  case "Algebra":

    // Enroll in Algebra

    break;

  case "Biology":

    // Enroll in Biology

    break;

  case "History":

    // Enroll in History

    break;

  case "Theatre":

    // Enroll in Theatre

    break;

  default:

    System.out.println("Course not found");

}

This example enrolls the student in History class by checking the value contained in the parentheses, course, against each of the case labels. If the value after the case label matches the value within the parentheses, the switch block is run.

In the above example, course references the string "History", which matches case "History":.

When no value matches, the default block runs. Think of this as the else equivalent.

Switch blocks are different than other code blocks because they are not marked by curly braces and we use the break keyword to exit the switch statement.

Without break, code below the matching case label is run, including code under other case labels, which is rarely the desired behavior.

String course = "Biology";  
  
switch (course) {  
  case "Algebra":   
    // Enroll in Algebra  
  case "Biology":   
    // Enroll in Biology  
  case "History":   
    // Enroll in History  
  case "Theatre":  
    // Enroll in Theatre  
  default:  
    System.out.println("Course not found");  
}  
// enrolls student in Biology... AND History and Theatre!

**Instructions**

**1.** We’ll rewrite the calculateShipping() method so it uses a switch statement instead.

There’s an uninitialized variable shippingCost in calculateShipping(). Assign the correct value to shippingCost using a switch statement:

We’ll check the value of the instance field shipping.

* + When shipping matches "Regular", shippingCost should be 0.
  + When shipping matches "Express", shippingCost should be 1.75.
  + The default should assign .50 to shippingCost.

**Make sure the method returns shippingCost after the switch statement.**

public class Order {

  boolean isFilled;

  double billAmount;

  String shipping;

  public Order(boolean filled, double cost, String shippingMethod) {

    if (cost > 24.00) {

      System.out.println("High value item!");

    }

    isFilled = filled;

    billAmount = cost;

    shipping = shippingMethod;

  }

  public void ship() {

    if (isFilled) {

      System.out.println("Shipping");

      System.out.println("Shipping cost: " + calculateShipping());

    } else {

      System.out.println("Order not ready");

    }

  }

High value item!

Shipping

Shipping cost: 1.75

Order not ready

  public double calculateShipping() {

    double shippingCost;

    // declare switch statement here

    switch (shipping) {

      case "Regular": shippingCost = 0; break;

      case "Express": shippingCost = 1.75; break;

      default:

        shippingCost = 0.50;

    }

    return shippingCost;

  }

  public static void main(String[] args) {

    // do not alter the main method!

    Order book = new Order(true, 9.99, "Express");

    Order chemistrySet = new Order(false, 72.50, "Regular");

    book.ship();

    chemistrySet.ship();

  }

}

### Review

Before this lesson, our code executed from top to bottom, line by line.

Conditional statements add branching paths to our programs. We use [Conditionals](https://www.codecademy.com/resources/docs/java/conditionals) to make decisions in the program so that different inputs will produce different results.

Conditionals have the general structure:

if (condition) {  
    // consequent path  
} else {  
    // alternative path  
}

Specific conditional statements have the following behavior:

if-then:code block runs if condition is true

if-then-else:one block runs if conditions is true----another block runs if condition is false

if-then-else chained:same as if-then but an arbitrary number of conditions

[switch](https://www.codecademy.com/resources/docs/java/switch): switch block runs if condition value matches case value

**Instructions**

Our complete Order program is in the text editor but the main() method is empty.

Create different Order instances and see if you can run the code in all the different conditional blocks!

public class Order {

  boolean isFilled;

  double billAmount;

  String shipping;

  public Order(boolean filled, double cost, String shippingMethod) {

    if (cost > 24.00) {

      System.out.println("High value item!");

    } else {

      System.out.println("Low value item!");

    }

    isFilled = filled;

    billAmount = cost;

    shipping = shippingMethod;

  }

  public void ship() {

    if (isFilled) {

      System.out.println("Shipping");

    } else {

      System.out.println("Order not ready");

    }

    double shippingCost = calculateShipping();

    System.out.println("Shipping cost: ");

    System.out.println(shippingCost);

High value item!

Order not ready

Shipping cost:

1.75

  }

  public double calculateShipping() {

    double shippingCost;

    switch (shipping) {

      case "Regular":

        shippingCost = 0;

        break;

      case "Express":

        shippingCost = 1.75;

        break;

      default:

        shippingCost = .50;

    }

    return shippingCost;

  }

  public static void main(String[] args) {

    // create instances and call methods here!

    Order o1 = new Order(false, 35.00, "Express");

    o1.calculateShipping();

    o1.ship();

  }}

**Conditional Operators**

### Introduction to Conditional Operators

Java includes [operators](https://www.codecademy.com/resources/docs/java/operators) that only use boolean values. These conditional operators help simplify expressions containing complex boolean relationships by reducing multiple boolean values to a single value: true or false.

For example, what if we want to run a code block only if multiple conditions are true. We could use the AND operator: &&.
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Or, we want to run a code block if at least one of two conditions are true. We could use the OR operator: ||.
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Finally, we can produce the opposite value, where true becomes false and false becomes true, with the NOT operator: !.

![](data:image/png;base64,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)

Understanding these complex relationships can feel overwhelming at first. Luckily, truth tables, like the ones seen to the right, can assist us in determining the relationship between two boolean-based conditions.

In this lesson, we’ll explore each of these conditional operators to see how they can be implemented into our conditional statements.

**Instructions**

The text editor contains a Reservation class we’ll build in this lesson.

Note the different conditional statements and operators that we’re using to control the execution of the program.

Move on when you’re ready!

public class Reservation {

  int guestCount;

  int restaurantCapacity;

  boolean isRestaurantOpen;

  boolean isConfirmed;

  public Reservation(int count, int capacity, boolean open) {

    if (count < 1 || count > 8) {

      System.out.println("Invalid reservation!");

    }

    guestCount = count;

    restaurantCapacity = capacity;

    isRestaurantOpen = open;

  }

  public void confirmReservation() {

    if (restaurantCapacity >= guestCount && isRestaurantOpen) {

      System.out.println("Reservation confirmed");

      isConfirmed = true;

    } else {

      System.out.println("Reservation denied");

      isConfirmed = false;

    }

  }

  public void informUser() {

    if (!isConfirmed) {

      System.out.println("Unable to confirm reservation, please contact restaurant.");

    } else {

      System.out.println("Please enjoy your meal!");

    }

  }

  public static void main(String[] args) {

    Reservation partyOfThree = new Reservation(3, 12, true);

    Reservation partyOfFour = new Reservation(4, 3, true);

    partyOfThree.confirmReservation();

    partyOfThree.informUser();

    partyOfFour.confirmReservation();

    partyOfFour.informUser();

  }

}

Reservation confirmed

Please enjoy your meal!

Reservation denied

Unable to confirm reservation, please contact restaurant.

### Conditional-And: &&

Let’s return to our student enrollment program. We’ve added an additional requirement: not only must students have the prerequisite, but their tuition must be paid up as well. We have two conditions that must be true before we enroll the student.

Here’s one way we could write the code:

if (tuitionPaid) {  
  if (hasPrerequisite) {  
    // enroll student  
  }  
}

We’ve nested two if-then statements. This does the job but we can be more concise with the AND operator:

if (tuitionPaid && hasPrerequisite) {  
  // enroll student  
}

The AND operator, &&, is used between two boolean values and evaluates to a single boolean value. If the values **on both sides** are true, then the resulting value is true, otherwise the resulting value is false.

This code illustrates every combination:

true && true  
// true  
false && true  
// false  
true && false  
// false  
false && false  
// false

**Instructions**

**1.**Our Reservation class has the method confirmReservation() which validates if a restaurant can accomodate a given reservation.

We need to build the conditional logic into confirmReservation() using three instance variables:

* + restaurantCapacity
  + guestCount
  + isRestaurantOpen

Use an if-then-else statement:

If restaurantCapacity is greater than or equal to guestCount **and** the restaurant is open, print "Reservation confirmed" and set isConfirmed to true.

else print "Reservation denied" and set isConfirmed to false.

**Note:** For now, the informUser() method will always print "Please enjoy your meal" even if the reservation was not confirmed. We will modify this method in an upcoming exercise!

public class Reservation {

  int guestCount;

  int restaurantCapacity;

  boolean isRestaurantOpen;

  boolean isConfirmed;

  public Reservation(int count, int capacity, boolean open) {

    guestCount = count;

    restaurantCapacity = capacity;

    isRestaurantOpen = open;

  }

  public void confirmReservation() {

    /\*

       Write conditional

       ~~~~~~~~~~~~~~~~~

       if restaurantCapacity is greater

       or equal to guestCount

       AND

       the restaurant is open:

         print "Reservation confirmed"

         set isConfirmed to true

       else:

         print "Reservation denied"

         set isConfirmed to false

    \*/

    if (restaurantCapacity >= guestCount && isRestaurantOpen) {

            System.out.println("Reservation Confirmed.");

            isConfirmed = true;

  }else {

      System.out.println("Reservation denied.");

       isConfirmed = false;

  }

  }

  public void informUser() {

    System.out.println("Please enjoy your meal!");

  }

  public static void main(String[] args) {

    Reservation partyOfThree = new Reservation(3, 12, true);

    Reservation partyOfFour = new Reservation(4, 3, true);

    partyOfThree.confirmReservation();

Output:

Reservation Confirmed.

Please enjoy your meal!

Reservation denied.

Please enjoy your meal!

    partyOfThree.informUser();

    partyOfFour.confirmReservation();

    partyOfFour.informUser();

  }

}

### Conditional-Or: ||

The requirements of our enrollment program have changed again. Certain courses have prerequisites that are satisfied by multiple courses. As long as students have taken **at least one** prerequisite, they should be allowed to enroll.

Here’s one way we could write the code:

if (hasAlgebraPrerequisite) {  
  // Enroll in course  
}  
if (hasGeometryPrerequisite) {  
  // Enroll in course  
}

We’re using two different if-then statements with **the same code block**. We can be more concise with the OR operator:

if (hasAlgebraPrerequisite || hasGeometryPrerequisite) {  
  // Enroll in course  
}

The OR operator, ||, is used between two boolean values and evaluates to a single boolean value. If **either of the two values** is true, then the resulting value is true, otherwise the resulting value is false.

This code illustrates every combination:

true || true  
// true  
false || true  
// true  
true || false  
// true  
false || false  
// false

**Keep Reading: AP Computer Science A Students**

On some occasions, the [compiler](https://www.codecademy.com/resources/docs/java/compiler) can determine the truth value of a logical expression by only evaluating the first boolean operand; this is known as short-circuited evaluation. Short-circuited evaluation only works with expressions that use && or ||.

In an expression that uses ||, the resulting value will be true as long as one of the operands has a true value. If the first operand of an expression is true, we don’t need to see what the value of the other operand is to know that the final value will also be true.

For example, we can run the following code without error despite dividing a number by 0 in the second operand because the first operand had a true value:

if (1 > 0 || 2 / 0 == 7) {  
  System.out.println("No errors here!");  
}

An expression that uses && will only result in true if both operands are true. If the first operand in the expression is false, the entire value will be false.

**Instructions**

**1.**Let’s write a message inside the Reservation() constructor that warns against bad input.

Our restaurants can’t seat parties of more than 8 people, and we don’t want reservations for 0 or less because that would be silly.

Inside Reservation(), write a conditional that uses ||.

If count is less than 1 **OR** greater than 8 we want to write the following message: Invalid reservation!.

public class Reservation {

  int guestCount;

  int restaurantCapacity;

  boolean isRestaurantOpen;

  boolean isConfirmed;

  public Reservation(int count, int capacity, boolean open) {

    // Write conditional statement below

    if (count < 1 || count > 8){

      System.out.println("Invalid reservation!.");

    }

    guestCount = count;

    restaurantCapacity = capacity;

    isRestaurantOpen = open;

  }

  public void confirmReservation() {

    if (restaurantCapacity >= guestCount && isRestaurantOpen) {

      System.out.println("Reservation confirmed");

      isConfirmed = true;

    } else {

      System.out.println("Reservation denied");

Reservation confirmed

Please enjoy your meal!

Reservation denied

Please enjoy your meal!

      isConfirmed = false;

    }

  }

  public void informUser() {

    System.out.println("Please enjoy your meal!");

  }

  public static void main(String[] args) {

    Reservation partyOfThree = new Reservation(3, 12, true);

    Reservation partyOfFour = new Reservation(4, 3, true);

    partyOfThree.confirmReservation();

    partyOfThree.informUser();

    partyOfFour.confirmReservation();

    partyOfFour.informUser();

### Logical NOT: !

The unary operator NOT, !, works on a **single** value. This operator evaluates to the opposite boolean to which it’s applied:

!false  
// true  
!true  
// false

NOT is useful for expressing our intent clearly in programs. For example, sometimes we need the opposite behavior of an if-then: run a code block **only if** the condition is false.

boolean hasPrerequisite = false;  
  
if (hasPrerequisite) {  
  // do nothing  
} else {  
  System.out.println("Must complete prerequisite course!");  
}

This code does what we want but it’s strange to have a code block that does nothing!

The logical NOT operator cleans up our example:

boolean hasPrerequisite = false;  
  
if (!hasPrerequisite) {  
  System.out.println("Must complete prerequisite course!");  
}

We can write a succinct conditional statement without an empty code block.

**Instructions**

**1.**Let’s make informUser() more informative. If their reservation is not confirmed, they should know!

Write an if-then-else statement and use ! with isConfirmed as the condition.

If their reservation is **not** confirmed, write Unable to confirm reservation, please contact restaurant.

Else write: Please enjoy your meal!

public class Reservation {

  int guestCount;

  int restaurantCapacity;

  boolean isRestaurantOpen;

  boolean isConfirmed;

  public Reservation(int count, int capacity, boolean open) {

    if (count < 1 || count > 8) {

      System.out.println("Invalid reservation!");

    }

    guestCount = count;

    restaurantCapacity = capacity;

    isRestaurantOpen = open;

  }

  public void confirmReservation() {

    if (restaurantCapacity >= guestCount && isRestaurantOpen) {

      System.out.println("Reservation confirmed");

      isConfirmed = true;

    } else {

      System.out.println("Reservation denied");

      isConfirmed = false;

    }

  }

  public void informUser() {

    // Write conditional here

if(!isConfirmed){

  System.out.println("Unable to confirm reservation, please contact restaurant.");

}else {

  System.out.println("Please enjoy your meal!");

}

  }

  public static void main(String[] args) {

    Reservation partyOfThree = new Reservation(3, 12, true);

    Reservation partyOfFour = new Reservation(4, 3, true);

    partyOfThree.confirmReservation();

    partyOfThree.informUser();

    partyOfFour.confirmReservation();

    partyOfFour.informUser();

  }

}

Reservation confirmed

Please enjoy your meal!

Reservation denied

Unable to confirm reservation, please contact restaurant

### Combining Conditional Operators

We have the ability to expand our boolean expressions by using multiple conditional [operators](https://www.codecademy.com/resources/docs/java/operators) in a single expression.

For example:

boolean foo = true && !(false || !true)

How does an expression like this get evaluated by the compiler? The order of evaluation when it comes to conditional operators is as follows:

1. Conditions placed in parentheses - ()
2. NOT - !
3. AND - &&
4. OR - ||

Using this information, let’s dissect the expression above to find the value of foo:

true && !(false || !true)

First, we’ll evaluate (false || !true) because it is enclosed within parentheses. Following the order of evaluation, we will evaluate !true, which equals false:

true && !(false || false)

Then, we’ll evaluate (false || false) which equals false. Now our expression looks like this:

true && !false

Next, we’ll evaluate !false because it uses the NOT operator. This expression equals true making our expression the following:

true && true

true && true evaluates to true; therefore, the value of foo is true.

**Instructions**

Take a look at the three expressions in **Operators.java**.

Using your understanding of the order of execution, find out whether the value of each expression is true or false.

When you’re ready, uncomment the print statements to find out if you are right.

public class Operators {

  public static void main(String[] args) {

    int a = 6;

    int b = 3;

    boolean ex1 = !(a == 7 && (b >= a || a != a));

    System.out.println(ex1);

    boolean ex2 = a == b || !(b > 3);

    System.out.println(ex2);

    boolean ex3 = !(b <= a && b != a + b);

     System.out.println(ex3);

  }

}

true

true

false

### Review

Conditional [operators](https://www.codecademy.com/resources/docs/java/operators) work on boolean values to simplify our code. They’re often combined with conditional statements to consolidate the branching logic.

Conditional-AND, &&, evaluates to true if the booleans on both sides are true.

if (true && false) {  
  System.out.println("You won't see me print!");  
} else if (true && true) {  
  System.out.println("You will see me print!");  
}

Conditional-OR, ||, evaluates to true if one or both of the booleans on either side is true.

if (false || false) {  
  System.out.println("You won't see me print!");  
} else if (false || true) {  
  System.out.println("You will see me print!");  
}

Logical-NOT, !, evaluates to the opposite boolean value to which it is applied.

if (!false) {  
  System.out.println("You will see me print!");  
}

public class Reservation {

  int guestCount;

  int restaurantCapacity;

  boolean isRestaurantOpen;

  boolean isConfirmed;

  public Reservation(int count, int capacity, boolean open) {

    if (count < 1 || count > 8) {

      System.out.println("Invalid reservation!");

    }

    guestCount = count;

    restaurantCapacity = capacity;

    isRestaurantOpen = open;

  }

  public void confirmReservation() {

    if (restaurantCapacity >= guestCount && isRestaurantOpen) {

      System.out.println("Reservation confirmed");

      isConfirmed = true;

    } else {

      System.out.println("Reservation denied");

      isConfirmed = false;

    }

  }

  public void informUser() {

    if (!isConfirmed) {

      System.out.println("Unable to confirm reservation, please contact restaurant.");

    } else {

      System.out.println("Please enjoy your meal!");

    }

  }

  public static void main(String[] args) {

    // Create i

    Reservation groupOf3 = new Reservation(3, 12, true);

        groupOf3.confirmReservation();

        groupOf3.informUser();

        Reservation groupOf4 = new Reservation(4, 03, true);

        groupOf4.confirmReservation();

        groupOf4.informUser();

  }

}

Reservation confirmed

Please enjoy your meal!

Reservation denied

Unable to confirm reservation, please contact restaurant.

**Arrays**

### Introduction

We have seen how to store single pieces of data in variables. What happens when we need to store a group of data? What if we have a list of students in a classroom? Or a ranking of the top 10 horses finishing a horse race?

If we were storing 5 lottery ticket numbers, for example, we could create a different variable for each value:

int firstNumber = 4;  
int secondNumber = 8;  
int thirdNumber = 15;  
int fourthNumber = 16;  
int fifthNumber = 23;

That is a lot of ungainly repeated code. What if we had a hundred lottery numbers? It is more clean and convenient to use a Java [array](https://www.codecademy.com/resources/docs/java/arrays?page_ref=catalog) to store the data as a list.

An array holds a fixed number of values of one type. Arrays hold doubles, ints, booleans, or any other primitives. Arrays can also contain Strings as well as object references!

Each index of an array corresponds with a different value. Here is a diagram of an array filled with integer values:

![A diagram of an example int array](data:image/png;base64,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)

Notice that the indexes start at 0! The element at index 0 is 4, while the element at index 1 is 8. This array has a length of 5, since it holds five elements, but the highest index of the array is 4.

Let’s explore how to create and use arrays in Java, so that we can store all of our Java data types.

**Instructions**

**1.**In the code editor, we have a Newsfeed class to manage trending articles with their views and ratings.

Throughout this lesson, you’ll learn how to create such Java programs with Java arrays.

Run the code and see how the arrays are used.

public class Main{

  public static void main(String[] args){

    String[] robotArticles = {"Oil News", "Innovative Motors", "Humans: Exterminate Or Not?", "Organic Eye Implants", "Path Finding in an Unknown World"};

    int[] robotViewers = {87, 32, 13, 11, 7};

    double[] robotRatings = {2.5, 3.2, 5.0, 1.7, 4.3};

    Newsfeed robotTimes = new Newsfeed(robotArticles, robotViewers, robotRatings);

    robotTimes.viewArticle(2);

    robotTimes.viewArticle(2);

    System.out.println("The top article is " + robotTimes.getTopArticle());

    robotTimes.changeRating(3, 5);

  }

}

The article 'Humans: Exterminate Or Not?' has now been viewed 14 times!

The article 'Humans: Exterminate Or Not?' has now been viewed 15 times!

The top article is Oil News

The article 'Organic Eye Implants' is now rated 5.0 stars!

### Creating an Array Explicitly

Imagine that we’re using a program to keep track of the prices of different clothing items we want to buy. We would want a list of the prices and a list of the items they correspond to. To create an array, we provide a name and declare the type of data it holds:

double[] prices;

Just like with [variables](https://www.codecademy.com/resources/docs/java/variables), we can declare and initialize in the same line. This allows us to explicitly initialize the array to contain the data we want to store :

double[] prices = {13.15, 15.87, 14.22, 16.66};

We can use [arrays](https://www.codecademy.com/resources/docs/java/arrays) to hold Strings and other objects as well as primitives:

String[] clothingItems = {"Tank Top", "Beanie", "Funny Socks", "Corduroys"};

**Instructions**

**1.**For now, our Newsfeed class doesn’t have any methods.

Create a method getTopics() that accepts no parameters, returns a String array, and is accessible by other classes.

Leave the body empty.

*Note: it is okay for there to be an error claiming there is no main() method. This method is defined in* ***Main.java****.*

**2.**Inside the getTopics() method, create a String array called topics that contains these elements:

"Opinion", "Tech", "Science", "Health"

Remember to keep the order the same.

Then, return the topics array at the end of the method!

To see the output of the program, switch over to the **Main.java** file and click “Run”.

public class Newsfeed {

  public Newsfeed(){

  }

  // Create getTopics() below:

    public String[] getTopics(){

      String[] topics = {"Opinion","Tech","Science","Health"};

      return topics;

    }

}

public class Main {

  public static void main(String[] args) {

    Newsfeed sampleFeed = new Newsfeed();

    String[] topics = sampleFeed.getTopics();

    System.out.println(topics);

  }

}

[Ljava.lang.String;@7ad041f3

### Importing Arrays

When we printed out the array we created in the last exercise, we saw a memory address that did not help us understand what was contained in the array.

If we want to have a more descriptive printout of the array itself, we need a toString() method that is provided by the [Arrays](https://www.codecademy.com/resources/docs/java/arrays) package in Java.

import java.util.Arrays;

We put this at the top of the file, before we even define the class!

When we import a package in Java, we are making all of the [methods](https://www.codecademy.com/resources/docs/java/methods) of that package available in our code.

The Arrays package has many useful methods, including Arrays.toString(). When we pass an array into Arrays.toString(), we can see the contents of the array printed out:

import java.util.Arrays;  
  
public class Lottery(){  
    
  public static void main(String[] args){  
    int[] lotteryNumbers = {4, 8, 15, 16, 23, 42};  
    String betterPrintout = Arrays.toString(lotteryNumbers);  
    System.out.println(betterPrintout);  
  }  
}

This code will print:

[4, 8, 15, 16, 23, 42]

**Instructions**

**1.**If you run the code now, You’ll see something like this: [Ljava.lang.String;@2aae9190.

This is the memory address of the array and not the actual String array.

To make the code print the actual elements, use the toString() method from the Arrays package.

Import the Arrays package from java.util at the top of the **Main.java** file.

**2.**Now, use the toString() method from the Arrays package to print array topics in the main() method of **Main.java**.

public class Newsfeed {

  public String[] getTopics(){

    String[] topics = {"Opinion", "Tech", "Science", "Health"};

    return topics;

  }}

// import the Arrays package here

import java.util.Arrays;

[Ljava.lang.String;@7ad041f3

[Opinion, Tech, Science, Health]

public class Main {

  public static void main(String[] args) {

    Newsfeed sampleFeed = new Newsfeed();

    String[] topics = sampleFeed.getTopics();

    System.out.println(topics);

     System.out.println(Arrays.toString(topics));

  }}

### Get Element By Index

Now that we have an array declared and initialized, we want to be able to get values out of it.

We use square brackets, [ and ], to access data at a certain index:

double[] prices = {13.1, 15.87, 14.22, 16.66};  
  
System.out.println(prices[1]);

This command would print:

15.87

This happens because 15.87 is the item at the 1 index of the array. Remember, the index of an array starts at 0 and ends at an index of one less than the number of elements in the array.

If we try to access an element outside of its appropriate index range, we will receive an [ArrayIndexOutOfBoundsException](https://www.codecademy.com/resources/docs/java/errors/arrayindexoutofboundsexception)error.

For example, if we were to run the command System.out.println(prices[5]), we’d get the following output:java.lang.ArrayIndexOutOfBoundsException: 5

**Instructions**

**1.**Inside the Newsfeed class, create a method called getFirstTopic() that returns a String and accepts no parameters.

Inside the getFirstTopic() method, return the first element of the topics array.

**2.**We have added an array called views to keep track of how many viewers visit a topic.

Every time someone views a topic, we want to increase the value of the corresponding element in views by 1.

For example, if someone views an “Opinion” piece (index of 0 in topics), we will increase the value of the 0th index of views by 1.

Inside the viewTopic() method, implement this functionality. The parameter topicIndex represents the location of the element in topics that was viewed.

*Note: switch over to the* ***Main.java*** *file to see the output of the program you wrote.*

public class Newsfeed {

  String[] topics = {"Opinion", "Tech", "Science", "Health"};

  public int[] views = {0, 0, 0, 0};

  public Newsfeed(){

  }

  public String[] getTopics(){

    return topics;

  }

  public String getFirstTopic(){

    return topics[0];

  }

  public void viewTopic(int topicIndex){

    views[topicIndex]++;

  }

}

import java.util.Arrays;

public class Main {

  public static void main(String[] args) {

    Newsfeed sampleFeed = new Newsfeed();

    System.out.println("The top topic is " + sampleFeed.getFirstTopic());

    sampleFeed.viewTopic(1);

    sampleFeed.viewTopic(1);

    sampleFeed.viewTopic(3);

    sampleFeed.viewTopic(2);

    sampleFeed.viewTopic(2);

    sampleFeed.viewTopic(1);

    System.out.println("The " + sampleFeed.topics[1] + " topic has been viewed " + sampleFeed.views[1] + " times!");

  }

}

The top topic is Opinion

The Tech topic has been viewed 3 times!

### Creating an Empty Array

We can also create empty [arrays](https://www.codecademy.com/resources/docs/java/arrays) and then fill the items one by one. Empty arrays have to be initialized with a fixed size:

String[] menuItems = new String[5];

Once you declare this size, it cannot be changed! This array will always be of size 5.

After declaring and initializing, we can set each index of the array to be a different item:

menuItems[0] = "Veggie hot dog";  
menuItems[1] = "Potato salad";  
menuItems[2] = "Cornbread";  
menuItems[3] = "Roasted broccoli";  
menuItems[4] = "Coffee ice cream";

This group of commands has the same effect as assigning the entire array at once:

String[] menuItems = {"Veggie hot dog", "Potato salad", "Cornbread", "Roasted broccoli", "Coffee ice cream"};

We can also change an item after it has been assigned! Let’s say this restaurant is changing its broccoli dish to a cauliflower one:

menuItems[3] = "Baked cauliflower";

Now, the array looks like:

["Veggie hot dog", "Potato salad", "Cornbread", "Baked cauliflower", "Coffee ice cream"]

**Keep Reading: AP Computer Science A Students**

When we use new to create an empty array, each element of the array is initialized with a specific value depending on what type the element is:

| **Data Type** | **Initialized Value** |
| --- | --- |
| int | 0 |
| double | 0.0 |
| boolean | false |
| Reference | null |

For example, consider the following arrays:

String[] my\_names = new String[5];  
int[] my\_ages = new int[5];

Because a String is a reference to an Object, my\_names will contain five nulls. my\_ages will contain five 0s to begin with.

**Instructions**

**1.**We’ve declared a String array called favoriteArticles as an instance field.

We’ll keep track of the user’s top 10 favorite articles in this string array.

In the constructor, Newsfeed(), initialize favoriteArticles as a new empty String array of size 10.

**2.**We have created a setFavoriteArticle() method that accepts favoriteIndex and newArticle as parameters.

Inside setFavoriteArticle(), set the value of the favoriteArticles array at index favoriteIndex to the value of newArticle.

For example, if we called setFavoriteArticle(2, "Celebrity Hands Throughout the Decades"), the value of favoriteArticles at index 2 would be set to “Celebrity Hands Throughout the Decades”.

Switch over to **Main.java** and run the code.

public class Newsfeed {

  String[] topics = {"Opinion", "Tech", "Science", "Health"};

  int[] views = {0, 0, 0, 0};

  String[] favoriteArticles;

  public Newsfeed(){

    // Initialize favoriteArticles here:

   favoriteArticles = new String[10];

  }

  public void setFavoriteArticle(int favoriteIndex, String newArticle){

    // Add newArticle to favoriteArt

    favoriteArticles[favoriteIndex] = newArticle;

  }}

import java.util.Arrays;

public class Main {

  public static void main(String[] args) {

    Newsfeed sampleFeed = new Newsfeed();

    sampleFeed.setFavoriteArticle(2, "Humans: Exterminate Or Not?");

    sampleFeed.setFavoriteArticle(3, "Organic Eye Implants");

    sampleFeed.setFavoriteArticle(0, "Oil News");

  System.out.println(Arrays.toString(sampleFeed.favoriteArticles));

  }}

[Oil News, null, Humans: Exterminate Or Not?, Organic Eye Implants, null, null, null, null, null, null]

### Length

What if we have an array storing all the usernames for our program, and we want to quickly see how many users we have? To get the length of an array, we can access the length field of the array object:

String[] menuItems = new String[5];  
System.out.println(menuItems.length);

This command would print 5, since the menuItems array has 5 slots, even though they are all empty.

If we print out the length of the prices array:

double[] prices = {13.1, 15.87, 14.22, 16.66};  
  
System.out.println(prices.length);

We would see 4, since there are four items in the prices array!

**Instructions**

**1.**We have created a method getNumTopics() to fetch how many topics exist in the array.

Inside getNumTopics(), return the length of the topics array.

public class Newsfeed {

  String[] topics = {"Opinion", "Tech", "Science", "Health"};

  int[] views = {0, 0, 0, 0};

  public Newsfeed(){

  }

  public String[] getTopics(){

    return topics;

  }

  public int getNumTopics(){

    return topics.length;

  }

}

import java.util.Arrays;

public class Main {

  public static void main(String[] args){

    Newsfeed sampleFeed = new Newsfeed();

    System.out.println("The number of topics is "+ sampleFeed.getNumTopics());

  }

}

The number of topics is 4

### String[] args

When we write main() [methods](https://www.codecademy.com/resources/docs/java/methods) for our programs, we use the parameter String[] args. Now that we know about array syntax, we can start to parse what this means.

A String[] is an array made up of Strings. Examples of String arrays:

String[] humans = {"Talesha", "Gareth", "Cassie", "Alex"};  
String[] robots = {"R2D2", "Marvin", "Bender", "Ava"};

The args parameter is another example of a String array. In this case, the array args contains the arguments that we pass in from the terminal when we run the class file. (So far, args has been empty.)

So how can you pass arguments to main()? Let’s say we have this class HelloYou:

public class HelloYou {  
  public static void main(String[] args) {  
    System.out.println("Hello " + args[0]);    
  }  
}

When we run the file HelloYou in the terminal with an argument of "Laura":

java HelloYou Laura

We get the output:

Hello Laura

The String[] args would be interpreted as an array with one element, "Laura".

When we use args[0] in the main method, we can access that element like we did in HelloYou.

**Instructions**

**1.**Let’s make users have the option to personalize the Newsfeed object for either robots or humans.

The main() in **Main.java** will take either “Robot” or “Human” as an argument when we run the file.

If the args[0] array holds “Human”, we will initialize the feed with human topics.

If the args[0] array holds “Robot”, we will initialize the feed with robot topics.

In the conditional statement on line 6, Replace the blank to check if the args has the value Robot or not.

**2.**In the terminal, run the **Main.java** with the argument Robot.

*Note: Do not use quotation marks for the argument. Passing in “Robot” as an argument will not work.*

**3.**Now, run the **Main.java** file with the argument Human.

*Note: Do not use quotation marks for the argument. Passing in “Human” as an argument will not work.*

public class Newsfeed {

  String[] topics;

  public Newsfeed(String[] initialTopics){

    topics = initialTopics;

  }

}

import java.util.Arrays;

public class Main{

  public static void main(String[] args){

    Newsfeed feed;

    if(args[0].equals("Robot")){

      //topics for a Robot feed:

      String[] robotTopics = {"Oil", "Parts", "Algorithms", "Love"};

      feed = new Newsfeed(robotTopics);

    }

    else if(args[0].equals("Human")){

      //topics for a Human feed:

      String[] humanTopics = {"Politics", "Science", "Sports", "Love"};

      feed = new Newsfeed(humanTopics);

    }

    else{

      String[] genericTopics = {"Opinion", "Tech", "Science", "Health"};

      feed = new Newsfeed(genericTopics);

    }

    System.out.println("The topics in this feed are:");

    System.out.println(Arrays.toString(feed.topics));

  }

}
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### Review

We have now seen how to store a list of values in [arrays](https://www.codecademy.com/resources/docs/java/arrays). We can use this knowledge to make organized programs with more complex [variables](https://www.codecademy.com/resources/docs/java/variables).

Throughout the lesson, we have learned about:

* Creating arrays explicitly, using { and }.
* Accessing an index of an array using [ and ].
* Creating empty arrays of a certain size, and filling the indices one by one.
* Getting the length of an array using length.
* Using the argument array args that is passed into the main() method of a class.

**Instructions**

**1.**Let’s practice what we’ve learned throughout this lesson.

First, inside main() in **Main.java**, create a String array students and initialize it with these elements:

* + “Sade”
  + “Alexus”
  + “Sam”
  + “Koma”

**2.**Now, to store the scores of the recent math test, create an array called mathScores of type int and set it to an empty array of size 4.

Each spot in this array will represent the math test score of the student in the corresponding spot in the students array. For example: mathScores[2] will represent the score students[2] which is “Sam”.

**3.**The students had the following scores on their most recent math test:

* + Sade got a 64
  + Sam got a 76
  + Alexus got a 57
  + Koma got a 98

Store these values in the appropriate spots in the mathScores array.

**4.**Print out the math scores of each student. Print each score on a new line and use the following format:

*Scott: 88*

import java.util.Arrays;

public class Main {

  public static void main(String[] args) {

    String[] students = {"Sade", "Alexus", "Sam", "Koma"};

    int[] mathScores = new int[4];

    mathScores[0] = 64;

    mathScores[2] = 76;

    mathScores[1] = 57;

    mathScores[3] = 98;

    for(int i = 0; i < students.length; i++){

      System.out.println(students[i] + ": " + mathScores[i]);

    }

  }

}

Sade: 64

Alexus: 57

Sam: 76

Koma: 98

**ArrayLists**

### Introduction

When we work with [arrays](https://www.codecademy.com/resources/docs/java/arrays) in Java, we’ve been limited by the fact that once an array is created, it has a fixed size. We can’t add or remove elements.

But what if we needed to add to the book lists, newsfeeds, and other structures we were using arrays to represent?

To create mutable and dynamic lists, we can use Java’s

[ArrayList](https://www.codecademy.com/resources/docs/java/array-list?page_ref=catalog)

 class. ArrayList allows us to:

* Store object references as elements
* Store elements of the same type (just like arrays)
* Access elements by index (just like arrays)
* Add elements
* Remove elements

Remember how we had to import java.util.Arrays in order to use additional array methods? To use an ArrayList at all, we need to import them from Java’s util package as well:

import java.util.ArrayList;

Let’s learn how to make use of this powerful object…

**Instructions**

**1.**In **Shopping.java** we’ve defined two arrays:

* + groceryItems, a String array
  + prices, a double array

We’ve tried to add a new item to the end of each. Run the code — does it work?

import java.util.Arrays;

class Shopping {

  public static void main(String[] args) {

    String[] groceryItems = {"steak", "milk", "jelly beans"};

    double[] prices = {25.00, 2.95, 2.50};

    // Adding ham to the groceries

    groceryItems[3] = "ham";

    prices[3] = 4.99;

  }

}

Exception in thread "main" java.lang.ArrayIndexOutOfBoundsException: Index 3 out of bounds for length 3

at Shopping.main(Shopping.java:11)

### Creating ArrayLists

To create an ArrayList, we need to declare the type of objects it will hold, just as we do with arrays:

ArrayList<String> babyNames;

We use angle brackets < and > to declare the type of the ArrayList. These symbols are used for generics. Generics are a Java construct that allows us to define classes and objects as parameters of an ArrayList. For this reason, we can’t use primitive types in an ArrayList:

// This code won't compile:  
ArrayList<int> ages;  
  
// This code will compile:  
ArrayList<Integer> ages;

The <Integer> generic has to be used in an ArrayList instead. You can also use <Double> and <Character> for types you would normally declare as doubles or chars.

We can initialize to an empty ArrayList using the new keyword:

// Declaring:  
ArrayList<Integer> ages;  
// Initializing:  
ages = new ArrayList<Integer>();  
  
// Declaring and initializing in one line:  
ArrayList<String> babyNames = new ArrayList<String>();

**Instructions**

**1.**Import the ArrayList package from java.util.

**2.**Create a new ArrayList that will contain String elements and call it toDoList.

// import the ArrayList package here:

import java.util.ArrayList;

class ToDos {

  public static void main(String[] args) {

    // Create toDoList below:

    ArrayList<String> toDoList = new ArrayList<String>();

}}

### Adding an Item

Now we have an empty ArrayList, but how do we get it to store values?

ArrayList comes with an [add()](https://www.codecademy.com/resources/docs/java/array-list/add?page_ref=catalog) method which inserts an element into the structure. There are two ways we can use add().

If we want to add an element to the end of the ArrayList, we’ll call add() using only one argument that represents the value we are inserting. In this example, we’ll add objects from the Car class to an ArrayList called carShow:

ArrayList<Car> carShow = new ArrayList<Car>();  
  
carShow.add(ferrari);  
// carShow now holds [ferrari]  
carShow.add(thunderbird);  
// carShow now holds [ferrari, thunderbird]  
carShow.add(volkswagen);  
// carShow now holds [ferrari, thunderbird, volkswagen]

If we want to add an element at a specific index of our ArrayList, we’ll need two arguments in our method call: the first argument will define the index of the new element while the second argument defines the value of the new element:

// Insert object corvette at index 1  
carShow.add(1, corvette);  
// carShow now holds [ferrari, corvette, thunderbird, volkswagen]  
  
// Insert object porsche at index 2  
carShow.add(2, porsche);  
// carShow now holds [ferrari, corvette, porsche, thunderbird, volkswagen]

By inserting a value at a specified index, any elements that appear after this new element will have their index value shift over by 1.

Also, note that an error will occur if we try to insert a value at an index that does not exist.

**Keep Reading: AP Computer Science A Students**

When using ArrayList [methods](https://www.codecademy.com/resources/docs/java/methods) (like add()), the reference parameters and return type of a method must match the declared element type of the ArrayList. For example, we cannot add an Integer type value to an ArrayList of String elements.

We’ve discussed how to specify the element type of an ArrayList; however, it is possible to create an ArrayList that holds values of different types.

In the following snippet, assortment is an ArrayList that can store different values because we do not specify its type during initialization.

ArrayList assortment = new ArrayList<>();  
assortment.add("Hello"); // String  
assortment.add(12); // Integer  
assortment.add(ferrari); // reference to Car  
// assortment holds ["Hello", 12, ferrari]

In this case, the items stored in this ArrayList will be considered Objects. As a result, they won’t have access to some of their methods without doing some fancy casting. Although this type of ArrayList is allowed, using an ArrayList that specifies its type is preferred.

**Instructions**

**1.**We’ve created an empty ArrayList called toDoList. Time to add some to-dos!

Below where we’ve initialized toDo1, initialize two new String variables: toDo2 and toDo3.

Set their values to any tasks you like.

**2.**Use .add() to add toDo1, toDo2, and toDo3 to toDoList.

import java.util.ArrayList;

class ToDos {

  public static void main(String[] args) {

    ArrayList<String> toDoList = new ArrayList<String>();

    String toDo1 = "Water plants";

    // Add more to-dos here:

    String toDo2 = "fuck like horse";

    String toDo3 = "my bottle is red";

    // Add to-dos to toDoList

    toDoList.add(toDo1);

        toDoList.add(toDo2);

            toDoList.add(toDo3);

    System.out.println(toDoList);

  }

}

[Water plants, fuck like horse, my bottle is red]

### ArrayList Size

Let’s say we have an [ArrayList](https://www.codecademy.com/resources/docs/java/array-list) that stores items in a user’s online shopping cart. As the user navigates through the site and adds items, their cart grows bigger and bigger.

If we wanted to display the number of items in the cart, we could find the size of it using the size() method:

ArrayList<String> shoppingCart = new ArrayList<String>();  
  
shoppingCart.add("Trench Coat");  
System.out.println(shoppingCart.size());  
// 1 is printed  
shoppingCart.add("Tweed Houndstooth Hat");  
System.out.println(shoppingCart.size());  
// 2 is printed  
shoppingCart.add("Magnifying Glass");  
System.out.println(shoppingCart.size());  
// 3 is printed

In dynamic objects like ArrayLists, it’s important to know how to access the amount of objects we have stored.

**Instructions**

**1.**Detectives do a lot to solve a case. But who has more to do?

Print out the size of each detective’s to-do ArrayList:

* + sherlocksToDos for Sherlock Holmes
  + poirotsToDos for Hercule Poirot

**2.**So who has more to do? Print the name of the detective whose to-do list is longer. Was it Sherlock or Poirot?

import java.util.ArrayList;

class ToDos {

  public static void main(String[] args) {

    // Sherlock

    ArrayList<String> sherlocksToDos = new ArrayList<String>();

    sherlocksToDos.add("visit the crime scene");

    sherlocksToDos.add("play violin");

    sherlocksToDos.add("interview suspects");

    sherlocksToDos.add("solve the case");

    sherlocksToDos.add("apprehend the criminal");

    System.out.println(sherlocksToDos.size());

    // Poirot

    ArrayList<String> poirotsToDos = new ArrayList<String>();

    poirotsToDos.add("visit the crime scene");

    poirotsToDos.add("interview suspects");

    poirotsToDos.add("let the little grey cells do their work");

    poirotsToDos.add("trim mustache");

    poirotsToDos.add("call all suspects together");

    poirotsToDos.add("reveal the truth of the crime");

    // Print the size of each ArrayList below:

    System.out.println(poirotsToDos.size());

    // Print the name of the detective with the larger to-do list:

if(sherlocksToDos.size() > poirotsToDos.size())

{

  System.out.println("sherlock");

} else {

  System.out.println("poirot");

}}}

5

6

poirot

### Accessing an Index With [arrays](https://www.codecademy.com/resources/docs/java/arrays), we can use bracket notation to access a value at a particular index:

double[] ratings = {3.2, 2.5, 1.7};  
  
System.out.println(ratings[1]);

This code prints 2.5, the value at index 1 of the array.

For [ArrayList](https://www.codecademy.com/resources/docs/java/array-list)s, bracket notation won’t work. Instead, we use the method get() to access an index:

ArrayList<String> shoppingCart = new ArrayList<String>();  
  
shoppingCart.add("Trench Coat");  
shoppingCart.add("Tweed Houndstooth Hat");  
shoppingCart.add("Magnifying Glass");  
  
System.out.println(shoppingCart.get(2));

This code prints "Magnifying Glass", which is the value at index 2 of the ArrayList.

**Instructions**

**1.**Use get() to access the third to-do element of sherlocksToDos and print the result.

**2.**Use get() to access the second to-do element of poirotsToDos and print the result.

import java.util.ArrayList;

class ToDos {

  public static void main(String[] args) {

    // Sherlock

    ArrayList<String> sherlocksToDos = new ArrayList<String>();

    sherlocksToDos.add("visit the crime scene");

    sherlocksToDos.add("play violin");

    sherlocksToDos.add("interview suspects");

    sherlocksToDos.add("solve the case");

    sherlocksToDos.add("apprehend the criminal");

    // Poirot

    ArrayList<String> poirotsToDos = new ArrayList<String>();

    poirotsToDos.add("visit the crime scene");

    poirotsToDos.add("interview suspects");

    poirotsToDos.add("let the little grey cells do their work");

    poirotsToDos.add("trim mustache");

    poirotsToDos.add("call all suspects together");

    poirotsToDos.add("reveal the truth of the crime");

    System.out.println("Sherlock's third to-do:");

    // Print Sherlock's third to-do:

   System.out.println( sherlocksToDos.get(2));

    System.out.println("\nPoirot's second to-do:");

    // Print Poirot's second to-do:

    System.out.println(poirotsToDos.get(1));

  }

}

Sherlock's third to-do:

interview suspects

Poirot's second to-do:

interview suspects

### Changing a Value

When we were using [arrays](https://www.codecademy.com/resources/docs/java/arrays), we could rewrite entries by using bracket notation to reassign values:

String[] shoppingCart = {"Trench Coat", "Tweed Houndstooth Hat", "Magnifying Glass"};  
  
shoppingCart[0] = "Tweed Cape";  
  
// shoppingCart now holds ["Tweed Cape", "Tweed Houndstooth Hat", "Magnifying Glass"]

[ArrayList](https://www.codecademy.com/resources/docs/java/array-list) has a slightly different way of doing this, using the set() method:

ArrayList<String> shoppingCart = new ArrayList<String>();  
  
shoppingCart.add("Trench Coat");  
shoppingCart.add("Tweed Houndstooth Hat");  
shoppingCart.add("Magnifying Glass");  
  
shoppingCart.set(0, "Tweed Cape");  
  
// shoppingCart now holds ["Tweed Cape", "Tweed Houndstooth Hat", "Magnifying Glass"]

**Instructions**

**1.**Modify sherlocksToDos so that the value at "play violin" becomes "listen to Dr. Watson for amusement".

**2.**Modify poirotsToDos so that the value at "trim mustache" becomes "listen to Captain Hastings for amusement".

import java.util.ArrayList;

class ToDos {

  public static void main(String[] args) {

    // Sherlock

    ArrayList<String> sherlocksToDos = new ArrayList<String>();

    sherlocksToDos.add("visit the crime scene");

    sherlocksToDos.add("play violin");

    sherlocksToDos.add("interview suspects");

    sherlocksToDos.add("solve the case");

    sherlocksToDos.add("apprehend the criminal");

    // Poirot

    ArrayList<String> poirotsToDos = new ArrayList<String>();

    poirotsToDos.add("visit the crime scene");

    poirotsToDos.add("interview suspects");

    poirotsToDos.add("let the little grey cells do their work");

    poirotsToDos.add("trim mustache");

    poirotsToDos.add("call all suspects together");

    poirotsToDos.add("reveal the truth of the crime");

    // Set each to-do below:

    sherlocksToDos.set(1,"listen to Dr. Watson for amusement");

    poirotsToDos.set(3,"listen to Captain Hastings for amusement");

    System.out.println("Sherlock's to-do list:");

    System.out.println(sherlocksToDos.toString() + "\n");

    System.out.println("Poirot's to-do list:");

    System.out.println(poirotsToDos.toString());

  }

}

Sherlock's to-do list:

[visit the crime scene, listen to Dr. Watson for amusement, interview suspects, solve the case, apprehend the criminal]

Poirot's to-do list:

[visit the crime scene, interview suspects, let the little grey cells do their work, listen to Captain Hastings for amusement, call all suspects together, reveal the truth of the crime]

### Removing an Item

What if we wanted to get rid of an entry altogether? For [arrays](https://www.codecademy.com/resources/docs/java/arrays), we would have to make a completely new array without the value.

Luckily, ArrayLists allow us to remove an item by specifying the index to [remove](https://www.codecademy.com/resources/docs/java/array-list/remove?page_ref=catalog):

ArrayList<String> shoppingCart = new ArrayList<String>();  
  
shoppingCart.add("Trench Coat");  
shoppingCart.add("Tweed Houndstooth Hat");  
shoppingCart.add("Magnifying Glass");  
  
shoppingCart.remove(1);  
// shoppingCart now holds ["Trench Coat", "Magnifying Glass"]

We can also remove an item by specifying the value to remove:

ArrayList<String> shoppingCart = new ArrayList<String>();  
  
shoppingCart.add("Trench Coat");  
shoppingCart.add("Tweed Houndstooth Hat");  
shoppingCart.add("Magnifying Glass");  
  
shoppingCart.remove("Trench Coat");  
// shoppingCart now holds ["Tweed Houndstooth Hat", "Magnifying Glass"]

**Note:** This command removes the FIRST instance of the value "Trench Coat".

**Instructions**

**1.**Sherlock Holmes and Hercule Poirot have each already visited their respective crime scenes.

Remove "visit the crime scene" from sherlocksToDos and poirotsToDos using remove().

Moreover, Sherlock Holmes has also gotten some violin playing done.

So you can remove "play violin" from sherlocksToDos as well.

import java.util.ArrayList;

class ToDos {

  public static void main(String[] args) {

    // Sherlock

    ArrayList<String> sherlocksToDos = new ArrayList<String>();

    sherlocksToDos.add("visit the crime scene");

    sherlocksToDos.add("play violin");

    sherlocksToDos.add("interview suspects");

    sherlocksToDos.add("solve the case");

    sherlocksToDos.add("apprehend the criminal");

    // Poirot

    ArrayList<String> poirotsToDos = new ArrayList<String>();

    poirotsToDos.add("visit the crime scene");

    poirotsToDos.add("interview suspects");

    poirotsToDos.add("let the little grey cells do their work");

    poirotsToDos.add("trim mustache");

    poirotsToDos.add("call all suspects together");

    poirotsToDos.add("reveal the truth of the crime");

    // Remove each to-do below:

    poirotsToDos.remove(0);

     sherlocksToDos.remove(0);

     sherlocksToDos.remove("play violin");

    System.out.println(sherlocksToDos.toString() + "\n");

    System.out.println(poirotsToDos.toString());

  }

}

[interview suspects, solve the case, apprehend the criminal]

[interview suspects, let the little grey cells do their work, trim mustache, call all suspects together, reveal the truth of the crime]

### Getting an Item's Index

What if we had a really large list and wanted to know the position of a certain element in it? For instance, what if we had an [ArrayList](https://www.codecademy.com/resources/docs/java/array-list) detectives with the names of fictional detectives in chronological order, and we wanted to know what position "Fletcher" was.

// detectives holds ["Holmes", "Poirot", "Marple", "Spade", "Fletcher", "Conan", "Ramotswe"];  
System.out.println(detectives.indexOf("Fletcher"));

This code would print 4, since "Fletcher" is at index 4 of the detectives ArrayList.

**Instructions**

**1.**After visiting the crime scene, the ever-impatient Dr. Watson wants to know how many to-dos are left until Sherlock solves the case.

To help Dr. Watson figure this out, use indexOf() to determine where in the to-do list "solve the case" is.

Print this information out. That’s the number of to-dos remaining before Sherlock reaches "solve the case".

import java.util.ArrayList;

class ToDos {

  public static void main(String[] args) {

    // Sherlock

    ArrayList<String> sherlocksToDos = new ArrayList<String>();

    sherlocksToDos.add("visit the crime scene");

    sherlocksToDos.add("play violin");

    sherlocksToDos.add("interview suspects");

    sherlocksToDos.add("listen to Dr. Watson for amusement");

    sherlocksToDos.add("solve the case");

    sherlocksToDos.add("apprehend the criminal");

    sherlocksToDos.remove("visit the crime scene");

    // Calculate to-dos until case is solved:

    int solved = sherlocksToDos.indexOf("solve the case");

    // Change the value printed:

    System.out.println("solved");

  }

}

solved

### Review

Nice work! You now know the basics of

[ArrayList](https://www.codecademy.com/resources/docs/java/array-list)s including:

* Creating an ArrayList.
* Adding a new ArrayList item using add().
* Accessing the size of an ArrayList using size().
* Finding an item by index using get().
* Changing the value of an ArrayList item using set().
* Removing an item with a specific value using remove().
* Retrieving the index of an item with a specific value using indexOf().

Now if only there were some way to move through an array or ArrayList, item by item…

**Instructions**

We’ve included a workspace for you to test out your newfound knowledge of arrays and ArrayLists.

Remember: To run your code, enter the following commands in the terminal:

javac List.java

and then:

java List

import java.util.ArrayList;

class List {

  public static void main(String[] args) {

  }

}

**Loops**

### Introduction to Loops

In the programming world, we hate repeating ourselves. There are two reasons for this:

* Writing the same code over and over is time-consuming.
* Having less code means having less to debug.

But we often need to do the same task more than once. Fortunately, computers are really good (and fast) at doing repetitive tasks. And in Java, we can use loops.

A [loop](https://www.codecademy.com/resources/docs/java/loops?page_ref=catalog) is a programming tool that allows developers to repeat the same block of code until some condition is met.

First, a starting condition is evaluated. If the starting condition is true, then the loop body is executed. When the last line of the loop body is executed, the condition is re-evaluated. This process continues until the condition is false (if the condition never becomes false, we can actually end up with an **infinite loop**!). If the starting condition is false, the loop never gets executed.

We employ loops to easily scale programs - saving time and minimizing mistakes.

We’ll go over three types of loops that we’ll see everywhere:

* while loops
* for loops
* for-each loops

### While We're Here

A while loop looks a bit like an if statement:

while (silliness > 10) {  
  
  // code to run  
  
}

Like an if statement, the code inside a while loop will only run if the condition is true. However, a while loop will continue running the code over and over until the condition evaluates to false. So the code block will repeat until silliness is less than or equal to 10.

// set attempts to 0  
int attempts = 0;  
  
// enter loop if condition is true  
while (passcode != 0524 && attempts < 4) {  
  
  System.out.println("Try again.");  
  passcode = getNewPasscode();  
  attempts += 1;  
  
  // is condition still true?  
  // if so, repeat code block  
}  
// exit when condition is not true

while [loops](https://www.codecademy.com/resources/docs/java/loops) are extremely useful when you want to run some code until a specific change happens. However, if you aren’t certain that change will occur, beware the infinite loop!

Infinite loops occur when the condition will never evaluate to false. This can cause your entire program to crash.

int hedgehogs = 5;  
  
// This will cause an infinite loop:  
while (hedgehogs < 6) {  
  
  System.out.println("Not enough hedgehogs!");  
  
}

In the example above, hedgehogs remains equal to 5, which is less than 6. So we would get an infinite loop.

**Instructions**

**1.**Take a look at **LuckyFive.java**. We’ve set up a random number generator that allows you to simulate the roll of a die.

Create a while loop that will continue to loop while dieRoll is NOT 5.

**Do NOT run your code yet** — you will get an infinite loop here because the value of dieRoll is never changed.

Inside the loop, reset dieRoll with a new random value between 1 and 6.

Now you can run the code.

**2.**Inside the while loop, above the line where you reset dieRoll, print out dieRoll to the terminal.

// Importing the Random library

import java.util.Random;

class LuckyFive {

  public static void main(String[] args) {

    // Creating a random number generator

    Random randomGenerator = new Random();

    // Generate a number between 1 and 6

    int dieRoll = randomGenerator.nextInt(6) + 1;

    // Repeat while roll isn't 5

    while(dieRoll != 5){

      System.out.println(dieRoll);

       dieRoll = randomGenerator.nextInt(6) + 1;

    }

    }}

2

4

2

3

### Incrementing While Loops

When looping through code, it’s common to use a counter variable. A counter (also known as an iterator) is a variable used in the conditional logic of the loop and (usually) incremented in value during each iteration through the code. For example:

// counter is initialized  
int wishes = 0;  
  
// conditional logic uses counter  
while (wishes < 3) {  
  
  System.out.println("Wish granted.");  
  // counter is incremented  
  wishes++;  
}

In the above example, the counter wishes gets initialized before the loop with a value of 0, then the program will keep printing "Wish granted." and adding 1 to wishes as long as wishes has a value of less than 3. Once wishes reaches a value of 3 or more, the program will exit the loop.

So the [output](https://www.codecademy.com/resources/docs/java/output) would look like:

Wish granted.  
Wish granted.  
Wish granted.

We can also decrement counters like this:

int pushupsToDo = 10;  
  
while (pushupsToDo > 0) {  
  
  doPushup();  
  pushupsToDo--;  
  
}

In the code above, the counter, pushupsToDo, starts at 10, and increments down one at a time. When it hits 0, the loop exits.

**Instructions**

**1.**In **Coffee.java**, initialize an int variable called cupsOfCoffee with a value of 1.

**2.**Create a while loop that runs as long as cupsOfCoffee is less than or equal to 100.

**Important:** Inside the while loop, increment cupsOfCoffee by 1 to prevent an infinite loop.

**3.**Inside the while loop above where you incremented cupsOfCoffee print the following:

Fry drinks cup of coffee #1

The 1 in this statement should correspond with the current value of cupsOfCoffee. When cupsOfCoffee is 100, this should be printed:

Fry drinks cup of coffee #100

class Coffee {

  public static void main(String[] args) {

    // initialize cupsOfCoffee

    int cupsOfCoffee = 1;

    // add while loop with counter

    while (cupsOfCoffee <= 100){

      System.out.println("Fry drinks cup of coffee #"+cupsOfCoffee);

      cupsOfCoffee++;

    }}}

Fry drinks cup of coffee #1

Fry drinks cup of coffee #2

Fry drinks cup of coffee #3

Fry drinks cup of coffee #4

.

.

.

Fry drinks cup of coffee #99

Fry drinks cup of coffee #100

### 

### For Loops

### Incrementing with [loops](https://www.codecademy.com/resources/docs/java/loops) is actually so common in programming that Java (like many other programming languages) includes syntax specifically to address this pattern: for loops.

A for loop header is made up of the following three parts, each separated by a semicolon:

1. The initialization of the loop control variable.
2. A [boolean](https://www.codecademy.com/resources/docs/general/data-types/boolean) expression.
3. An increment or decrement statement.

The opening line might look like this:

for (int i = 0; i < 5; i++) {  
  
  // code that will run  
  
}

In a for loop, an initialization statement is run once in order to initialize the loop control variable. This variable is modified in every iteration, can be referenced in the loop body, and used to test the boolean condition. In the example above, i is the loop control variable.

Let’s breakdown the above example:

1. i = 0: i is initialized to 0
2. i < 5: the loop is given a boolean condition that relies on the value of i. The loop will continue to execute until i < 5 is false.
3. i++: i will increment at the end of each loop and before the condition is re-evaluated.

So the code will run through the loop a total of five times.

We’ll also hear the term “iteration” in reference to loops. When we iterate, it just means that we are repeating the same block of code.

**Instructions**

Review the syntax of for loops and click Next when you’re ready to build some yourself!

### Using For Loops

Even though we can write while [loops](https://www.codecademy.com/resources/docs/java/loops) that accomplish the same task, for loops are useful because they help us remember to increment our counter — something that is easy to forget when we increment with a while loop.

Leaving out that line of code would cause an infinite loop — yikes!

Fortunately, equipped with our new understanding of for loops, we can help prevent infinite loops in our own code.

It’s important to be aware that, if we don’t create the correct for loop header, we can cause the iteration to loop one too many or one too few times; this occurrence is known as an “off by one” error.

For example, imagine we wanted to find the sum of the first ten numbers and wrote the following code:

int sum = 0;  
for (int i = 0; i < 10; i++) {  
  sum += i  
}

This code would produce an incorrect value of 45. We skipped adding 10 to sum because our loop control variable started with a value of 0 and stopped the iteration after it had a value of 9. We were off by one! We could fix this by changing the condition of our loop to be i <= 10; or i < 11;.

These [errors](https://www.codecademy.com/resources/docs/java/errors) can be tricky because, while they do not always produce an error in the terminal, they can cause some miscalculations in our code. These are called logical errors — the code runs fine, but it didn’t do what you expected it to do.

**Instructions**

**1.**We’ve provided a while loop that loops from 1 to 100 outputting a string on each iteration. Refactor (rewrite) this code as a for loop.

Remember, the syntax of a for loop looks like:

for (int i = 0; i < 5; i++) {  
  
  // code that will run  
  
}

class Coffee {

  public static void main(String[] args) {

    int cupsOfCoffee = 1;

      for(int i = 1; i <=100; i++){

cupsOfCoffee = i;

System.out.println("Fry drinks cup of coffee #" +cupsOfCoffee );

      }}}

Fry drinks cup of coffee #1

Fry drinks cup of coffee #2

Fry drinks cup of coffee #3

Fry drinks cup of coffee #4

.

.

.

Fry drinks cup of coffee #99

Fry drinks cup of coffee #100

### Iterating Over Arrays and ArrayLists

One common pattern we’ll encounter as a programmer is traversing, or looping, through a list of data and doing something with each item. In Java, that list would be an [array](https://www.codecademy.com/resources/docs/java/arrays?page_ref=catalog) or [ArrayList](https://www.codecademy.com/resources/docs/java/array-list?page_ref=catalog) and the loop could be a for loop. But wait, how does this work?

In order to traverse an array or ArrayList using a loop, we must find a way to access each element via its index. We may recall that for [loops](https://www.codecademy.com/resources/docs/java/loops) are created with a counter variable. We can use that counter to track the index of the current element as we iterate over the list of data.

Because the first index in an array or ArrayList is 0, the counter would begin with a value of 0 and increment until the end of the list. So we can increment through the array or ArrayList using its indices.

For example, if we wanted to add 1 to every int item in an array secretCode, we could do this:

for (int i = 0; i < secretCode.length; i++) {  
  // Increase value of element value by 1  
  secretCode[i] += 1;  
}

Notice that our condition in this example is i < secretCode.length. Because array indices start at 0, the length of secretCode is 1 larger than its final index. A loop should stop its traversal before its counter variable is equal to the length of the list.

To give a concrete example, if the length of an array is 5, the last index we want to access is 4. If we were to try to access index 5, we would get an [ArrayIndexOutOfBoundsException](https://www.codecademy.com/resources/docs/java/errors/arrayindexoutofboundsexception?page_ref=catalog) error! This is a very common mistake when first starting to traverse arrays.

Traversing an ArrayList looks very similar:

for (int i = 0; i < secretCode.size(); i++) {  
  // Increase value of element value by 1  
  int num = secretCode.get(i);  
  secretCode.set(i, num + 1);  
}

We can also use while loops to traverse through arrays and ArrayLists. If we use a while loop, we need to create our own counter variable to access individual elements. We’ll also set our condition to continue looping until our counter variable equals the list length.

For example, let’s use a while loop to traverse through an array:

int i = 0; // initialize counter  
  
while (i < secretCode.length) {  
  secretCode[i] += 1;  
  i++; // increment the while loop  
}

Traversing through an ArrayList with a while loop would look like this:

int i = 0; // initialize counter  
  
while (i < secretCode.size()) {  
  int num = secretCode.get(i);  
  secretCode.set(i, num + 1);  
  i++; // increment the while loop  
}

**Instructions**

**1.**Let’s use a for loop to iterate over expenses and sum up the total of all items.

Start with the skeleton of a for loop:

* + Initialize a counter i with a value of 0.
  + The loop should run while i is less than the size() of expenses.
  + Increment i.

You can leave the body empty for now.

**2.**Inside the for loop, add the item’s value to total.

import java.util.ArrayList;

class CalculateTotal {

  public static void main(String[] args) {

    ArrayList<Double> expenses = new ArrayList<Double>();

    expenses.add(74.46);

    expenses.add(63.99);

    expenses.add(10.57);

    expenses.add(81.37);

    double total = 0;

    // Iterate over expenses

    for(int i =0; i < expenses.size(); i++){

     total +=  expenses.get(i);

    }

    System.out.println(total);

  }

230.39

### break and continue

If we ever want to exit a loop before it finishes all its iterations or want to skip one of the iterations, we can use the break and continue keywords.

The break keyword is used to exit, or break, a loop. Once break is executed, the loop will stop iterating. For example:

for (int i = 0; i < 10; i++) {  
  System.out.println(i);  
  if (i == 4) {  
    break;  
  }  
}

Even though the loop was set to iterate until the condition i < 10 is false, the above code will [output](https://www.codecademy.com/resources/docs/java/output) the following because we used break:

0  
1  
2  
3  
4

The continue keyword can be placed inside of a loop if we want to skip an iteration. If continue is executed, the current loop iteration will immediately end, and the next iteration will begin. We can use the continue keyword to skip any even valued iteration:

int[] numbers = {1, 2, 3, 4, 5};  
      
for (int i = 0; i < numbers.length; i++) {  
  if (numbers[i] % 2 == 0) {  
    continue;  
  }  
  System.out.println(numbers[i]);  
}

This program would output the following:

1  
3  
5

In this case, if a number is even, we hit a continue statement, which skips the rest of that iteration, so the print statement is skipped. As a result, we only see odd numbers print.

**Keep Reading: AP Computer Science A Students**

Loops can exist all throughout our code - including inside a method. If the return keyword was executed inside a loop contained in a method, then the loop iteration would be stopped and the method/constructor would be exited.

For example, we have a method called checkForJacket() that takes in an array of Strings. If any of the elements are equivalent to the String value "jacket", the method will return true:

public static boolean checkForJacket(String[] lst) {  
  for (int i = 0; i < lst.length; i++) {  
    System.out.println(lst[i]);  
    if (lst[i] == "jacket") {  
      return true;  
    }  
  }  
  return false;  
}   
  
public static void main(String[] args) {  
  String[] suitcase = {"shirt", "jacket", "pants", "socks"};     
  System.out.println(checkForJacket(suitcase));  
}

As soon as an element equals "jacket", return true; is executed. This causes the loop to stop and the [compiler](https://www.codecademy.com/resources/docs/java/compiler) to exit checkForJacket(). Running this code would output the following:

shirt  
jacket  
true

**Instructions**

**1.**Take a look at the for loop in the code editor. It starts its iteration at 0 and continues to iterate until i < 100 is false.

Inside the loop, create a condition that checks if i is **not** divisible by 5. If the condition is true, skip the iteration. Outside the condition statement, print i. The final solution **should not** contain an else statement.

The only numbers that should be printed are those that are divisible by 5!

class Numbers {

  public static void main(String[] args) {

    for (int i = 0; i <= 100; i++) {

      // Add your code below

    if(i % 5 !=0){

      continue;

    }

     System.out.println(i);

 }}}

0

5

10

15

20

25

30

35

40

45

50

55

60

65

70

75

80

85

90

95

100

### For-Each Loops

Sometimes we need access to the elements’ indices or we only want to iterate through a portion of a list. If that’s the case, a regular for loop or while loop is a great choice.

For example, we can use a for loop to print out each element in an array called inventoryItems:

for (int inventoryItem = 0; inventoryItem < inventoryItems.length; inventoryItem++) {  
  // Print element at current index  
  System.out.println(inventoryItems[inventoryItem]);  
}

But sometimes we couldn’t care less about the indices; we only care about the element itself.

At times like this, for-each [loops](https://www.codecademy.com/resources/docs/java/loops) come in handy.

For-each loops, which are also referred to as enhanced loops, allow us to directly loop through each item in a list of items (like an array or [ArrayList](https://www.codecademy.com/resources/docs/java/array-list)) and perform some action with each item.

If we want to use a for-each loop to rewrite our program above, the syntax looks like this:

for (String inventoryItem : inventoryItems) {  
  // Print element value  
  System.out.println(inventoryItem);  
  
}

Our enhanced loop contains two items: an enhanced for loop variable (inventoryItem) and a list to traverse through (inventoryItems).

We can read the : as “in” like this: for each inventoryItem (which should be a String) in inventoryItems, print inventoryItem.

If we try to assign a new value to the enhanced for loop variable, the value stored in the array or ArrayList will not change. This is because, for every iteration in the enhanced loop, the loop variable is assigned a copy of the list element.

**Note:** We can name the enhanced for loop variable whatever we want; using the singular of a plural is just a convention. We may also encounter conventions like String word : sentence.

**Instructions**

**1.**Let’s use a for-each loop to find the priciest item in expenses.

Build a for-each loop that iterates through each expense in expenses. For now, leave the body of the loop empty.

**2.**Inside the for-each loop, check if expense is greater than mostExpensive.

If it is, set mostExpensive equal to expense.

import java.util.ArrayList;

class MostExpensive {

  public static void main(String[] args) {

    ArrayList<Double> expenses = new ArrayList<Double>();

    expenses.add(74.46);

    expenses.add(63.99);

    expenses.add(10.57);

    expenses.add(81.37);

    double mostExpensive = 0;

    // Iterate over expenses

    for(double expense : expenses){

      if (expense > mostExpensive){

          mostExpensive = expense;

      }

    }

  System.out.println(mostExpensive);

  }

}

81.37

### Removing Elements During Traversal

If we want to remove elements from an [ArrayList](https://www.codecademy.com/resources/docs/java/array-list) while traversing through one, we can easily run into an error if we aren’t careful.

When an element is removed from an ArrayList, all the items that appear after the removed element will have their index value shift by negative one — it’s like all elements shifted to the left! We’ll have to be very careful with how we use our counter variable to avoid skipping elements.

##### Removing An Element Using while

When using a while loop and removing elements from an ArrayList, we should **not** increment the while loop’s counter whenever we remove an element. We don’t need to increase the counter because all of the other elements have now shifted to the left.

For example, if we removed the element at index 3, then the element that was at index 4 will be moved to index 3. If we increase our counter to 4, we’ll skip that element!

Take a look at this block of code that will remove all odd numbers from an ArrayList. Think about what the value of i is, when we’re increasing the value of i, and when i < lst.size() becomes False.

int i = 0; // initialize counter  
  
while (i < lst.size()) {  
  // if value is odd, remove value  
  if (lst.get(i) % 2 != 0){  
    lst.remove(i);  
  } else {  
    // if value is even, increment counter  
    i++;  
  }  
}

##### Removing An Element Using for

We can use a similar strategy when removing elements using a for loop. When using a while loop, we decided to not increase our loop control variable whenever we removed an element. This ensured that we would not skip an element when all of the other elements shifted to the left.

When using a for loop, we, unfortunately, must increase our loop control variable — the loop control variable will always change when we reach the end of the loop (and it will usually change by 1 because we often use something like i++.) Since we can’t avoid increasing our loop control variable, we can take matters into our own hands and decrease the loop control variable whenever we remove an item.

For example:

for (int i = 0; i < lst.size(); i++) {  
  if (lst.get(i) == "value to remove"){  
    // remove value from ArrayList  
    lst.remove(lst.get(i));  
    // Decrease loop control variable by 1  
    i--;      
  }  
}

Now whenever we remove an item, we’ll decrease i by 1. Then when we reach the end of the loop, i will increase by 1. It will be like i never changed!

**Note:** Avoid manipulating the size of an ArrayList when using an enhanced for loop. Actions like adding or removing elements from an ArrayList when using a for each loop can cause a  [ConcurrentModificationException](https://www.codecademy.com/resources/docs/java/errors/concurrentmodificationexception) error.

**Instructions :**

**1.**Take a look at the code placed in the main() method of the Lunch class.

Inside the method removeAnts(), use a for loop or a while loop to iterate through lunchBox and remove any element that has the value "ant".

Outside the loop, return the value of lunchBox.

import java.util.ArrayList;

class Lunch {

  public static ArrayList<String> removeAnts(ArrayList<String> lunchBox) {

    // Add your code below

   for(int i=0;i<lunchBox.size();i++){

  if(lunchBox.get(i) == "ant"){

  lunchBox.remove(lunchBox.get(i));

  i--;

}

   }

   return lunchBox;

  }

  public static void main(String[] args) {

    ArrayList<String> lunchContainer = new ArrayList<String>();

    lunchContainer.add("apple");

    lunchContainer.add("ant");

    lunchContainer.add("ant");

    lunchContainer.add("sandwich");

    lunchContainer.add("ant");

    lunchContainer = removeAnts(lunchContainer);

    System.out.println(lunchContainer);

  }

}

[apple, sandwich]

### Review

Nice work! Let’s iterate over what you’ve just learned about loops:

* while loops: These are useful to repeat a code block an unknown number of times until some condition is met. For example:

int wishes = 0;  
  
while (wishes < 3) {  
  // code that will run  
  wishes++;  
  
}

* for loops: These are ideal for when you are incrementing or decrementing with a counter variable. For example:

for (int i = 0; i < 5; i++) {  
  
  // code that will run  
}

* For-each loops: These make it simple to do something with each item in a list. For example:

for (String inventoryItem : inventoryItems) {  
  
  // do something with each inventoryItem  
  
}

import java.util.ArrayList;

import java.util.Arrays;

class Playground {

  public static void main(String[] args) {

    for (int i = 0; i < 5; i++) {

      System.out.println("Congrats on finishing Java loops!");

    }

  }

}

Congrats on finishing Java loops!
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Congrats on finishing Java loops!