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## Descripción y Análisis de Métodos

**MaxElementCollection ()**

Descripción: Inicializa la lista vacía y el comparador a null.

Complejidad Algorítmica: O (1)

**rellenarLista ()**

Descripción: Rellena la lista con otra lista pasada por parámetro.

Complejidad Algorítmica: O (1)

**findMaxElement ()**

Descripción: Comprueba que la lista no está vacía y busca el elemento máximo de la colección iterando por la lista sin necesidad de ordenarla previamente. Se inicializa la variable maxElement con el primer elemento de la lista y se compara con los siguientes elementos utilizando un comparador si está definido, o directamente con el método compareTo () si no lo está. Al final devuelve el elemento máximo.

Complejidad Algorítmica: La operación dominante es el bucle for, que recorre n elementos y realiza una comparación por cada uno, por lo que la complejidad total del método es O(n).

**findMaxElementBySorting ()**

Descripción: Comprueba que la lista no esté vacía y encuentra el elemento máximo ordenando primero la lista y luego seleccionando el último elemento de la misma. Si se ha definido un comparador la lista se utiliza usándolo, si no con ordenación natural.

Complejidad Algorítmica: El paso dominante en términos de complejidad es la ordenación, que es O (n log n).

## Pruebas y gráficas

Para validar las complejidades teóricas, se ha diseñado una clase de prueba que mide los tiempos de ejecución de ambos métodos con listas de diferentes tamaños generadas aleatoriamente mediante la clase GeneradorEnteros.

Se realizan múltiples pruebas con tamaños de lista crecientes y se registran los tiempos de ejecución. A continuación, se presentan los resultados en una tabla y sus respectivas representaciones gráficas.

|  |  |  |
| --- | --- | --- |
| **Tamaño de la lista** | **findMaxElement () (ms)** | **findMaxElementBySorting () (ms)** |
| 10 | 0 | 0 |
| 100 | 0 | 1 |
| 1000 | 1 | 2 |
| 1000000 | 19 | 438 |
| 2000000 | 34 | 1044 |
| 2500000 | 37 | 892 |
| 5000000 | 65 | 1089 |
| 6000000 | 80 | 2456 |
| 6500000 | 91 | 2674 |
| 7000000 | 90 | 2681 |
| 75000000 | 934 | 37659 |

## Conclusiones

findMaxElement () es más eficiente en términos de tiempo de ejecución para encontrar el máximo, con una complejidad de O(n).

findMaxElementBySorting () es menos eficiente debido a la sobrecarga del ordenamiento, con una complejidad de O (n log n).

Las pruebas empíricas confirman las complejidades teóricas, con tiempos de ejecución que crecen acorde a las previsiones matemáticas.

Este análisis permite concluir que, salvo que se requiera una lista ordenada por otros motivos, el método findMaxElement () es la opción óptima para encontrar el máximo elemento de la colección.