# cfg.json

E:\workspace\yh\OpenBridge-passos-proxy\open-falcon\src\judge\cfg.json

## 报警间隔

alarm中有一个minInterval的配置，单位是秒，默认是300秒，表示同一个event，如果配置报警多次，那么两个报警之间至少间隔300秒。  
这是个经验值，我们觉得报警太频繁没有意义，对工程师来说是干扰。收到报警之后拿出电脑、开机、连上vpn就差不多要3分钟了……

"alarm": {  
 "enabled": **true**,  
 "minInterval": 300,  
 "queuePattern": "event:p%v",  
 "redis": {  
 "dsn": "192.168.99.100:6379",  
 "maxIdle": 5,  
 "connTimeout": 5000,  
 "readTimeout": 5000,  
 "writeTimeout": 5000  
 }  
}

# 告警时间不一致

原因为192.168.0.179和192.168.0.181时间不一致，将时间同步即可解决

相差时间为两分钟

![](data:image/png;base64,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)

yum install -y chrony

systemctl start chronyd

systemctl enable chronyd

systemclt status chronyd

## Judge

### Main.go

Main.go入口函数

**go** http.Start()

**go** rpc.Start()

**go** cron.SyncStrategies()

**go** cron.CleanStale()

### 搭建redis测试环境

Cfg.json

"redis"**:** **{**

"dsn"**:** "192.168.99.100:6379"**,**

"maxIdle"**:** 5**,**

"connTimeout"**:** 5000**,**

"readTimeout"**:** 5000**,**

"writeTimeout"**:** 5000

**}**

docker pull index.alauda.cn/library/redis

docker run --name redis -d -p 6379:6379 index.alauda.cn/library/redis redis-server --appendonly yes

测试例子

lpush event:p0 "{\"id\":\"s\_1\_6666cd76f96956469e7be39d750cc7d9\",\"strategy\":{\"id\":7,\"metric\":\"cpu.busy\",\"tags\":{},\"func\":\"all(#3)\",\"operator\":\"\\u003e=\",\"rightValue\":90,\"maxStep\":3,\"priority\":0,\"note\":\"\",\"tpl\":{\"id\":7,\"name\":\"cpu.test\",\"parentId\":0,\"actionId\":2,\"creator\":\"liyang\"}},\"expression\":null,\"status\":\"PROBLEM\",\"endpoint\":\"192.168.1.55\",\"leftValue\":1,\"currentStep\":0,\"eventTime\":0,\"pushedTags\":null}"

json

{"id":"s\_1\_6666cd76f96956469e7be39d750cc7d9","strategy":{"id":1,"metric":"cpu.idle","tags":{},"func":"all(#3)","operator":"\u003e=","rightValue":90,"maxStep":3,"priority":0,"note":"","tpl":{"id":0,"name":"","parentId":0,"actionId":0,"creator":""}},"expression":null,"status":"","endpoint":"","leftValue":1,"currentStep":0,"eventTime":0,"pushedTags":null}

Alarm控制台

<Endpoint:192.168.1.55, Status:PROBLEM, Strategy:<Id:7, Metric:cpu.busy, Tags:map[], all(#3)>=1 MaxStep:3, P0, , <Id:7, Name:cpu.test, ParentId:0, ActionId:2, Creator:liyang>>, Expression:<nil>, LeftValue:2, CurrentStep:3, PushedTags:map[], TS:2016-08-09 09:07:00>

### cron包strategy.go

获取远程缓存

**func** syncStrategies() {

**var** strategiesResponse model.StrategiesResponse

    err := g.HbsClient.Call("Hbs.GetStrategies", model.NullRpcRequest{}, &strategiesResponse)

**if** err != nil {

        log.Println("[ERROR] Hbs.GetStrategies:", err)

**return**

    }

    rebuildStrategyMap(&strategiesResponse)

}

Hbs.GetStrategies调用hbs中的rpc模块hbs.go中GetStrategies

### Transfer\sender\send\_tasks.go Sender包send\_tasks.go

E:\workspace\yh\OpenBridge-passos-proxy\open-faclon\src\transfer\sender\send\_tasks.go

// Judge定时任务, 将 Judge发送缓存中的数据 通过rpc连接池 发送到Judge

forward2JudgeTask

//调用远程的方法

JudgeConnPools.Call(addr, "Judge.Send", judgeItems, resp)

### Store包history.go

history.go中PushFrontAndMaintain具体发送

linkedlist.go 中PushFrontAndMaintain决定是否发送报警

needJudge := linkedList.PushFrontAndMaintain(val, maxCount)

**if** needJudge {

    Judge(linkedList, val, now)

}

初始化HistoryBigMap

**var** HistoryBigMap = make(**map**[string]\*JudgeItemMap)

### store\judge.go Store包judge.go

E:\workspace\yh\OpenBridge-passos-proxy\open-faclon\src\github.com\open-falcon\judge\store\judge.go

具体组装发送Event

sendEvent

// send to redis

redisKey := fmt.Sprintf(g.Config().Alarm.QueuePattern, event.Priority())

rc := g.RedisConnPool.Get()

**defer** rc.Close()

rc.Do("LPUSH", redisKey, string(bs))

"queuePattern"**:** "event:p%v"**,**

# 同步更新judge中的strategies和expression

## Strategy.go

E:\workspace\yh\OpenBridge-passos-proxy\open-falcon\

src\judge\cron\strategy.go

### SyncStrategies

**func** SyncStrategies() {  
 duration := time.Duration(g.Config().Hbs.Interval) \* time.*Second* **for** {  
 syncStrategies()  
 syncExpression()  
 time.Sleep(duration)  
 }  
}

### syncStrategies

通过rpc调用Hbs.GetStrategies

**func** syncStrategies() {  
 **var** strategiesResponse model.StrategiesResponse  
 err := g.HbsClient.Call("Hbs.GetStrategies", model.NullRpcRequest{}, &strategiesResponse)  
 **if** err != nil {  
 log.Println("[ERROR] Hbs.GetStrategies:", err)  
 **return** }  
  
 rebuildStrategyMap(&strategiesResponse)  
}

### rebuildStrategyMap

g.StrategyMap.ReInit(m)重新初始化

**func** rebuildStrategyMap(strategiesResponse \*model.StrategiesResponse) {  
 // endpoint:metric => [strategy1, strategy2 ...]  
 m := make(**map**[string][]model.Strategy)  
 **for** \_, hs := **range** strategiesResponse.HostStrategies {  
 hostname := hs.Hostname  
 **if** g.Config().Debug && hostname == g.Config().DebugHost {  
 log.Println(hostname, "strategies:")  
 bs, \_ := json.Marshal(hs.Strategies)  
 fmt.Println(string(bs))  
 }  
 **for** \_, strategy := **range** hs.Strategies {  
 key := fmt.Sprintf("%s/%s", hostname, strategy.Metric)  
 **if** \_, exists := m[key]; exists {  
 m[key] = append(m[key], strategy)  
 } **else** {  
 m[key] = []model.Strategy{strategy}  
 }  
 }  
 }  
  
 g.StrategyMap.ReInit(m)  
}

## hbs.go

E:\workspace\yh\OpenBridge-passos-proxy\open-falcon\

src\hbs\rpc\hbs.go

### GetStrategies

**func** (t \*Hbs) GetStrategies(req model.NullRpcRequest, reply \*model.StrategiesResponse) error {  
 reply.HostStrategies = []\*model.HostStrategy{}  
 // 一个机器ID对应多个模板ID  
 hidTids := cache.HostTemplateIds.GetMap()  
 sz := len(hidTids)  
 **if** sz == 0 {  
 **return** nil  
 }  
  
 // Judge需要的是hostname，此处要把HostId转换为hostname  
 // 查出的hosts，是不处于维护时间内的  
 hosts := cache.MonitoredHosts.Get()  
 **if** len(hosts) == 0 {  
 // 所有机器都处于维护状态，汗  
 **return** nil  
 }  
  
 tpls := cache.TemplateCache.GetMap()  
 **if** len(tpls) == 0 {  
 **return** nil  
 }  
  
 strategies := cache.Strategies.GetMap()  
 **if** len(strategies) == 0 {  
 **return** nil  
 }  
  
 // 做个索引，给一个tplId，可以很方便的找到对应了哪些Strategy  
 tpl2Strategies := Tpl2Strategies(strategies)  
  
 hostStrategies := make([]\*model.HostStrategy, 0, sz)  
 **for** hostId, tplIds := **range** hidTids {  
  
 h, exists := hosts[hostId]  
 **if** !exists {  
 **continue** }  
  
 // 计算当前host配置了哪些监控策略  
 ss := CalcInheritStrategies(tpls, tplIds, tpl2Strategies)  
 **if** len(ss) <= 0 {  
 **continue** }  
  
 hs := model.HostStrategy{  
 Hostname: h.Name,  
 Strategies: ss,  
 }  
  
 hostStrategies = append(hostStrategies, &hs)  
  
 }  
  
 reply.HostStrategies = hostStrategies  
 **return** nil  
}

# 判断进行告警

## receiver.go

E:\workspace\yh\OpenBridge-passos-proxy\open-falcon\

src\github.com\open-falcon\judge\rpc\receiver.go

### Send

Rpc包receiver.go

负责将transfer发送过来的请求发送到alarm

**func** (this \*Judge) Send(items []\*model.JudgeItem, resp \*model.SimpleRpcResponse) error {

    remain := g.Config().Remain

    // 把当前时间的计算放在最外层，是为了减少获取时间时的系统调用开销

    now := time.Now().Unix()

**for** \_, item := **range** items {

        pk := item.PrimaryKey()

        store.HistoryBigMap[pk[0:2]].PushFrontAndMaintain(pk, item, remain, now)

    }

**return** nil

}

common\model\judge.go 定义了PrimaryKey方法

//最终调用store包linkedlist.go的PushFrontAndMaintain方法

store.HistoryBigMap[pk[0:2]].PushFrontAndMaintain(pk, item, remain, now)

## history.go

E:\workspace\yh\OpenBridge-passos-proxy\open-falcon\

src\github.com\open-falcon\judge\store\history.go

### PushFrontAndMaintain

**func** (this \*JudgeItemMap) PushFrontAndMaintain(key string, val \*model.JudgeItem, maxCount int, now int64) {  
 **if** linkedList, exists := this.Get(key); exists {  
 needJudge := linkedList.PushFrontAndMaintain(val, maxCount)  
 **if** needJudge {  
 Judge(linkedList, val, now)  
 }  
 } **else** {  
 NL := list.New()  
 NL.PushFront(val)  
 safeList := &SafeLinkedList{L: NL}  
 this.Set(key, safeList)  
 Judge(safeList, val, now)  
 }  
}