**############################################################**

**1- Multiply the matrices**

*When dealing with matrices, you may, sooner or later, run into the elusive task of matrix multiplication. Here, we will try to multiply two matrices and hope to understand the process.*

Two matrices A[][] and B[][] can only be multiplied if number of columns in A is equal to number of rows in B. The dimensions of the resultant matrix will have A's row size and B's column size.

Given two matrices A and B having (n1 x m1) and (n2 x m2) dimensions respectively. Multiply A and B.

**Example 1:**

**Input:**

n1 = 3, m1 = 2

A[][] = {{4, 8},

{0, 2}

{1, 6}}

n2 = 2, m2 = 2

B[][] = {{5, 2},

{9, 4}}

**Output:** 92 40 18 8 59 26

**Explanation:**

Matrices are of size 3 x 2 and 2 x 2 which

results in 3 x 2 matrix with elements as:

res[][] = {{92, 40},

{18, 8}

{59, 26}}

**Example 2:**

**Input:**

n1 = 1, m1 = 1

A[][] = {2}

n2 = 1, m2 = 1

B[][] = {3}

**Output:** 6

**Explanation:** Both matrices are of size 1 x 1

which results in 1 x 1 matrix having element 6.

**Your Task:**  
You dont need to read input or print anything. Complete the function **multiplyMatrix()** that takes A and B as input parameters and returns a matrix containing their product. If the multiplication is not possible return an empty matrix.

**Expected Time Complexity:** O(N1 \* M1 \* M2)  
**Expected Auxiliary Space:**O(N1 \* M2) for resultant matrix.

**Constraints:**  
1 <= n1, m1, n2, m2 <= 30  
0 <= Ai, Bi <= 100

vector<vector<int>> multiplyMatrix( const vector<vector<int>>& A, const vector<vector<int>>& B)

{ int n1=A.size();

int m1=A[0].size();

int n2=B.size();

int m2=B[0].size();

vector<vector<int>> ans;

if(m1!=n2)

return ans;

int sum=0;

for(int i=0;i<n1;i++)

{ vector<int> v;

for(int j=0;j<m2;j++)

{ sum=0;

for(int k=0;k<m1;k++)

sum+=A[i][k]\*B[k][j];

v.push\_back(sum);

}

ans.push\_back(v);

}

return ans;

}

**############################################################**

**2- Determinant of a Matrix**

Given a square matrix of size N x N. The task is to find the [**determinant**](https://en.wikipedia.org/wiki/Determinant) of this matrix.  
  
**Example 1:**

**Input**:

N = 4

matrix[][] = {{1, 0, 2, -1},

  {3, 0, 0, 5},

  {2, 1, 4, -3},

  {1, 0, 5, 0}}

**Output**: 30

**Explanation**:

Determinant of the given matrix is 30.

**Example 2:**

**Input**:

N = 3

matrix[][] = {{1, 2, 3},

  {4, 5, 6},

  {7, 10, 9}}

**Output**: 12

**Explanation**:

Determinant of the given matrix is 12.

**Your Task:**  
You don't need to read input or print anything. Complete the function **determinantOfMatrix()**that takesmatrixand its size n as input parametersand returns the determinant of the matrix.  
  
**Expected Time Complexity:** O(N4)  
**Expected Auxiliary Space:** O(N2)  
  
**Constraints:**  
1 <= N <= 8  
-10 <= mat[i][j] <= 10

int determinantOfMatrix(vector<vector<int> > m, int n)

{ int det=0; // the determinant value will be stored here

if(m.size()==1)

return m[0][0]; // no calculation needed

else if(m.size()==2)

return (m[0][0]\*m[1][1]-m[0][1]\*m[1][0]);

else

{ for(int p=0;p<m[0].size();p++)

{ vector<vector<int>> sm;

for (int i=1;i<m.size();i++)

{ vector<int> v;

for (int j=0;j<m[i].size();j++)

{ if (j!=p)

v.push\_back(m[i][j]);

}

if(v.size()>0)

sm.push\_back(v);

}

det=det + m[0][p]\*pow(-1,p)\*determinantOfMatrix(sm,m.size());

}

return det;

}

}

**############################################################**

**3- Transpose of Matrix**

Write a program to find the transpose of a square matrix of size N\*N. Transpose of a matrix is obtained by changing rows to columns and columns to rows.  
  
**Example 1:**

**Input**:

N = 4

mat[][] = {{1, 1, 1, 1},

  {2, 2, 2, 2}

  {3, 3, 3, 3}

  {4, 4, 4, 4}}

**Output**:

{{1, 2, 3, 4},

 {1, 2, 3, 4}

 {1, 2, 3, 4}

 {1, 2, 3, 4}}

**Example 2:**

**Input**:

N = 2

mat[][] = {{1, 2},

  {-9, -2}}

**Output**:

{{1, -9},

 {2, -2}}

**Your Task:**  
You dont need to read input or print anything. Complete the function **transpose**() which takes matrix[][] and N as input parameter and finds the transpose of the input matrix. You need to do this in-place. That is you need to update the original matrix with the transpose.   
  
**Expected Time Complexity:** O(N \* N)  
**Expected Auxiliary Space:** O(1)  
  
**Constraints:**  
1 <= N <= 100  
-103 <= mat[i][j] <= 103

void transpose(vector<vector<int> >& matrix, int n)

{ for(int i=0;i<n;i++)

for(int j=i;j<n;j++)

swap(matrix[i][j],matrix[j][i]);

}

**############################################################**

**4- Rotate by 90 degree**

Given asquarematrix of size **N x N**. The task is to rotate it by**90 degrees in anti-clockwise** direction without using any extra space.   
  
**Example 1:**

**Input**:

N = 3

matrix[][] = {{1, 2, 3},

  {4, 5, 6}

  {7, 8, 9}}

**Output**:

Rotated Matrix:

3 6 9

2 5 8

1 4 7

**Example 2:**

**Input**:

N = 2

matrix[][] = {{1, 2},

  {3, 4}}

**Output**:

Rotated Matrix:

2 4

1 3

**Your Task:**  
You dont need to read input or print anything. Complete the function **rotateby90**() which takes the matrix as input parameter and rotates it by 90 degrees in anti-clockwise direction without using any extra space. You have to modify the input matrix **in-place**.   
  
**Expected Time Complexity**: O(N2)  
**Expected Auxiliary Space**: O(1)  
  
**Constraints:**  
1 ≤ N ≤ 100  
1 <= matrix[][] <= 1000

void rotateby90(vector<vector<int> >& matrix, int n)

{ for(int i=0;i<n;i++)

for(int j=i;j<n;j++)

swap(matrix[i][j],matrix[j][i]);

for(int i=0;i<n/2;i++)

for(int j=0;j<n;j++)

swap(matrix[i][j],matrix[n-1-i][j]);

}

**############################################################**

**5- Spirally traversing a matrix**

Given a matrix of size r\*c. Traverse the matrix in spiral form.

**Example 1:**

**Input**:

r = 4, c = 4

matrix[][] = {{1, 2, 3, 4},

  {5, 6, 7, 8},

  {9, 10, 11, 12},

  {13, 14, 15,16}}

**Output**:

1 2 3 4 8 12 16 15 14 13 9 5 6 7 11 10

**Explanation**:

![](data:image/png;base64,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)

**Example 2:**

**Input**:

r = 3, c = 4

matrix[][] = {{1, 2, 3, 4},

  {5, 6, 7, 8},

  {9, 10, 11, 12}}

**Output**:

1 2 3 4 8 12 11 10 9 5 6 7

**Explanation**:

Applying same technique as shown above,

output for the 2nd testcase will be

1 2 3 4 8 12 11 10 9 5 6 7.

**Your Task:**  
You dont need to read input or print anything. Complete the function **spirallyTraverse()**that takes **matrix, r**and**c**as input parametersand returns a list of integers denoting the spiral traversal of matrix.   
  
**Expected Time Complexity:** O(r\*c)  
**Expected Auxiliary Space:** O(r\*c), for returning the answer only.  
  
**Constraints:**  
1 <= r, c <= 100  
0 <= matrixi <= 100

vector<int> spirallyTraverse(vector<vector<int> > matrix, int m, int n)

{ vector<int> v;

int dir=0,l=0,r=n-1,u=0,d=m-1;

while(l<=r && u<=d)

{ if(dir==0)

{ for(int i=l;i<=r;i++)

v.push\_back(matrix[u][i]);

u++;

}

else if(dir==1)

{ for(int i=u;i<=d;i++)

v.push\_back(matrix[i][r]);

r--;

}

else if(dir==2)

{ for(int i=r;i>=l;i--)

v.push\_back(matrix[d][i]);

d--;

}

else if(dir==3)

{ for(int i=d;i>=u;i--)

v.push\_back(matrix[i][l]);

l++;

}

dir=(dir+1)%4;

}

return v;

}

**############################################################**

**6- Search in a row-column sorted Matrix**

Given a matrix of size n x m, where every row and column is**sorted in increasing order**, and a number **x.** Find whether element x is present in the matrix or not.  
  
**Example 1:**

**Input**:

n = 3, m = 3, x = 62

matrix[][] = {{ 3, 30, 38},

  {36, 43, 60},

  {40, 51, 69}}

**Output**: 0

**Explanation**:

62 is not present in the matrix,

so output is 0.

**Example 2:**

**Input**:

n = 1, m = 6, x = 55

matrix[][] = {{18, 21, 27, 38, 55, 67}}

**Output**: 1

**Explanation**: 55 is present in the matrix.

**Your Task:**  
You don't need to read input or print anything. Complete the function **search()** that takes **n, m, x,**and **matrix[][]** as input parameters and **returns a boolean value.** True if x is present in the matrix and false if it is not present.  
  
**Expected Time Complexity:** O(N + M)  
**Expected Auxiliary Space:** O(1)  
  
**Constraints:**  
1 <= N, M <= 1000  
1 <= mat[][] <= 105  
1 <= X <= 1000

bool search(vector<vector<int> > matrix, int n, int m, int k)

{ int l=0,r=m-1;

while(l<n && r>=0)

{ if(matrix[l][r]==k)

return 1;

else if(matrix[l][r]<k)

l++;

else

r--;

}

return 0;

}

**############################################################**

**7- Max rectangle**

Given a binary matrix. Find the maximum area of a rectangle formed only of 1s in the given matrix.

**Example 1:**

**Input:**

n = 4, m = 4

M[][] = {{0 1 1 0},

{1 1 1 1},

{1 1 1 1},

{1 1 0 0}}

**Output:** 8

**Explanation:** For the above test case the

matrix will look like

0 1 1 0

1 1 1 1

1 1 1 1

1 1 0 0

the max size rectangle is

1 1 1 1

1 1 1 1

and area is 4 \*2 = 8.

**Your Task:**  
Your task is to complete the function **maxArea** which returns the maximum size rectangle area in a binary-sub-matrix with all 1’s. The function takes 3 arguments the first argument is the Matrix M[ ] [ ] and the next two are two integers n and m which denotes the size of the matrix M.

**Expected Time Complexity** : O(n\*m)  
**Expected Auixiliary Space** : O(m)

**Constraints:**  
1<=n,m<=1000  
0<=M[][]<=1  
  
**Note:**The **Input/Ouput** format and **Example** given are used for system's internal purpose, and should be used by a user for **Expected Output** only. As it is a function problem, hence a user should not read any input from stdin/console. The task is to complete the function specified, and not to write the full code.

int area(vector<int> v, int n)

{ int ans=0;

vector<int> l;

vector<int> r;

stack<int> stk;

for(int i=0;i<n;i++)

{ if(stk.empty())

{ l.push\_back(0);

stk.push(i);

}

else

{ while(!stk.empty() && v[stk.top()]>=v[i])

stk.pop();

l.push\_back(stk.empty()?0:stk.top()+1);

stk.push(i);

}

}

while(!stk.empty())

stk.pop();

for(int i=n-1;i>=0;i--)

{ if(stk.empty())

{

r.push\_back(n-1);

stk.push(i);

}

else

{ while(!stk.empty() && v[stk.top()]>=v[i])

stk.pop();

r.push\_back(stk.empty()?n-1:stk.top()-1);

stk.push(i);

}

}

reverse(r.begin(),r.end());

for(int i=0;i<n;i++)

ans=max(ans, v[i]\*(r[i]-l[i]+1));

return ans;

}

int maxArea(int mat[MAX][MAX], int n, int m) {

// Your code here

vector<int> v;

stack<int> stk;

int ans=0;

for(int i=0;i<m;i++)

v.push\_back(mat[0][i]);

ans=area(v,m);

for(int i=1;i<n;i++)

{ for(int j=0;j<m;j++)

{ if(mat[i][j]==1)

v[j]+=mat[i][j];

else

v[j]=0;

}

ans=max(ans,area(v,m));

}

return ans;

}

**############################################################**

**8- Largest rectangle of 1s with swapping of columns allowed**

Given a matrix **mat** of size **R\*C** with 0 and 1’s, find the largest rectangle of all 1’s in the matrix. The rectangle can be formed by swapping any pair of columns of given matrix.

**Example 1:**

**Input:**

R = 3, C = 5

mat[][] = {{0, 1, 0, 1, 0},

{0, 1, 0, 1, 1},

{1, 1, 0, 1, 0}};

**Output:** 6

**Explanation:** The largest rectangle's area

is 6. The rectangle can be formed by

swapping column 2 with 3. The matrix

after swapping will be

0 0 1 1 0

0 0 1 1 1

1 0 1 1 0

**Example 2:**

**Input:**

R = 4, C = 5

mat[][] = {{0, 1, 0, 1, 0},

{0, 1, 1, 1, 1},

{1, 1, 1, 0, 1},

{1, 1, 1, 1, 1}};

**Output:** 9

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **maxArea()** which takes the 2D array of booleans **mat,** **r**and**c**as parameters and returns an integer denoting the answer.

**Expected Time Complexity:** O(R\*(R + C))  
**Expected Auxiliary Space:** O(R\*C)

**Constraints:**  
1<= R,C <=103  
0 <= mat[i][j] <= 1

int maxArea(vector<bool> mat[], int r, int c) {

// code here

vector<int> v;

vector<vector<int>> m;

for(int i=0;i<c;i++)

v.push\_back(mat[0][i]);

m.push\_back(v);

for(int i=1;i<r;i++)

{ for(int j=0;j<c;j++)

{ if(mat[i][j]==0)

v[j]=0;

else

v[j]+=mat[i][j];

}

m.push\_back(v);

}

for(int i=0;i<r;i++)

sort(m[i].begin(),m[i].end(),greater<int>());

/\*

for(int i=0;i<r;i++)

{ for(int j=0;j<c;j++)

cout<<m[i][j]<<" ";

cout<<endl;

}\*/

int ans=0;

for(int i=0;i<r;i++)

for(int j=0;j<c;j++)

ans=max(ans,m[i][j]\*(j+1));

return ans;

}

**############################################################**