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## Abstract

Owing to **the popularity of the PDF format** and **the continued exploitation of Adobe Reader, the detection of malicious PDFs remains a concern.** All existing detection techniques **rely on the PDF parser to a certain extent**, while **the complexity of the PDF format** leaves an abundant space for **parser confusion**. To **quantify** the difference between these parsers and Adobe Reader, we create **a reference JavaScript extractor** by directly tapping into **Adobe Reader** at locations identified through a mostly automatic binary analysis technique. By comparing the output of this **reference extractor** against that of several open-source JavaScript extractors on **a large data set** obtained from **VirusTotal**, we are able to **identify hundreds of samples** which **existing extractors fail to extract JavaScript from**. By **analyzing these samples** we are able to identify **several weaknesses** in each of these extractors. Based on these lessons, we apply **several obfuscations on a malicious PDF sample, which can successfully evade all the malware detectors tested**. We call this **evasion technique a *PDF parser confusion attack***. Lastly, we demonstrate that **the reference JavaScript extractor improves the accuracy of existing JavaScript-based classifiers** and **how it can be used to mitigate these parser limitations in a real-world setting.**

由于PDF格式的普及和Adobe Reader的持续开发，恶意PDF的检测仍然是一个问题。所有现有的检测技术在一定程度上依赖于PDF解析器，而PDF格式的复杂性为解析器混淆留下了充足的空间。为了量化这些解析器与Adobe Reader之间的差异，我们通过在大多数自动二进制分析技术识别的位置直接使用Adobe Reader创建参考JavaScript提取器。通过将此参考提取器的输出与从VirusTotal获取的大型数据集上的几个开源JavaScript提取器的输出进行比较，我们能够识别数百个样本，哪些现有提取器无法从中提取JavaScript。通过分析这些样本，我们能够确定这些提取器中的每一个的几个弱点。基于这些经验教训，我们对恶意PDF样本进行了几次混淆处理，可以成功回避所有经过测试的恶意软件检测器。我们称这种逃避技术为PDF解析器混淆攻击。最后，我们演示了参考JavaScript提取器提高了现有基于JavaScript的分类器的准确性，以及如何使用它来缓解现实环境中的这些分析器限制。

## Introduction

Even though Adobe’s Acrobat Reader, more commonly known as Adobe Reader, has become increasingly secure through the addition of advanced security mechanisms such as a sandbox [5], new exploits continue to be found with 44 CVEs published in 2014 [1] and 128 published in 2015 at the time of writing [2]. Due to the continued exploitation of Adobe Reader along with the ubiquity of the PDF format, the detection of malicious PDF files remains a concern, with Kaspersky reporting that Adobe Reader was the third most exploited target in 2014 and attracted 5% of the overall attacks [18].

**Malicious PDF detection in commercial anti-virus products relies heavily on signature detection and is insufficient to detect PDFs containing zero-day exploits or advanced persistent threats.** To address this limitation, two classes of systems have been proposed to **detect malicious PDF files** specifically: 1) **structure and metadata based detectors** [29], [32], [38] and 2) **JavaScript-based classifiers** [23], [25], [37], [26].

Structure and metadata based detection methods distinguish benign and malicious PDFs by determining which structural features and metadata are most associated with each class. However, the essential malice of PDF exploits does not originate in file structures but rather in embedded payloads (e.g., JavaScript code) that bear malicious intent. Therefore, these detectors can be easily evaded by the *mimicry attack* [39], [38] and the *reverse mimicry attack* [28], which hide harmful code in PDF files that exhibit structural features and metadata associated with benign files.

To fundamentally address PDF exploits, it is necessary to analyze the contents of documents and search for malicious payloads. Prior work [23] reveals that JavaScript is the most common malicious content in PDF exploits for two major reasons: 1) the implementation of the Adobe JavaScript APIs exposes vulnerabilities and 2) JavaScript code is used to enable advanced exploitation techniques, such as heap spraying. Almost all of the malicious PDF documents in our sample set collected from VirusTotal contain JavaScript, indicating that the extraction and analysis of embedded JavaScript is essential to malicious PDF detection.

To this end, prior JavaScript-based classifiers [23], [25], [37] have attempted to parse PDF documents, extract JavaScript from them, and then analyze this JavaScript to classify it as benign or malicious. These works all depend on their ability to accurately extract JavaScript from PDFs. With the exception of MPScan[26], which uses a modified version of Adobe Reader similar to the one presented in this work, each of these works rely either on open-source parsers or their own home-grown parsers. Because all of these parsers are incomplete and have oversimplified assumptions in regards to where JavaScript can be embedded, these detection methods are not accurate or robust.

In this paper, we aim to conduct a systematic study on a new evasion technique called the *PDF parser confusion attack*, which aims to confuse the PDF parsers in malware detectors in order to evade detection. In essence, this evasion attack exemplifies the *chameleon* and *werewolf* attacks that deliberately abuse file processing in malware detectors [22]. However, compared to other file types (e.g., ZIP, ELF and PE) that have been investigated in this previous work, the combination of the complexity of the PDF format and Adobe Reader’s leniency in parsing these files potentially offers a much larger attack space. Unfortunately, this attack space has not been studied sufficiently in the security community.

To enable a systematic study we have developed a *reference JavaScript extractor* by directly tapping into Adobe Reader, which is arguably the most popular and most targeted PDF viewer [19]. To develop this reference extractor, we present a mostly automatic dynamic binary analysis technique that can quickly identify a small number of candidate tap points, which can be further refined by simple manual analysis. We then perform a differential analysis on this reference extractor and several popular extractors, using over 160,000 PDFs collected from VirusTotal. For each extractor we identify hundreds of samples which it cannot correctly process, but that contain JavaScript according to the reference extractor.

By delving into these discrepancies between the reference extractor and the existing extractors we have identified several new obfuscations, and further quantified their impact when used in parser-confusion attacks on JavaScript extractors and malware detectors. By combining several of these obfuscations, we demonstrate that a malicious PDF can successfully evade *all* the malware detectors evaluated, including signature- based, structure/metadata-based, and JavaScript-based detectors.

These findings suggest that the key to effective countermeasures is a high-fidelity parser that closely mimics the parsing logic of Adobe Reader. One possible solution is to directly deploy our reference JavaScript extractor for JavaScript-based detectors. Our experiment shows that this deployment scheme not only incurs acceptable runtime overhead, but also produces much higher detection accuracy. Our experiments show that after replacing the original parser with our reference extractor, the detection rate of PJScan [23] increases from 68% to 96% for a specific version of Adobe Reader, based on a fairly rudimentary classifier.

Paper Contributions. In summary, this paper makes the following contributions:

* We propose a mostly-automatic, platform independent **tap point** identification technique to correctly identify tap points related to JavaScript parsing and execution in Adobe Reader which are used to develop a reference JavaScript extractor.
* Using our reference extractor we systematically evaluate the shortcomings of existing JavaScript extraction tools. We have identified hundreds of PDF samples (both benign and malicious), which existing extractors failed to extract JavaScript from. We manually investigate many of them, and identify their root causes.
* We construct several PDF parser confusion attacks by combining several of the obfuscations identified in our analysis. These evasions have proved to be effective in successfully evading all of the malware detectors we tested.
* We discuss several mitigation techniques. In particular, we demonstrate that with our reference JavaScript extractor, the detection rate of an existing classifier increases significantly from 68% to 96% on our sample set, and present a possible deployment scenario for the reference extractor.

We plan to release the complete data set and also launch a public service for our reference JavaScript extractor, to help security researchers conduct further research on this problem. A list of MD5 hash values are available for part of the data set and can be found at https://goo.gl/qtbuOC.
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