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*抽象*由于PDF格式的普及和Adobe Reader的不断发展，恶意PDF的检测仍然是一个问题。所有现有的检测技术在一定程度上依赖于PDF解析器，而PDF格式的复杂性为解析器混淆留下了充足的空间。为了量化这些解析器与Adobe Reader之间的差异，我们通过在大多数自动二进制分析技术识别的位置直接使用Adobe Reader创建参考JavaScript提取器。通过将此参考提取器的输出与从VirusTotal获取的大型数据集上的几个开源JavaScript提取器的输出进行比较，我们能够识别数百个样本，其中现有的提取器无法从中提取JavaScript。通过分析这些样本，我们能够确定这些提取器中的每一个的几个弱点。基于这些经验教训，我们对恶意PDF样本进行了几次混淆处理，可以成功回避所有经过测试的恶意软件检测器。我们称这种逃避技术为a*PDF解析器混淆攻击*。最后，我们演示了参考JavaScript提取器提高了现有基于JavaScript的分类器的准确性，以及如何使用它来缓解实际设置中的这些分析器限制。

                                      一        导论

即使Adobe的Acrobat Reader（通常称为Adobe Reader）通过增加高级安全机制（如沙箱）而变得越来越安全[5]，但在2014年发布的44个CVE中仍然会发现新的漏洞[1]，已发布128个CVE在2015年写作时[2]。由于继续利用Adobe Reader以及无处不在的PDF格式，恶意PDF文件的检测依然令人担忧，卡巴斯基报告称Adobe Reader在2014年是第三大受攻击目标，并且吸引了整体攻击的5％[ 18。

商业防病毒产品中的恶意PDF检测在很大程度上依赖于签名检测，并且不足以检测包含零日漏洞利用或高级持续威胁的PDF。为了解决这个限制，已经提出了两类系统来具体检测恶意PDF文件：1）基于结构和元数据的检测器[29]，[32]，[38]和2）基于JavaScript的分类器[23]，[25 ]，[37]，[26]。

通过确定哪些结构特征和元数据与每个类最相关，基于结构和元数据的检测方法区分良性和恶意PDF。然而，PDF漏洞的基本恶意并不是来源于文件结构，而是源于具有恶意意图的嵌入式有效载荷（例如JavaScript代码）。因此，通过*模仿攻击* [39]，[38]和*反向模仿攻击* [28] ，这些检测器可以很容易地被躲避，这些*攻击*隐藏PDF文件中的有害代码，这些代码显示与良性文件相关的结构特征和元数据。

要从根本上解决PDF漏洞攻击，有必要分析文档内容并搜索恶意负载。之前的工作[23]揭示了JavaScript是PDF漏洞中最常见的恶意内容，主要有两个原因：1）Adobe JavaScript API的实现暴露了漏洞; 2）JavaScript代码用于实现高级开发技术，如堆喷洒。从VirusTotal收集的样本集中的几乎所有恶意PDF文档都包含JavaScript，表明嵌入式JavaScript的提取和分析对于恶意PDF检测至关重要。

为此，之前的基于JavaScript的分类器[23,25,37]试图解析PDF文档，从中提取JavaScript，然后分析此JavaScript以将其分类为良性或恶意。这些作品都依赖于他们从PDF中准确提取JavaScript的能力。除MPScan [26]（使用与本文中介绍的类似的Adobe Reader的修改版本）外，这些工作中的每一个都依赖于开源解析器或其自己开发的解析器。由于所有这些解析器都是不完整的，并且对JavaScript可以嵌入的位置有过于简单的假设，所以这些检测方法不准确或不健全。

在本文中，我们旨在对称为*PDF解析器混淆攻击*的新规避技术进行系统研究，该技术旨在混淆恶意软件检测器中的PDF解析器以逃避检测。本质上来说，这是一种逃避

攻击例证了恶意软件探测器故意滥用文件处理的*变色龙*和*狼人*攻击[22]。然而，与之前在此工作中研究过的其他文件类型（例如ZIP，ELF和PE）相比，PDF格式的复杂性与Adobe Reader宽大的解析这些文件的潜力提供了更大的攻击空间。不幸的是，这个攻击空间在安全界尚未得到充分研究。

为了进行系统的研究，我们开发了一个*参考JavaScript提取器*，直接使用Adobe Reader，这可以说是最流行和最有针对性的PDF查看器[19]。为了开发这个参考提取器，我们提出了一种主要是自动的动态二进制分析技术，可以快速识别少量的候选分接点，可以通过简单的手动分析进一步细化。然后，我们使用从VirusTotal收集的超过160,000份PDF文件对该参考提取器和几个流行的提取器进行差异分析。对于每个提取器，我们都会识别数百个无法正确处理的样本，但根据参考提取器包含JavaScript。

通过研究参考提取器与现有提取器之间的这些差异，我们发现了几个新的混淆，并进一步量化了它们在JavaScript提取器和恶意软件检测器的解析器混淆攻击中的影响。通过结合这些混淆中的几个，**我们证明了恶意PDF可以成功规避评估的*所有*恶意软件检测器，包括基于签名的，基于结构/元数据的和基于JavaScript的检测器**。

这些发现表明，有效对策的关键是高度逼真的解析器，它非常模仿Adobe Reader的解析逻辑。一种可能的解决方案是直接部署基于JavaScript的检测器的参考JavaScript抽取器。我们的实验表明，这种部署方案不仅会导致可接受的运行时间开销，而且还会产生更高的检测精度。我们的实验表明，在用我们的参考提取器替换原始解析器之后，基于相当初级的分类器，PJScan [23]的检测率从特定版本的Adobe Reader的68％增加到96％。

纸贡献。总之，本文做出如下贡献：

•          我们提出了一种大多数自动化的平台无关点识别技术，用于正确识别与Adobe Reader中用于开发参考JavaScript提取器的JavaScript解析和执行相关的抽头点。

•          使用我们的参考提取器，我们系统地评估现有JavaScript抽取工具的缺点。我们已经识别出数百个PDF样本（无论是良性的还是恶意的），而现有的提取器无法从中提取JavaScript。我们手动调查其中的很多，并确定其根源。

•          我们通过结合我们分析中确定的几个混淆因素构建了几个PDF解析器混淆攻击。这些逃避已被证明有效地成功避开了我们测试过的所有恶意软件检测器。

•          我们讨论几种缓解技术。特别是，我们证明，使用我们的参考JavaScript提取器，现有分类器的检测率在我们的样本集中从68％显着增加到96％，并为参考提取器提供了可能的部署方案。

我们计划发布完整的数据集，并为参考JavaScript提取器启动公共服务，以帮助安全研究人员进一步研究此问题。MD5散列值列表可用于部分数据集，可在https：// goo找到*。*GL / qtbuOC。

                                       II。        B ACKGROUND

*A.元数据和基于结构特征的检测*

由于基于签名的恶意PDF检测器[31]容易受到各种传统恶意软件多态性技术[16]，[17] [34]的影响，因此已经努力寻找更强大的恶意PDF检测方法。根据观察，恶意文件除了有效载荷以外通常只有很少或没有内容，并且良性文件通常具有大量不同的内容，因此已经提出了若干系统来量化这些结构差异以促进恶意PDF检测和分类。

PDF恶意软件杀手[29]使用流行的PDFiD工具[35]的样本中确定的PDF关键词作为特征集，用于训练随机森林PDF分类器。该系统的主要限制在于其使用PFDiD工具，该工具仅执行简单的字符串匹配以识别PDF关键字子集的存在，因此不能识别由过滤器编码的字符串或区分文档结构中的字符串与那些在其内容中。

PDFrate [32]同样使用随机森林分类器，但使用更多描述性特征集。它分析PDF文件以检索样本的202个不同的结构方面，例如文件中对象的数量和类型，它们的大小，内容方面，文档中的页面以及文件的大小。同样，这项工作在很大程度上受其解析器的限制，这是由作者开发的一个程序，它利用正则表达式来提取无法解码文件中的编码流或解析其内容的这些特征。

采取类似的方法，Srndi c和Laskov [38]开发了一个系统，该系统提取PDF中对象的树状结构作为分类的特征集。尽管其在离线实验中的准确性，但在操作测试中使用此系统表明，该系统无法始终正确识别新威胁。

尽管基于元数据和结构的恶意PDF检测系统已被证明既高效又有效，但它们从根本上容易被规避。先前的研究[38,39]已经证明，无论是有趣的还是对PDFrate [9]的系统研究，这些分类都受到所谓的模仿攻击。在这些攻击中，恶意样本的结构特征被修改为类似于已被分类为良性的PDF文档的结构特征。由于PDF恶意软件执行的恶意行为不一定取决于特定的结构特征，因此该技术可以避开这些分类器，同时保留原始攻击的功效。

第二种类型的攻击，即*反向模仿*攻击也已经提出[28]。模仿攻击为恶意样本增加了良性特征，而反向模仿攻击则将样本分类为良性并使其变得恶意。这种攻击的发起甚至更容易，因为它没有

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 表I：现有的PDF分类器   |  |  |  |  |  | | --- | --- | --- | --- | --- | | 技术 | 探测器 | 发现 | 分析器 | 闪避 | |  |  | 能力 | 需求 | 技术 | | 基于签名 | AV扫描仪Shafiq et al。[31] | 不定 | 低 - 中 | 恶意软件多态性[16]，[17]，[34] | |  | PDF恶意软件杀手[29] |  |  | 模仿攻击[39]，[38] | | 元数据和结构为基础 | PDFrate [32] Srndi        c和Laskov [38]' | 中 | 中 | 反向模仿攻击[28] | |  | 刘等人。[25] |  |  |  | | 基于JavaScript | MDScan [37] PJScan [23] | 不定 | 高 |  | |

需要知道目标分类系统，这种模仿攻击很大程度上取决于。

*B.基于JavaScript的检测*

这些系统的逃避表明，仅依靠结构和元数据相似性的恶意PDF检测技术是不够的。鉴于大多数恶意PDF使用JavaScript来触发或设置漏洞，以前的分类器将重点放在提取和分析嵌入式JavaScript上。由于这些检测方法依赖JavaScript分类进行分类，所以准确的解析器对于正确解释整个PDF文件并精确定位JavaScript非常重要。

刘等人。[25]尝试识别和测试文档中自动执行的JavaScript，以便将Adobe Reader在运行时表现出来的可疑行为归因于正在执行的JavaScript。随后将运行时观察数据与其他启发式数据一起用于计算分类得分。该系统受限于其过于简单化的JavaScript抽取，仅将JavaScript与两个关键字相关联，并假设它们必须始终以明文形式出现。事实上，JavaScript可以嵌入到多个图层中，使用格式的扩展（例如XFA），并且可以通过使用各种PDF功能（如对象流和过滤器）进行编码。

意识到恶意JavaScript通常利用Adobe JavaScript API读取PDF中对象的内容，MDScan [37]不仅解析PDF以提取嵌入式JavaScript，而且还加载文档的内部结构。提取的JavaScript然后在修改后的JavaScript引擎中运行，并被增强以支持作者反向设计的Adobe JavaScript API的某些元素，以便对这些受支持的API函数的调用模仿Adobe Reader的行为。虽然这个系统为动态分析这个JavaScript提供了一个更完整的平台，但由于部分的API支持，它本质上是不完整的，这是不平凡的，容易出错的，并且相当耗时地进行改进。这项工作意识到JavaScript可以以各种方式进行编码，但它只将JavaScript与一个关键字相关联，

PJScan [23]提取JavaScript并使用标记化的JavaScript作为用于训练单类支持向量机的特征集。这个系统的精度不够准确，主要是由于它的PDF解析器libpdfjs，它建立在第三方解析器Poppler上[10]。虽然Poppler声称要实施整个PDF ISO 32000-1规范[24]，但它并没有声称解决规范和Adobe Reader的封闭源实现之间的差异，规范中的所有附录或所有的规范扩展，如XFA。

在不考虑每个检测器特有的缺点的情况下，这些基于JavaScript的PDF分类器都受到JavaScript提取功能的限制。不仅必须正确解析PDF，而且这些检测器必须静态标识文档中嵌入的所有JavaScript组件。由于JavaScript可以以多种不同方式嵌入，甚至可以使用这些检测器未实现的规范的扩展，所以它们不可能始终生成文档中的所有JavaScript，特别是那些已经被混淆的JavaScript。

为了解决这些分析问题，Lu等人引入了MPScan，它钩住Adobe Reader的JavaScript引擎，在打开文档时生成由Adobe Reader执行的JavaScript，然后使用shellcode和堆喷检测技术将文档分类为恶意或良性[26]。虽然作者能够缓解所有这些解析问题，但他们只能钩住一个版本的Adobe Reader，并且没有提供任何技术来识别钩住二进制文件的点或描述它们是如何做的。在没有这些信息的情况下，人们必须假设他们是通过手动分析来完成这项工作的，这对于像Adobe Reader这样庞大而复杂的程序来说是一项艰巨的任务，并且每一个新版本的Adobe Reader都必须重复这些任务。

*C.总结和假设*

如表I所示，以前的PDF分类器一直在发展以掌握恶意有效载荷的语义，以击败造成多态恶意软件或模仿良性文件结构的基本攻击。

假设1：一个关键的观察是以前的所有检测方法都依赖于解析和解释PDF文件到一定程度。因此，他们的检测准确性主要取决于其PDF解析和JavaScript提取的质量。因此，我们假设可以发起一个微妙的攻击来规避所有这些分类器，前提是它可以成功地混淆用于检测的PDF分析器。

假设2：我们也意识到，为了执行准确和强大的PDF分类，实际检查PDF文件中的嵌入式JavaScript有效负载至关重要。因此，我们假设JavaScript的改进

![F:\PDFpy\God_with_me\2018Q2\paper\1_T_ExtractMeIfYouCanAbusingPDFParsersInMalwareDetectors_NDSS2016\ExtractMeIfYouCan.files\image005.gif](data:image/gif;base64,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)

图1：Tap Point Identification。

提取可以方便检测现有的基于JavaScript的PDF分类器未检测到的恶意文档。

                III。              R EFERENCE J AVA S CRIPT E XTRACTOR

为了验证我们的假设，我们需要开发一个参考JavaScript抽取器，以便定量测量部署在检测器和Adobe Reader中的现有PDF解析器之间的差异。

*A.对新技术的需求*

MPScan表明可以在Adobe Reader中手动识别JavaScript抽取点。由于Adobe Reader-IDA Pro仅在主AcroRd32.dll组件中标识了91,753和133,835个函数，因此我们未描述所需的工作量，但对于Adobe Reader的9.5.0和11.0.08版本，我们的工作量与，分别 - 它不可能是一个简单的任务。

由于参考提取器只能精确地模仿单个版本的Adobe Reader的行为，因此我们必须为要保护的每个Adobe Reader版本确定三个分支点，使得该技术的手动应用不可行，作为通用解决方案恶意PDF检测的问题。通过开发一种可重复和自动化的技术，我们可以以最小的努力为许多版本的Adobe Reader可靠地生成参考提取器。这种技术也可以想象应用于从其他文件格式中提取可执行代码，例如Microsoft Office文档中的嵌入式VBA宏。虽然我们无法完全自动化这个过程，但我们已经能够自动化大部分分析。总体，

*B.概述*

图1描述了构建参考提取器的工作流程。我们首先在执行监视器中用Adobe Reader打开三类带标签的PDF样本（即带有JavaScript的格式良好的PDF，没有J​​avaScript和格式错误的PDF格式良好的PDF），以收集内存访问和执行痕迹。最后，我们对轨迹执行离线分析，以识别与JavaScript提取，PDF处理终止和处理错误相关的三个*分*接点。然后，我们可以通过在这三个分接点处修改Adobe Reader来创建参考JavaScript提取器。

特别是，我们通过比较多个类别的独特痕迹来识别这些点。通过使用自动执行的JavaScript处理格式完整的PDF的存储器访问痕迹，我们确定了*JavaScript提取点*，其中提取并执行嵌入式JavaScript代码。通过检查格式良好和格式错误的文件的不同执行痕迹，我们发现*处理终止点*和*处理错误分接点*，它们分别代表这两个类中文件处理的结束。

值得注意的是，我们根据Adobe Reader在打开文件时的行为来定义PDF文件的格式。我们不依赖于PDF规范来进行这样的确定，因为1）某些规范项目含糊不清，并且不容易解释，2）Adobe Reader的实现实际上偏离了规范以增加兼容性。因此，我们认为Adobe Reader成功打开的PDF格式良好。相反，如果Adobe Reader打开警报，指出无法打开示例，我们认为PDF格式不正确。用于执行我们的分析的样本集是通过使用Adobe Reader打开样本手动构建的，以根据我们的定义确定它们是正确的还是畸形的，

虽然我们使用现有的工作作为JavaScript提取的基础[15]，但由于三个原因，此技术不足以用于参考提取器的开发。首先，因为它依靠一个执行监视器进行提取，所以处理任何大量的样本都太慢了。其次，该技术侧重于在监控系统运行时提取所有目标信息，因此不提供用于确定何时提取所有数据的机制，这是我们为了便利地处理样本而需要的。最后，该技术不处理没有目标信息存在或无法提取的情况，即PDF不包含JavaScript，或者Adobe Reader由于格式不正确而无法处理PDF。

为了解决这些限制，我们的技术与以前的三个方面不同。首先，与之前的着重于访问数据的指令并因此仅对存储器轨迹执行分析的工作相比，我们考虑了数据访问和控制传输。增加控制流分析是必要的，因为并非我们希望从Adobe Reader中提取的所有信息都可以通过只监视内存访问来确定。例如，确定Adobe Reader是否遇到错误或是否已完成打开PDF可能只能通过检查程序的状态来确定。其次，这项先前的工作监视“操作”级别的内存访问，并且只对固定数量的内存访问中的连续内存访问进行分组。然而，此分组不适合分段存储器访问模式，这些模式很可能出现在JavaScript处理中。我们会根据“操作组”的粒度跟踪内存访问情况，以捕获遍布许多访问的连续操作。最后，原始技术选择指令作为分支点，这只能将目标数据交给完整的系统仿真器。为了提高性能，我们调整技术来定位函数，以便可以使用现有的函数挂钩技术。它只能产生完整的系统仿真器的目标数据。为了提高性能，我们调整技术来定位函数，以便可以使用现有的函数挂钩技术。它只能产生完整的系统仿真器的目标数据。为了提高性能，我们调整技术来定位函数，以便可以使用现有的函数挂钩技术。

下面的小节将给出详细的解释。总而言之，我们已经量身定制了现有技术来识别JavaScript抽取点并将其扩展以识别参考抽取器所需的新处理错误和处理终止点。

*C. JavaScript提取Tap Points*

定义。我们认为*JavaScript抽取点*是一个函数，Adobe Reader从PDF文档中提取和执行JavaScript代码。形式上，这样一个抽头点被定义为一个三元组：

（*调用者，函数入口点，参数号*）*，*其中调用者指示函数的调用上下文，参数号是函数参数的索引，该参数保存对包含JavaScript的以空值终止的字符串的引用。![F:\PDFpy\God_with_me\2018Q2\paper\1_T_ExtractMeIfYouCanAbusingPDFParsersInMalwareDetectors_NDSS2016\ExtractMeIfYouCan.files\image006.gif](data:image/gif;base64,R0lGODlhCQACAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAAAAAAJAAIAgAAAAAAAAAIFBHJpyFkAOw==)

我们维护分接点功能的调用上下文以提高识别的准确性。一些常用函数（如*memcpy*）很可能会被程序中的多个调用者调用。但是，这些调用中只有一部分与JavaScript操作相关联，因此引入上下文感知可显着帮助消除错误识别。

我们在功能级别而不是指令级别定义分接点，因为功能入口点对条件执行更具弹性，并为挂钩提供更清晰的接口。例如，根据字符串的长度，*memcpy*中的不同指令用于复制字符串。

尽管功能级抽头点有优势，但实际上，我们必须首先确定指令级抽头点，我们称之为*原始抽头点*。每个原始点都被正式定义为一对：

（*调用者，程序计数器*[[1]](file:///F:\\PDFpy\\God_with_me\\2018Q2\\paper\\1_T_ExtractMeIfYouCanAbusingPDFParsersInMalwareDetectors_NDSS2016\\ExtractMeIfYouCan.htm" \l "_ftn1" \o ")）*，*其中调用者也是主机函数的调用者，并且程序计数器唯一地表示指令的地址。

一旦发现原始分接点，需要进行数据流分析以将识别的指令与主机功能的某个参数相关联。因此，我们最终可以检索功能级别的分接点。

内存访问跟踪。通过分析Adobe Reader在打开包含自动执行JavaScript的PDF时进行的内存访问来识别原始JavaScript抽取点。所有这些*内存访问*都记录在内存跟踪中，其中每个访问*m*被格式化为一个元组：*m* =（*调用者，程序计数器，类型，数据，地址*）

**先前的工作：      第1              组第2            组第3组**

![F:\PDFpy\God_with_me\2018Q2\paper\1_T_ExtractMeIfYouCanAbusingPDFParsersInMalwareDetectors_NDSS2016\ExtractMeIfYouCan.files\image007.gif](data:image/gif;base64,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)内存访问序列：

**我们的技术：**

**第1组**

图2：识别先前和这项工作之间的连续内存操作的比较

也就是说，调用上下文，产生访问的指令的地址，访问的类型（读或写），写或读的数据以及正在访问的存储器的地址。在一层调用上下文不足的情况下，我们可以通过添加另一层调用者信息来增加上下文敏感度。我们将为这些样本收集的记忆痕迹集合称为M *JS*= [ *M*0*，M*1*，...，M n* ] ，其中每个*M i*表示单个样本的迹线。

原始分接点的识别。一旦收集到M *JS中*的内存痕迹，我们将分两步进行离线分析，以确定原始分接点。首先，我们将每个跟踪中的内存访问分组为*连续的内存操作，*然后我们检查这些内存操作以搜索JavaScript字符串。

我们跟踪“操作组”级别的内存访问，而不是单个操作级别，以便容忍JavaScript处理中经常发生的间歇性内存访问，其中字符串可能会被分段分段执行。先前的工作只监视一次有限的窗口（即五次）的*操作*，并且超出此限制的任何操作（即使与前一次操作相邻）都不能与以前的操作相关联。图2展示了我们的方法与之前的工作相比的优势[15]。在这个例子中，只有三个组（即{ 1,2 } ，{ 100 ... 1000 } 和{ 3,4 }）由先前的工作来标识，尽管访问存储器区域3和4继续在1和2上的操作。为了解决这个限制，我们以更高的粒度跟踪存储器操作并且同时直接监视几个访问组。因此，对从100到1000的存储区域的顺序访问变成一个单独的组; 可以在一个窗口内观察{ 1,2 } 和{ 3,4 }的访问，因此可以进一步分组为一个。虽然以前的工作可能会增加窗口大小以正确分组分段内存访问，但这大大增加了计算开销。

我们将*连续内存操作*定义为具有相同调用上下文的指令列表，以相同的方式访问内存中的连续位置。形式上，一组连续的内存操作*g*被定义为一个三元组：

*g* =（*开始，结束，m列表*）*，*

开始和结束分别是连续访问的开始和结束地址，*m列表*是单个内存访问[ *m start，...，m end* ]的列表。为了对这些内存操作进行分组，我们给出算法1。

该算法将内存访问跟踪*M*作为输入并输出连续内存访问组列表。我们还引入了一个工作列表*WQ*，它用作LRU缓存来存储固定数量的访问组。实际上，缓存大小为10就足够了，尽管潜在的分接点可能由于被提前推出缓存而丢失。尽管可以增加此大小，但它会增加执行分析所需的内存量。

为了识别这些组，我们遍历轨迹*M*中的每个存储器操作*m*。如果读取操作*m*与现有的组相匹配，则根据调用上下文对缓存*WQ*中的*g*和*m*读取的地址恰好成功地访问最后一个由*g*访问的地址，我们执行*Extend*（），它在*g*的末尾插入*m*。如果读操作*m*落在现有组的中间，我们将该组移到缓存的前面，以避免丢弃最近访问过的组。否则，*米*落在指示存在新的连续存储器访问组的每个现有组的边界之外。我们使用*m*创建这个新组，并将其添加到缓存的前面，如有必要，删除并保存最近最少使用的组。在*m*实际写入缓存中的现有组*g*的情况下，我们通过将旧组从缓存中删除并将其保存为输出来使旧组无效。

一旦为样本收集了连续的内存操作，就会对它们进行检查以找到自动执行的JavaScript代码。由于JavaScript的内存中编码未知，所以必须搜索UTF-8和UTF-16表示。如果发现JavaScript字符串，则这些内存操作将被视为原始分接点。
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1：*M* [ *m*为0 *，m* 1 *，... m n* ] *g*的空列表

2：*WQ 米*在*中号*做

3：用于每个内存操作

4：              如果*m.type* = *读*然后

5：如果9 则*g* 2 *WQ* | *g.end* +1 = *m.addr*和*g.caller* =

*m.caller*

6：                           *延长*（*g，m*）

7： else if 9 *m.caller g* 2 *WQ* then | *g.start*  *m.addr*  *g.end*和*g.caller*=
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10：11：

12：                结束，如果

13：         else         ＃*m*是写入。
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15：

16：                如果结束

17：          如果结束

18：结束
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点按点优化。一旦发现了原始的分支点，我们进行一次使用定义链分析，以查看所标识的内存操作是否可以追溯到任何函数参数。如果是这样，找到JavaScript抽取点的候选人。由于静态分析可能会导致不准确，我们然后执行运行时测试来验证这些候选人。

对于每条内存跟踪都会重复搜索候选项，并将潜在点击点集缩减为在所有处理的内存轨迹中生成嵌入式JavaScript的点。然后使用少量手动分析来确定要使用哪些候选项以及如何从中提取JavaScript。在实践中，这相当于在反汇编器中检查点击点以识别容易产生JavaScript的点。如果找不到合适的分接点，则可重复执行该离线分析，包括额外级别的呼叫上下文。

*D.处理终止和处理错误*

定义。除了提取自动执行的JavaScript之外，还需要确定Adobe Reader是否可以成功打开文件，或者是否由于某种错误而无法执行此操作。我们将这些状态定义为

*处理终止：* Adobe Reader已成功完成与打开PDF相关的所有初始处理的时间点。任何自动执行的JavaScript必须在此之前执行，并且必须完全呈现页面上的所有元素。

*处理错误：*在完成PDF的初始处理之前，Adobe Reader遇到错误导致其中止处理。在这种情况下，Adobe Reader将打开一条警报，向用户描述遇到的错误。

Adobe Reader的行为将永远属于这两种情况之一。除了生成有关样本的有用信息之外，Adobe Reader的这些案例中的其中一个表明何时不再有自动执行的JavaScript提取。通过终止流程，只要有一个流程到达，就可以方便地处理样品。

我们将处理终止和处理错误分接点定义为指令的程序计数器，它们在执行时指示Adobe Reader已达到这些状态中的每一个状态。实际上，我们发现单独的程序计数器足以识别这些点，但如果需要，可以添加调用上下文。

执行跟踪。通过仅分析由Adobe Reader执行的指令来执行识别处理终止和处理错误分接点。由于只使用这些抽头点的执行来揭示有关程序状态的信息，因此可以通过对所执行的基本块执行该分析来简化该分析，而不失一般性。所产生的轨迹是包含每个执行的基本程序段的第一条指令地址的列表。

尤其是，这些跟踪集合ET *JS*，ET *WF*和ET *MF*被收集用于具有JavaScript的格式良好的PDF，没有J​​avaScript的格式良好的PDF以及格式错误的PDF（即导致Adobe Reader产生错误的PDF），分别。更具体地说，ET *JS*包含从用于生成内存跟踪的样本中收集的跟踪以及手动标识为包含JavaScript的其他恶意PDF。ET *WF*中的痕迹是从良性样本中获得的，这些样本经过手动验证不含JavaScript。最后，ET *MF*包含使用和不使用JavaScript的格式错误的样本以及完全不同格式的文件（如PE和DOCX）的跟踪。

收集ET *JS*和ET *WF中的*每条痕迹，直到Adobe Reader出现完成其样本的初始处理，而收集ET *MF*中的痕迹直至Adobe Reader提出警告，表明它无法打开文件。

处理终止。为处理终止点选择的基本块必须满足三个要求：1）基本块总是在处理格式良好的PDF时执行一次且仅执行一次; 2）在处理格式不正确的PDF时，Adobe Reader永远不会执行它; 3）如果PDF包含JavaScript，则仅在JavaScript抽取点后执行。

根据要求1，我们计算一组*BB WFUnique*，它包含ET *WF*中所有迹线共有的基本模块，每个迹线只出现一次。根据要求2，我们需要从*BB WFUnique中*排除ET *MF*中任何跟踪中执行的所有基本块。我们将这些基本块收集在一个*BB MF中*，然后排除它：（*BB WFUnique BB MF*）。由于要求3，我们必须首先找到设置*BB JSTrunc*，它保存在ET *JS的*任何轨迹中执行的所有基本块*之后*到达JavaScript抽取点，然后将交点计算为潜在处理终点抽头点集合：可以选择该集合中的基本块作为处理（*BB WFUnique BB MF*）\ *BB JSTrunc*。任何终端点。

处理错误。与处理错误抽头点关联的基本块必须满足两个要求：1）处理格式不正确的PDF时，基本块总是执行一次且仅执行一次; 2）在处理格式良好的PDF时，Adobe Reader永远不会执行它。为了满足这两个要求，我们计算了三组中间块。具体而言，我们首先计算一组*BB MFUnique*，其中包含所有基本块，对于ET *MF中*所有迹线都是*共有的*，这些块在每条迹线中只出现一次。然后我们排除所有为构造良好的PDF执行的基本块，无论是否带有JavaScript。为此，我们收集了两套*BB JS*和*BB WF*，它们分别表示集合ET *JS*和ET *MF*中的所有基本块。因此，这组潜在的处理误差抽头点被计算为

*BB MFUnique*（*BB JS* [ *BB WF*））。同样，这个集合中的任何基本块都可以用作处理错误抽头点。

*E.点击行动*

一旦确定了分支点后，需要修改Adobe Reader以记录在JavaScript抽取点生成的JavaScript，并在达到处理终止和处理错误分接点时终止。如果抽头点定义包含调用上下文，则这些修改还需要在运行时确定其当前执行是否与该上下文相匹配，否则不应更改该程序的行为。通过检查日志文件的存在并检查过程的退出代码，这是特定于每个点击点的，可以通过编程方式轻松确定已到达哪些点击点以及是否提取了任何JavaScript。

通常情况下，在初始化文件的过程中会自动执行多个JavaScript语句。通常我们希望抓住所有这些，因此Adobe Reader可以运行，直到它到达处理错误或处理终止点。但是，为了处理意外情况，我们在每次达到JavaScript抽取点时设置超时。此可配置超时限制了Adobe Reader在处理特定JavaScript语句时通过在达到时间限制时终止进程的时间。选择超时一秒用于评估，以便有足够的时间执行，同时允许我们处理大量样本。

由于性能问题，我们选择执行热补丁而不是动态仪器（例如Pin [27]）。Microsoft Detours库[21]被选中修改二进制文件，主要是因为它的简单性和易用性，但需要少量的手动工作来将该库与分接点连接起来。在JavaScript抽取点的情况下，这相当于识别目标函数的调用约定和参数。对于处理错误和处理终止分接点，我们不需要关注此分析，因为它们会导致进程立即终止。请注意，必须先禁用Adobe Reader的沙箱机制，以防止处理PDF的进程执行某些操作（如创建文件）。

                            IV。            D 有效的分析

*A.实验设置*

为了评估参考JavaScript提取器的有效性并确定现有提取器的局限性，我们基于Adobe Reader 9.5.0和11.0.08版本生成了两个不同的提取器，然后将它们相互比较，以及其他几个开源工具提供类似的功能。libpdfjs [7]工具是利用Poppler PDF渲染库并为PJScan恶意PDF检测器供电的JavaScript提取器。Origami [8]是一个PDF解析，分析和创建的框架，与使用此框架的JavaScript抽取工具打包在一起。JavaScript解包工具jsunpack-n [6]试图从多种格式中提取和分析JavaScript，但包含一个特别从PDF中提取JavaScript的模块。最后，PDFiD工具不是JavaScript提取器，而只是扫描文档以查看特定关键字的外观。除此之外，VirusTotal使用此工具将样本标记为包含JavaScript或不包含JavaScript [36]，此工具包含的结果是VirusTotal报告的结果。

所有这些工具都是针对2015年2月份从VirusTotal采购的一组163,306 PDF文件运行的。评估的每个工具都有20秒的时间来处理每个样本，然后该工具被视为超时并终止。Origami和jsunpack-n工具在运行Ubuntu 6.04的6GB RAM和2.93GHz CPU的机器上运行。

libpdfjs工具支持的最新操作系统是Ubuntu 11.04，因此它运行在运行此版本的虚拟机中。Adobe Reader工具还必须在Windows虚拟机内运行，该虚拟机特别运行XP Service Pack 3。这两个虚拟机都是

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 表II：JavaScript抽取   |  |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | |  |  |  | 版本9.5.0 | |  |  |  | 版本11.0.08 | |  | | 参考提取器 | libpdfjs | jsunpack-N | 折纸 | PDFID | 参考提取器 | libpdfjs | jsunpack-N | 折纸 | PDFID | | 总 | 4397 | 4625 | 5053 | 4508 | 4398 | 4704 | 4625 | 5053 | 4508 | 4398 | | 火柴 | - | 3940 | 4247 | 3863 | 3721 | - | 4269 | 4537 | 4167 | 3904 | | 无效（本./mal。） | - | 7（7/0） | 26（10/16） | 23（0/23） | - | - | 0（0/0） | 16（0/16） | 23（0/23） | - | | 零（本/年） | - | 450（20/430） | 124（113/11） | 511（76/435） | 676（253/423） | - | 435（6/429） | 151（140/11） | 514（80/434） | 800（377/423） | | 尚无定论 | - | 356 | 500 | 318 | 677 | - | 356 | 500 | 318 | 494 | |

在与其他提取器相同的裸机上运行，​​并分别获得4GB的RAM。尽管这比其他工具稍微少一些，但实际上，内存使用似乎不是任何提取工具的限制。

由于Adobe Reader工具实际上执行从样本中提取的JavaScript，因此我们必须小心谨慎，以防止Adobe Reader的任何潜在漏洞对未来样本的处理产生影响。为了防止出现这种情况，在处理每个新样本之前，先处理干净状态下的虚拟机快照，然后进行恢复。可以在https：// goo找到与结果的某些部分相对应的哈希列表*。*gl / qtbuOC和每个描述。

*B.总结结果*

表II中列出了每个工具提取至少一个JavaScript项目的样本总数以及它们与每个参考提取器的结果比较。请注意，对于PDFiD，列出了它标识为包含JavaScript的样本数。综合起来，我们评估的开源提取器为5250个独特样本生成了JavaScript。我们的9.5.0版参考提取器从4397个样本中生成JavaScript，其中2956个为良性，1441个为恶意，我们的版本11.0.08参考提取器从4704个样本生成JavaScript，其中3261个是良性的，1443个是恶意的， VirusTotal至少有15次检测为恶意。总共，所有提取器都为5267个独特样本生成了JavaScript。

表III显示了两种不同的参考提取器之间的比较。每个提取器可以生成JavaScript的文件在很大程度上都是相似的，并且所有生成的提取都与下面描述的相似性度量相匹配。特定参考提取器独有的提取中，除两个之外的所有提取都是良性的，仅由版本11.0.08提取器生成。这两个样本的格式不正确，允许多种解释，并且似乎不同版本的Adobe Reader选择不同的解释。版本11.0.08提取器独有的大量提取主要是由使用旧版本Adobe Reader不支持的功能的样本引起的，并且9.5.0提取器特有的提取很大程度上是由使用现在不推荐使用的功能的样本造成的。

由于缺乏基本事实，验证这些提取的正确性非常困难。因此，我们试图确定哪些提取会产生与参考提取程序发现的JavaScript至少部分匹配的结果。尽管我们假设我们的参考提取器生成的JavaScript是正确的，但它仅提取打开PDF时自动执行的JavaScript代码，该代码可能只是文档中JavaScript的一个子集。

由于其他提取器试图生成嵌入在文档中的所有JavaScript，因此参考提取器生成的JavaScript应至少匹配其他提取器生成的某些JavaScript。如果找到PDF样本的这种部分匹配，我们称之为“匹配”。如果抽取器对于我们的参考抽取器产生抽取的样本不产生任何东西，我们将其称为“零”。如果提取器产生的提取与我们工具的提取完全不匹配，并且手动验证为无效，则这被认为是“无效提取”。由于PDFiD实际上并未提取JavaScript，因此无效提取的概念不适用于此工具。

为了安全起见，我们没有推断抽取参考样本没有产生样本的抽取的有效性。结果，提出的无效提取量仅代表下限。我们称这些情况“不确定”。

为了识别匹配的提取，我们首先查找子串匹配。由于不同的提取器会产生空白区略有差异的提取，例如不同的结束序列，并且现有的提取工具在处理非ASCII可编码字符时经常遇到问题，因此我们在此搜索中不考虑它们。如果找不到子字符串匹配，我们将使用Python difflib [4]库有效地计算提取之间的相似性启发式。如果抽取与我们的工具产生的抽取看起来至少有50％相同，则认为抽取匹配。

虽然在大多数样本中，现有提取器生成的JavaScript与我们的工具相匹配，但结果显示先前的提取器错过了大量PDF文档的JavaScript提取。平均而言，这些提取器会在10.1％的文件中丢失JavaScript代码，与11.0.08版本的参考提取器相比，PDFiD无法检测到17.01％的样本中存在JavaScript。对于恶意PDF，情况更为严重。平均而言，每个现有的提取器无法从22.47％的由参考提取器标识为包含JavaScript的恶意样本中提取JavaScript。

请注意，每个提取器的“无效”和“零”类别中的样本被分解为良性和恶意类别，正如VirusTotal的检测器所识别的。从这些类别中分析出来的许多恶意样本都存在混淆现象，似乎是解析器混淆攻击，表明攻击者已经意识到了一些解析器的弱点，并且正在积极利用它们来企图逃避检测。jsunpack-n提取器在处理这些样本中效率最高，并且似乎已经被编码以专门解决许多规避问题。

表III：JavaScript抽取（版本9.5.0和11.0.08）

                       9.5.0仅          11.0.08只有          普通          总数
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尽管这些样本已被VirusTotal上的许多检测器分类为恶意，但它们利用来逃避提取的弱点对于这些检测器仍然有效，如第五部分所示，表明这种分类可能基于JavaScript分析之外的因素。JavaScript无法从许多良性样本中提取的事实要么表明这些提取器不完整，要么解析PDF与Adobe Reader不同。

*C.点击验证*

我们的参考提取器不生成来自546个样本的JavaScript（其中只有10个满足我们的恶意定义），其中至少有一个其他提取器能够提供。为了演示参考提取器只能从不包含自动执行JavaScript或者格式不正确的PDF中提取JavaScript，而不是因为技术失败或者由于选择错误的抽头点，我们会进一步执行验证。通过在执行监视器中使用原始Adobe Reader二进制文件打开这些示例，我们可以观察程序的行为以确定它是否处理其他提取器生成的任何JavaScript。

这些样本中的每一个都由Adobe Reader打开，然后给出三十秒来加载EScript.api模块，并知道它包含JavaScript引擎。如果在这段时间内加载模块，则允许Adobe Reader运行另外四分钟来收集内存跟踪。

在546个样本中，只有274个实际加载了EScript.api模块。对于其余的274个样本，我们将内存操作从它们的轨迹分组到相邻的操作中，然后将这些操作访问的数据与其他工具产生的抽取进行比较。在这些样本中产生的所有连续操作中，仅识别出1006个唯一匹配字符串。

绝大多数这些字符串都是来自Adobe JavaScript API或JavaScript关键字的模块或函数名称。一些小的JavaScript片段被识别出来。手动分析表明这些片段只是在模块内生成的JavaScript语句之间的子字符串匹配，可能作为JavaScript引擎初始化的一部分执行。在这些连续的操作中没有发现任何提取的完整JavaScript语句，这表明参考提取器已经在格式完整的PDF中正确捕获了所有自动执行的JavaScript。

*D.教训*

在确定了包含JavaScript但其中一个提取器未正确处理的样本之后，我们开始着手确定这些失败的原因。在很多情况下，这些失败的原因很容易被识别为一个不完整的解析器实现，因为许多工具都知道它们的一些局限性，并会输出消息

预告片<< / Root 1 0 R / Size 8 >>

（a）  原始预告片

预告片<< / Root％！@＃！@＃1 0 R / Size 8 >>

（b）  带注释评论的预告片

/ XFA'[（config）42 0 R（template）％195 0 R 111 0 R（datasets）44 0 R（localeSet）45 0 R]'

（c）   具有注入评论的缩写XFA条目

图3：注释注入

这表明他们遇到了他们无法处理的规范方面。在其他情况下，提取器的源代码和样本本身被手动分析以确定失败的原因，这通常是设计错误或实施错误的结果

通过检查单个提取器唯一产生正确输出的样本，我们能够确定提取器为什么成功，而其他则不是。因此，虽然只对这些样本的相对较小的子集进行分析，但我们能够确定这些提取器中的几个弱点。表四概述了这些限制及其对JavaScript提取器的影响，通常可将这些限制分为四类。

实施错误。通常，提取器会正确解释规范，但在实现时会出现编程错误。虽然这些错误和错误中的很多很容易解决，但枚举却很困难。

PDF规范规定，以“％”开始并以换行符序列结尾的注释应被忽略并视为单个空白字符。尽管规范的这一方面很简单，但jsunpack-n或Origami工具都不会正确解析注释。如图3a和3b所示，将注释注入PDF的预告片中会导致折纸工具过早终止并阻止提取JavaScript。同样，注入字典的评论也阻碍了jsunpack-n工具。如图3c所示，字典中的缩写XML Forms Architecture（XFA）条目演示了此错误。在这种情况下，jsunpack-n没有意识到应该忽略“％195 0 R”字符串。不是查找包含恶意负载的ID为“111 0”的对象，

流数据将由行尾标记结尾，后跟“endstream”关键字。但是，正则表达式jsunpack-n用于在“endstream”之前识别与零个或多个换行符匹配的流数据。这意味着在碰巧具有与换行符相关联的值的流中的尾随字节将被错误地认为是空白而不是流数据。

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 表四：失败和限制   |  |  |  |  |  | | --- | --- | --- | --- | --- | |  |  | 受影响的提取器 | | | | libpdfjs | jsunpack-N | 折纸 | | 实施错误 | 在预告片中评论 | 7 | 7 | 3 | | 在字典中评论 | 7 | 3 | 3 | | 尾随流数据中的空白 | 7 | 3 | 7 | | 安全处理程序版本5十六进制编码的加密数据解析 | 7 | 3 | 7 | | 安全处理程序修订版3,4的加密密钥计算 | 7 | 3 | 7 | | 编码对象中的十六进制字符串文字 | 7 | 3 | 7 | | 设计错误 | 使用孤立的加密对象 | 7 | 3 | 3 | | 没有加密元数据的安全处理程序修订版5加密密钥计算 | 7 | 3 | 7 | | 遗漏 | 无XFA支持 | 3 | 7 | 7 | | 没有安全处理程序版本5支持 | 3 | 7 | 7 | | 没有安全处理程序版本6支持 | 3 | 3 | 7 | | 歧义 | 没有交叉引用表和无效的对象关键字 | 7 | 7 | 3 | |

该规范允许多种不同的加密方案和算法。在这些算法中生成和应用加密密钥相当复杂，并且可能取决于文档的其他几个特征。规范如何执行的规范和算法被称为“安全处理程序”，随着规范的发展，正在开发几个修订版本。根据PDF规范，可以使用空白的“默认”密码来应用加密算法，这意味着即使文件的某些内容存储在密文中，任何正确实现该算法的解析器都可以解密并检查它们。Jsunpack-n似乎已经正确解释了修订3和4安全处理程序的加密密钥生成算法; 然而，

十六进制字符串文字有时不能被jsunpack-n正确处理。当这些字符串文字置于编码对象的内部时，它们在对象解码后没有被正确解析。此外，jsunpack-n无法解析用于使用修订版5安全处理程序存储加密数据的十六进制字符串。

设计错误。这些是提取器似乎错误地解释了规格或者故意采用快捷方式来简化开发的情况。这些错误在规范的更复杂方面很常见，例如文档加密，这些文档加密很难正确解释，或者在破坏开发人员假设的特殊情况下解决。

例如，jsunpack-n和Origami会为定义加密参数的对象扫描文档，如果找到，则使用它们来解密规范说明应加密的所有内容。但是，PDF规范中的增量更新机制允许创建不再加密的更新文件。这样的更新不会删除旧内容，而会生成一个新的文档结构，以停止引用旧对象。因此，定义加密参数的对象的存在不一定意味着文档的当前版本被加密。然后这些提取器将错误地解密已经以纯文本形式的数据，产生“垃圾”数据。

根据文档的元数据是否被加密，修订版5安全处理程序有两个稍微不同的密钥生成算法。这些算法没有被jsunpack-n正确解释。因此，当元数据被加密时，它只能产生正确的密钥。

遗漏。没有一家提取器评估声称完全实施了所有的PDF规范及其扩展。通过使用规范的这些未实现的方面，攻击者从提取器隐藏恶意内容是微不足道的。

libpdfjs提取器的遗漏最大，这主要是由于它依赖于老版本的Poppler解析器，该解析器没有实现更新的规范添加（例如修订版本4和5安全处理程序）。Poppler解析器也不支持PDF规范的XFA扩展，该规范通常用于将JavaScript嵌入到PDF中。尽管Origami或jsunpack-n提取器都不支持XFA，但它们支持足够的规范来识别和提取以这种方式嵌入的JavaScript。

只有Origami工具支持版本6安全处理程序，这是处于开发中的PDF 2.0规范的一部分[14]。尽管该算法不是PDF规范的正式部分，但它仍被Adobe产品使用，因此任何有效的恶意PDF检测器也必须这样做。

歧义。PDF规范在某些情况下含糊不清，留下了多种解释空间。同样的，Adobe Reader试图“正常工作”，通常会处理偏离规范的PDF。由于规格不包括这些情况，因此不清楚应如何处理。寻找这些含糊不清的东西非常困难，并且决定如何处理。

例如，PDF规范指出，所有PDF文档都应包含一个“交叉引用”表或流，其中包含有关文件中所有对象及其位置的信息。如果一个文档没有这个表格，Adobe Reader和我们评估的所有提取器都会尝试通过扫描文档中的对象来重建此表格，这通常在文档中的对象格式正确时成功。

在恶意PDF中经常出现的另一个歧义是使用格式错误的“objend”关键字来终止对象。规范规定对象应该用“endobj”关键字来终止，但Adobe Reader和所有现有的提取器都会通过接受两者来偏离规范。当这两个歧义组合在包含以不正确的“objend”关键字终止的对象并且没有交叉引用表的文档中时，Origami不能识别对象并且不能解析文档。

                        V.            P ARSER C FORFUSION A TTACKS

*A.攻击定义*

通过系统地研究提取器的这些弱点并确定它们的根本原因，我们可以对其他PDF文件进行修改，我们称之为混淆，这些文件利用这些弱点并阻止JavaScript提取。我们对导致这些弱点的解析器限制的理解也使我们能够开发新的混淆，这也阻止了抽取。由于Adobe Reader对文件的处理及其对嵌入式JavaScript的执行不受影响，因此这些混淆的应用程序会阻止任何基于JavaScript的恶意PDF检测，同时不会影响漏洞利用的功效。我们称这些混淆的应用程序具有允许恶意PDF逃避检测的特定目的，*PDF解析器混淆攻击*。

虽然我们只专门分析了我们评估的开源提取器的弱点，但我们能够确定这些提取器中可能存在于其他PDF解析器中的几个常见弱点。为了确定这些弱点的普遍性以及解析器混淆攻击的强度，我们将模糊处理应用于包含工作漏洞的PDF，然后评估不同的JavaScript提取器和恶意PDF检测器是否仍然能够正确提取JavaScript或对其进行分类抽样为恶意。通过识别几个强烈的混淆并将它们组合在一起，我们能够阻止所有评估的JavaScript提取器，VirusTotal上的所有商业AV产品以及基于元数据的PDFrate检测器。

*B.攻击构造*

为了演示这些攻击在逃避检测中的有效性，使用Metasploit模块[3]创建了一个恶意PDF，该模块利用Adobe Reader [12]版本9.0.0至11.0.3中的“免费使用”漏洞作为有效载荷。我们嵌入到这个恶意示例中的有效载荷在网络上的另一台机器上打开了一个反向shell，并且对于应用于原始示例的每个修改，验证了该漏洞的功能。

最初的Metasploit模块生成了一些混淆，这些混淆在我们的任何之前首先被删除

|  |  |  |
| --- | --- | --- |
| 3 0 obj  << / JS 6 0 R / S / JavaScript /类型/  行动>> endobj  ...  6 0 obj  << /长度3907 >>  流  函数heapSpray（str，str\_addr，r\_addr） { ... } endstream endobj  （a）恶意JavaScript和引用未被混淆。 | 3 0 obj  << / JS 6 0 R / S / JavaScript /类型/  行动>> endobj  ...  6 0 obj  << /长度1552 /过滤器/ FlateDecode  >>流  <编码的JavaScript> endstream endobj  （b）恶意JavaScript被编码，但引用没有被混淆。  图4：流混淆 | 2 0 obj  << / Type / ObjStm /长度1696 /过滤器  / FlateDecode / N 4 / First 20 >>流  <编码对象>  endstream endobj  （c）放入流中的对象，然后进行编码。恶意的JavaScript和引用被混淆。 |

这样会产生一个明确标识为恶意的样本，并且可以被所有提取器正确处理。除了在使用十六进制编辑器轻松应用的文档预告片中嵌入注释之外，所有这些修改均使用开源qpdf工具[13]或PyPDF2 Python库[11]进行。

一般来说，这些攻击背后的目的是使用检测器分析程序不支持或处理不正确的规范方面来掩盖恶意样本的有效载荷。图4概括了一个简化的例子，演示了这种攻击如何从图4a中未混淆的恶意内容开始。

通过对文档中的对象流应用过滤器或编码，如图4b所示，所有不支持所使用编码的检测器都会遮住恶意JavaScript。但是，文档中包含JavaScript的事实并未隐藏，可能会与其他启发式技术一起使用，将样本分类为恶意。如果在对流数据进行编码之前首先将对象放置在流中，如图4c所示，则对于未正确处理规范的这些方面的恶意软件检测器，不存在对嵌入式恶意JavaScript的指示。

为了评估这些针对VirusTotal上的商业恶意软件检测器的攻击的有效性，我们从基本未混淆的恶意文件开始，然后应用不同的混淆，包括Flate压缩，R5和R6安全处理程序，十六进制编码等。通过确定哪些混淆是成功的以及他们回避的探测器，我们能够结合几个迷惑，以最大限度地提高逃避探测器的数量。虽然许多这些混淆的应用很容易，但它们在实践中是强大的。

由于知道这些解析器混淆攻击可能不足以单独遏制基于元数据的检测系统，因为样本的核心内容没有改变，所以我们将解析器混淆攻击与反向模仿攻击相结合[28]。为了应对这种攻击，我们从恶意样本中删除了有效载荷，并将其应用于良性根文件，这是一份来自IRS网站的税务表格[[2]](file:///F:\\PDFpy\\God_with_me\\2018Q2\\paper\\1_T_ExtractMeIfYouCanAbusingPDFParsersInMalwareDetectors_NDSS2016\\ExtractMeIfYouCan.htm" \l "_ftn2" \o ")。我们

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 表五：解析器对商业探测器和JS提取器的混淆攻击   |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | 困惑 | MD5哈希 | 检测率 | O 1 | l 2 | P 3 | j 4 | | 没有 | ae91ec6a96dc4d477beba9be6b907568 | 30/55 | 3 | 3 | 3 | 3 | | Flate Compression，物流 | eb64df4dbd733b5aa72fb0c41995f247 | 24/56 | 3 | 3 | 7 | 3 | | Flate Compression，R5安全处理程序 | 2b1071b27f96d9cdcfc59e35040d28b7 | 56分之19 | 3 | 7 | 3 | 7 | | Flate压缩，R5安全处理程序，对象流 | 8887439e33d15bcc8716634cbcbb392e | 14/54 | 3 | 7 | 7 | 7 | | Flate Compression，R6安全处理程序 | 4e05ad44febe26f25629f27c155a7a0e | 57分之4 | 3 | 7 | 3 | 7 | | Flate Compression，R6安全处理程序，对象流 | c82643a1388a2645409395ef3420d817 | 0/56 | 3 | 7 | 7 | 7 | | Flate Compression，R6安全处理程序，对象流，预告片中的评论 | 6b6abbce700027f7935e3eeacd43618d | 0/57 | 7 | 7 | 7 | 7 | | JS以十六进制字符串编码为UTF-16BE | ab09a01fe61a1066f814e3ffc2548f0a | 55分之23 | 3 | 3 | 3 | 3 | | JS以十六进制字符串编码为UTF-16BE。Flate压缩，对象流 | b21e264efbb14b928f0121b22030c3a7 | 10/55 | 3 | 3 | 7 | 7 | | JS编码为UTF-16BE的十六进制字符串，Flate Compression，R5安全处理程序，对象流，注释在预告片中 | 5039c273435300a46cd42ad0de0bb4ff | 1/57 | 7 | 7 | 7 | 7 |   F:\PDFpy\God_with_me\2018Q2\paper\1_T_ExtractMeIfYouCanAbusingPDFParsersInMalwareDetectors_NDSS2016\ExtractMeIfYouCan.files\image017.gif1折纸 2 libpdfjs 3 PDFiD 4 jsunpack-n  表六：PDFrate逃避   |  |  |  |  |  | | --- | --- | --- | --- | --- | | 样品 | MD5哈希 | Contagio  恶意软件转储 | 乔治梅森  大学 | PDFrate社区 | | 未混淆的恶意文件 | ae91ec6a96dc4d477beba9be6b907568 | 86.4％ | 89.6％ | 91％ | | 恶意软件仅解析器混淆攻击 | 6b6abbce700027f7935e3eeacd43618d | 70％ | 65.8％ | 82.2％ | | 良性的根文件 | 303b209708842adf30b81f437c5ec0ed | 0.7％ | 13.9％ | 13.5％ | | 根文件w /解析器混淆+反向模仿攻击 | d48a343058503f931eadec99f3a89e70 | 7.8％ | 2.3％ | 11.0％ | |

然后应用模糊处理来成功地阻止商业恶意软件检测器对该样本进行评估，以评估其对检测器的影响。这种攻击是根据PDFrate分类器[32]进行评估的，该分类器已作为公开的在线服务发布[9]。

*C.攻击有效性*

商业探测器和JS提取器。表V列出了一系列不同的解析器混淆攻击，这些攻击使用此示例挂载，并对VirusTotal上的两个检测器以及我们在差异分析中使用的JavaScript提取器的影响进行了检测。此表列出了AV扫描仪的“检测比率”，即扫描仪的数量，该扫描仪将文件标识为可能及时返回结果的扫描仪数量为恶意文件。此外，还提供了每个样本的MD5校验和，可用于从VirusTotal获取有关该文件和扫描的附加信息。有足够权限访问VirusTotal API的研究人员也可以获取这些文件的副本，但必须谨慎行事，因为它们确实包含有效的漏洞利用。

从大部分探测器识别为恶意的完全未混淆的恶意文件开始，我们开始应用不同的混淆。每个解析器都有自己的弱点，通过将不同组合的混淆结合起来，我们可以利用几个解析器中的弱点来降低检测率。我们还可以通过分析混淆来降低检测率，分析表明解析器不太可能预期或正确处理。通过将这些技术与对象流的使用相结合来增加被编码的文档中的信息量，我们能够确保检测需要成功解析，同时降低检测器能够这样做的机会。

尽管常见的编码（如Flate压缩）只会稍微降低检测率，但更复杂的修订版本5（R5）安全处理程序和隐蔽修订版本6（R6）处理程序的应用程序在避开检测中非常有效。尽管折纸工具正确地实现了修订版本6的安全处理程序，但通过在文档预告片中注入评论，生成完全避开检测的样本，很容易受到挫败。最后，使用Flate压缩，修订版本6安全处理程序，对象流和注释中注释的注释相结合的示例在VirusTotal上产生零检测结果，并且可以击败所有JavaScript提取器。

同样，只应用相对简单和深入理解的UTF-16BE和十六进制编码，检测率只会稍微降低。从我们的分析中知道，许多解析器处理相对简单的编码，但没有正确处理复杂的组合，我们将这些与Flate压缩和加密结合起来，几乎完全避开了检测。事实上，这可以在没有使用未经批准的版本6安全处理程序的情况下完成，这表明即使在多年存在的规范中仍然存在许多需要解决的缺陷。

基于元数据的检测器。表六显示了解析器混淆攻击对PDFrate的有效性。我们评估了此分类器的版本，该分类器作为在线服务公开可用。分类器通过使用针对三种不同数据集，Contagio恶意软件转储，乔治梅森大学收集的样本以及PDFrate社区提交的样本训练的模型，产生样本具有恶意的可能性[9]。PDFrate没有提供用于确定样本是否有恶意的阈值，但攻击的影响是明确的。

分类器可以正确识别Metasploit生成的未混淆的恶意文件为恶意文件，尽管我们可以使用完全阻止VirusTotal上的检测器的相同混淆（即R6安全处理程序，对象流，预告片评论）来降低其恶意评级，但我们无法这样做显着。这是由于PDFrate没有根据内容检测恶意软件

![F:\PDFpy\God_with_me\2018Q2\paper\1_T_ExtractMeIfYouCanAbusingPDFParsersInMalwareDetectors_NDSS2016\ExtractMeIfYouCan.files\image032.gif](data:image/gif;base64,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)

图5：可能的部署方案

嵌入式JavaScript而不是文件的元数据，而且这些混淆不会显着改变用于分类的许多特征（例如文件大小）。相反，反向模仿攻击的应用产生了被分类为不那么恶意的样本。但是，取决于用于分类的阈值，样本可能仍然显示为可疑。

除了对该文件进行反向模仿攻击之外，通过安装解析器混淆攻击，分类器将该样本识别为恶意的能力显着降低，直至其被分类为比原始样本更好的两个点分类。由于PDFrate的基于正则表达式的解析器无法执行解密文档所需的计算，因此大部分文档对分类器来说都是大型随机数据流。因此，将用于将样本分类为恶意的样本的许多特征被解析器混淆攻击掩盖。

                                       VI。        M ITIGATIONS

为了缓解解析器混淆攻击，可以使用三类缓解方法。

*A.基于运行时的利用检测*

第一种可能的解决方案是在运行时完全捕获JavaScript执行。由于解析器混淆攻击只能解决静态解析和进一步的分类工作，因此它不会阻止JavaScript执行，因此，当Adobe Reader打开托管PDF文件时，观察到这种情况。

已经提出了先前的恶意软件检测系统，虽然该恶意软件检测系统没有专门用于检测恶意PDF，但可以通过分析目标应用程序的运行时行为来检测恶意软件的存在。例如Nozzle [30]和ShellOS [33]都被证明能够有效检测针对Adobe Reader的攻击。

尽管这些工具能够完全规避与解析相关的问题，但它们有很大的开销。这些系统不仅取决于恶意JavaScript的执行情况，还取决于实际执行攻击的情况，以便将PDF分类为恶意含义，即恶意的JavaScript有选择地执行或无法正确执行的恶意JavaScript无法正确分类。

表VII：PJScan性能

|  |  |  |
| --- | --- | --- |
| 工具 | 真正的积极 | 假阳性 |
| 原始PJScan | 68.34％（1453） | 0.18％（3814） |
| PJScan＆Adobe Reader 9.5.0 | 96.04％（1441） | 0.32％（3521） |
| PJScan和Adobe Reader 11.0.08 | 94.02％（1021） | 0.20％（3677） |

表VIII：平均运行时间

|  |  |
| --- | --- |
| 工具 | 平均。运行时（s） |
| libpdfjs | 0.05 |
| jsunpack-N | 0.78 |
| 折纸 | 1.86 |
| 参考JS提取器 | 3.93 |

*B.解析器的改进*

第二个可能的解决方案是改进用于恶意PDF分类器的现有解析器。由于提出的攻击关注第三方PDF解析器与Adobe Reader之间的差异，如果我们可以提高解析器的质量并解决这些差异，则攻击本质上可以被击败。

但是，一个程序一般很难模拟另一个程序的行为。尽管我们的参考提取器可以帮助识别其他PDF解析器的弱点，但绝不能保证改进的解析器忠实地遵循Adobe Reader的解析逻辑。即使可以开发完美的解析器，但由于它们具有独特的解析行为，因此必须对每个Adobe Reader版本重复执行此项工作。

*C.参考提取器的部署*

鉴于现有解析器的改进取决于参考提取器的存在，因此仅使用参考提取器就可以更简单。图5演示了减轻攻击的第三种可能性，它在现实世界中部署了参考JavaScript提取器和基于JavaScript的分类器。由于参考提取器只能精确地模仿它所基于的Adobe Reader版本的行为，因此它最适合于已知使用的Adobe Reader版本的受控，相对均匀的环境（例如企业）。

为了演示使用参考提取器可以提高现有基于JavaScript的分类器的准确性，我们比较了使用libpdfjs作为其提取器的原始PJScan检测器与使用参考JavaScript提取器的修改版本的性能。

由于PJScan工具只能对包含JavaScript的样本进行分类，因此我们仅针对任何提取器能够生成JavaScript的样本进行评估。虽然我们无法确定每个样本实际上是否包含JavaScript，但仍可证明检测的改进。由于参考提取器也能够识别哪些样本是畸形的，我们在评估中排除了这些样本，认为格式错误的文件可以被阻止而不会对最终用户产生不利影响。

由于PJScan采用一类支持向量机，在对任何样本进行分类之前需要针对恶意集合进行训练，进行双重交叉验证。表VII显示了该评估的结果，每个集合中的样本数量显示在括号中（对于参考提取器，这些是他们认为良好形成的样本的数量）。可以看出，我们能够极大地提高PJScan通过使用参考提取器来检测恶意PDF的能力。

这种改进的明显原因是，参考JavaScript提取器能够从比libpdfjs更多的恶意样本中提取JavaScript。在报告的1453个恶意样本中，包含JavaScript的任何工具报告为libpdfjs仅能够产生1021个提取，而版本9.5.0和11.0.08参考提取程序会从他们识别的1441和1021恶意文件中为1429和1013产生提取分别形成。

此外，由于只有每个版本的Adobe Reader可以实际处理的样本用于训练PJScan，因此训练数据中的噪音较少，并且可以生成更好的模型。例如，我们使用的Adobe Reader版本不会打开包含许多已修补的旧版漏洞的样本。通过使用参考提取器丢弃这些较旧的畸形样本，可以训练分类器并仅针对较新的漏洞进行评估，从而提高其准确性。这似乎也是为什么版本9.5.0提取器的性能稍微好一点 - 因为我们能够过滤出不能被此版本打开的较新的PDF，所以剩余的恶意样本之间存在更多相似性。

然后，我们使用我们混淆的样本来测试PJScan和参考JavaScript提取器的有效性。结果表明，当PJScan与版本11.0.08参考提取器配对使用时，如果在训练集中使用包含相同恶意负载的PDF，则现在可以检测解析器中使用的所有样本混淆攻击。与版本9.5.0参考提取器配对使用时，PJScan可以检测除使用R6安全处理程序的那些样本以外的所有样本，因为该版本不支持该样本。

表VIII显示了从VirusTotal获得的所有样本的每个评估的JavaScript提取器的平均运行时间。正如可以预料的那样，Adobe Reader工具在每次迭代之后都必须将虚拟机恢复到干净状态中付出重大代价。请注意，参考提取器的性能与MPScan相差无几，即使它们似乎不能在样本之间重置系统[26]。使用参考监视器而不是动态挂钩也需要重置系统，并且比运行虚拟机要慢很多。

在该系统的实际实施中，可以执行某些优化。例如，通过将虚拟机放在RAM磁盘上而不是硬盘驱动器上，我们可以在虚拟机快照恢复上节省大约2秒的时间。由于可以在提取之后执行快照恢复，因此可以大大减少接收样本分析的延迟时间，并且可以生成一系列分析器来缓解剩余的开销。

                                       七。         L 模仿

参考提取器的主要限制是它只能提取由Adobe Reader自动执行的代码。此外，由于我们无法无限处理任何单个样本，因此我们可能无法提取拖延执行或未在分配时间内完成的JavaScript。然而，实际上，这些问题在恶意PDF检测方面似乎并不重要。在参考提取器没有从1453中提取JavaScript的10个恶意文件中，一个是畸形的，其余9个依赖于用户交互。从根本上说，这些限制是由于使用动态分析而引起的，但正如我们的评估所显示的，静态分析也有其自身的局限性。

恶意软件通常使用“反VM”或“反沙箱”技术来避免通过选择在虚拟环境中表现出恶意行为来进行检测。虽然我们并不知道恶意PDF所使用的任何技术，并认为通过Adobe Reader JavaScript API可获得的有限系统信息会使其难以实现，但我们不能声称这种检查是不可能的。例如，高级攻击者可能会测试是否禁用沙箱，这是引用提取程序运行所必需的。但是，任何此类检查都必须取决于执行一些JavaScript，这些JavaScript将被提取出来，并可用于将文档分类为恶意或至少可疑。

                                      八。         C 结论

在本文中，我们对一种称为*PDF解析器混淆攻击*的新规避技术进行了系统研究，该技术旨在混淆恶意软件检测器中的PDF解析器以逃避检测。为了进行系统的研究，我们开发了一个*参考JavaScript抽取器*，直接使用Adobe Reader并提供了一种用于开发它的大部分自动化技术。通过研究参考提取器和现有提取器之间的这些差异，我们发现了几个新的混淆，并进一步量化了它们在JavaScript提取器和恶意软件检测器的解析器混淆攻击中的影响。通过结合其中几个混淆，我们制作了一个可以成功回避*所有问题*的恶意PDF评估恶意软件检测器，包括基于签名的，基于结构/元数据的和基于JavaScript的检测器。为解决解析器混淆攻击，我们讨论了几种缓解技术。特别是，我们证明，使用我们的参考JavaScript提取器，现有分类器的检测率已经从我们的样本集的68％显着增加到96％，并为参考提取器提供了可能的部署方案。
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