**IndexError: list assignment index out of range的解决方法**

Example：

filesize = [ ]

for i in range(len(filename)):

filenamestr = filename[i]

filesize[i]=os.path.getsize(join(Input,filenamestr))

报错，这是由于当filesize为一个空列表，直接按索引值向其中添加东西时，会报错，因为空的列表不能直接指定其位置

filesize.append(os.path.getsize(join(Input,filenamestr)))

将指定位置插入改为在在最后一个元素后插入即可。

# Python 获取文件的创建时间，修改时间和访问时间

# os.path.getatime(file) 输出文件访问时间  
# os.path.getctime(file) 输出文件的创建时间  
# os.path.getmtime(file) 输出文件最近修改时间

import time  
import os

def fileTime(file):  
　　return [  
　　　　time.ctime(os.path.getatime(file)),  
　　　　time.ctime(os.path.getctime(file)),  
　　　　time.ctime(os.path.getmtime(file))]

times = fileTime("d")

# 将时间戳转化为日期格式

## Strftime（）函数用法

time\_t t = time( 0 );

char tmp[64];

我们可以根据format指向字符串中格式命令把timeptr中保存的时间信息放在strDest指向的字符串中，最多向strDest中存放maxsize个字符。该函数返回向strDest指向的字符串中放置的字符数。

strftime( tmp, sizeof(tmp), "%Y%m%d%H%M%S", localtime(&t) ); //格式化输出.

函数strftime()的操作有些类似于sprintf()：识别以百分号(%)开始的格式命令集合，格式化输出结果放在一个字符串中。格式化命令说明串strDest中各种日期和时间信息的确切表示方法。格式串中的其他字符原样放进串中。格式命令列在下面，它们是区分大小写的。  
%a 星期几的简写  
%A 星期几的全称  
%b 月分的简写  
%B 月份的全称  
%c 标准的日期的时间串  
%C 年份的后两位数字  
%d 十进制表示的每月的第几天  
%D 月/天/年  
%e 在两字符域中，十进制表示的每月的第几天  
%F 年-月-日  
%g 年份的后两位数字，使用基于周的年  
%G 年分，使用基于周的年  
%h 简写的月份名  
%H 24小时制的小时  
%I 12小时制的小时  
%j 十进制表示的每年的第几天  
%m 十进制表示的月份  
%M 十时制表示的分钟数  
%n 新行符  
%p 本地的AM或PM的等价显示  
%r 12小时的时间  
%R 显示小时和分钟：hh:mm  
%S 十进制的秒数  
%t 水平制表符  
%T 显示时分秒：hh:mm:ss  
%u 每周的第几天，星期一为第一天 （值从0到6，星期一为0）  
%U 第年的第几周，把星期日做为第一天（值从0到53）  
%V 每年的第几周，使用基于周的年  
%w 十进制表示的星期几（值从0到6，星期天为0）  
%W 每年的第几周，把星期一做为第一天（值从0到53）  
%x 标准的日期串  
%X 标准的时间串  
%y 不带世纪的十进制年份（值从0到99）  
%Y 带世纪部分的十制年份  
%z，%Z 时区名称，如果不能得到时区名称则返回空字符。  
%% 百分号

## 例子

import time timeStamp = 1557502800

timeArray = time.localtime(timeStamp)

otherStyleTime = time.strftime("%Y-%m-%d %H:%M:%S", timeArray) print(otherStyleTime)

执行以上代码输出结果为：

2019-05-10 23:40:00

# python3 除法去掉小数，保留整数的做法

1、 / 操作符（真除法）

在python3中，/操作符在表达式中时运行的永远是真除法，无论接受任何类型，结果都会保持小数部分

2. // 操作符(Floor除法)

在python3中，// 操作符在表达式中时运行的永远是Floor除法，只有当接受类型中包含浮点型时，结果才会保留小数部分

小数的不同显示包含多种， floor， trunc，round需要导入

1） floor，把小数向下截断到它的下层，即小于小数的最大整数。并且对负数有效。

math.floor(2.5)) # 2

math.floor(-2.5)) # -3

2）trunc, 真截断，真正的截断了小数，所以当小数大于0时，效果与floor相同

math.trunc(2.5)) # 2

math.trunc(-2.5)) # -2

3）round，格式化一个小数，与小学数学中的约等类似。round是内置函数，不需要倒入。

round(2.567)) # 3

round(2.467)) # 2

round(2.567, 2)) # 2.57

原文链接：<https://blog.csdn.net/banxia1995/article/details/86219312>

# python3中获取文件当前绝对路径的两种方法

方法1:

import sys

print(sys.argv)

得到文件当前绝对路径字符串的一个列表

['D:/pycharm/PracticeProject/ClientServerNetworking.py']

方法2:

import os

print(os.getcwd())

print(os.listdir())

print(os.path.join(os.getcwd(),os.listdir()[1]))

D:\pycharm\PracticeProject

['.idea', 'ClientServerNetworking.py']

D:\pycharm\PracticeProject\ClientServerNetworking.py

os.getcwd()得到当前的工作路径,路径中不包括当前的文件名ClientServerNetworking.py,

os.listdir()得到当前路径下的文件和文件夹名字的列表

最后一步拼接路径就得到了当前文件的绝对路径的字符串

注意：方法1和方法2一个斜杠一个反斜杠

os.path.abspath(path)        #返回当前文件绝对路径

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZgAAAA9CAYAAACQnX+8AAALFElEQVR4Ae2d/Y0bOQzF9w7XUv5PDeknvaSC1LBNpJ4cGNwPIHikKI3G3tnxG2AgiXx8JN/Ilu29j79+/Pjx++2/68uXL2/fv39/+/nzJyaNUkAKSAEpIAUOKfD3oSgFSQEpIAWkgBRoFNAB0wgktxSQAlJAChxTQAfMMd0UJQWkgBSQAo0COmAageSWAlJACkiBYwr8U4W9v7//cX39+jWF7PpT0psY0cbaqfTbafXR/Du1WexqfeCjVp19R1+46bXKXfmxHxl97pj3CF8W43OYP8sDZtWX5ZNNCmQKlN9g2HRswhi86498n3HdafOontD+UfyzvGf0D8dKTyvYqhfjGPF0/op3xj7K6+PRxttm57v1U+NODbO1CndfBcoDxlruNtmu/zPL+uovvDP6h4N99Jn3w9m1o83ZvCt8PJcr1LJSt7DXUaD8iYwSbZPZBrObDYfPxl2/5/LzuKlj7s7vueKcWGrH73OA6Xwe5+OJsxFM5fdY5sSwrmI9zmO83Tgyn9k8LsNk+X2Mn/t44mwE4/2ZrYvxfj/PuLCB87mx7Yxn8sNFjaytPj/P/L4H/N5WzeHtYsxvWLs7bJVL9tdVYPgNBlnYWGxK7Iy7fngYyWO8GXfnh6caPWeVA7vHwofN1hEHhtG/MKkb32iMvFUsOOMCw5j5DGd28CPMyPeH4An9k6carVffD33ZWNVfcc3aO31neQyX1U8/5qcHb4MfGyN14R+N8I4w8kmBXQXabzCWgI3LRo5Jd/2Rr1tbHZbT7ke9UOipq6XzV5p1cTv5z9BnJ7/v7Wj/nmM0H/Gf1cMo/65vVP8ut+KlwEcr0B4wvEirF8Ku/6gA1NPlP8IfOVkf4ToSQ77Y4wpXjGU9w3FG/i6P1WN57F6preP1/kfx+hx3n8e9cPd+1d+5Cgx/Ius2167/aCuWN+Zm7TnBZT6P252TZ5WHuLPrg9fq4U327By+V5/P27v5M2qzGo7W19Xf+cm7qz08Xb6z/dTNczqbX3z3V6A8YLrNtesfScuG9i8sbBbHvPKPuKMv44j8fk18tLE2P9qAXR3hoja/9vxmB2N2cIyZL9aSYWK8XxMfbax9fWBHI3FWx+zVYT0nWGzk8H2bbWUNl4/BBv9opKYRBj6wrGNMZfe1WUxcR5647vJGvNZSIFPgr1f9rym/+gvo1fvPXgyySQEpcK4C5TeYc9Nci403V6vKz69V5eOq8T37+eMyilkKSIFXVKD9I/8dRal+Vrhjr1lPr95/polsUkAKnK/AS36DOV9GMV5BgaPfxmJcXD+yt0fnmuGfwTxSA3HfV4GX/AZz38f52p3ZNzN7s9z9hnYWz5GnUb3Z7/ZU1UI+xoh7VN6YR+t7KqAD5p7P9fZdVW+I1vjId6U3TKszqyfaRv3sPOgqP5yPygu/xvsroAPm/s/4th3GN+Ku0ewNs3qTXeXucp/tz3qxHLN1E89Y1Yd/lrfikf01FRgeMN3mwo90z9yEu7l34+m5G8lzpjZwxtxn5ojcj1pbL6O6M39m6+rrYszfXaM6u9jo9/X4ecRV66wWemAk1q8tjnyM4GysbB6zO4/1HOHzHBYf9ej8R3IS47ljXjC7o89hXFkeMJlvN/9Z8cMDZpQkNmdru2eb7bAjv/nsIpetR/isDx+b+a9us/q9DszPrHuk6chnNXR+MKN6q554dqPY6MtiPH/mjxxnrcnLGHkre8RVa9+Lcfm1xcQ1PBkWXxw77Mhv+c2/c9FDxdP5d3NXeT3vSAOPy+aPrD/L9yjboQMGcRGhKg6c+TNs9wA6f5X3Svas7936Ms7MtpPHP7uKp3s+lb/j7vzUM4sz/I4+VR/UsTr6WjJu7zfuqk8f6+cr9UTuuB5xdTk7/4j7s/tWdPzsvY7qLw8YBIqbvSKbxRFveMtRbcLOD4+NWW7qB5dh8GXjKD76shoixufHh61ax7rAR3u2hhNfjB35vc/PPYfNzWe3t/t8lR+85ybOxs4PFhxrG6t6PMbjfA0rsZFvdu1rns1XcRtXxpHZMo5Yi2G8LYvBRu4qV+eHx0bjsMvnxgbO+7DtjGfyw0WNrK0+P8/8vgf83lbN4V2JqbgeaS//PRgrfLd4OCoe7IgVG6383p7FYjOcx0b+aj0bP+L3vipPZ6d2Rurq4sD5GrBZLPPKTz7DgvE28mODDztj5wf37NHqpbYjuS326E2+3RrgsToiFzYwo9Fiic/izFddhrerwnR+YiMOPrNHX1XLiv1MfuOKNbK2mujB26gVGyN14R+N8I4wV/CVB8xKcSYM90qcYTtxK78XuHowR2uih914eD5qrOqPmnotV2uNXDG+80f86rp69iMeaooYs0c+W1f4GD+7JoeN3D4WG6P3nTWH23qjP7N5DViPcvrYDDfrz2KpMfNdxUZ/V6nnanWUP5GtFOo3pY+zDcI1ehDEVxs6+uE1e/SRz0bz7Vy78Tu5z4gd1Y/Pa3k0p3EZz+zzO5pnNo6ePJ5+ve2j5uhV1RTtWT/UjuaM2CMHdkbvhz/a/Jq4bDScccQawHZ+cHGczR/jtL6OAoe+wfDg2ZhntNNxdv5RDWz+EWbk240fcT/DF+v36xldPb6qt+Pp/BXvEbvlivcRnkfGoMdZOYzPntPsxTO1Ea0sFo5VPvohPtbR+SPer6nV254xJ2/V02wN8Mzi74Q7dMCYAH7DVA/AMNwzosFZYfEz+geHrarN+w3jY+MarMdgq2qLdh/b8cNtMfHCF+0e6+eGI8bXgG3GHzF+bfPq8jkyDH5fl+FW1xn3I2xWFzU/gj/rfSXPTn3WF7evw/drc8sxe/nYLAZ/x+lxYLHBa3Z8ZltZw+VjsME/Gn3eCgcfWNYRX9l9bRYT15Hnsmv7/8Fw//r16/e3b99+v7296ZYGl98D7+/vf2pktH3r5zP7eIQf+Wa4K4zxckdMlnPWFrlsncV6XFZHjIlrH6+53itHe+CUv8Fc9vRUYbdVwD7R8enPRj4pWsN+HgUgxttH+OjL4j3XzJx6PZfP4+fwYSOGEX8cDV9h4LIYj6liDEOMx8ecWkuB/ynAtxcb9Q1Gn0ZGn0au4jvzE/WZXFfRhzqO9HYkhnwa9f4R98Dhv8H876SSQQo8SYEzP0WfyfWk9qfTHOntSMx0QQK+nAI6YF7ukathKSAFpMBzFNAB8xydlUUKSAEp8HIK6IB5uUeuhqWAFJACz1GgPGDsnxrhnxzJStn1Z5yySQEpIAWkwH0UKA8Y/thXHTK7/vtIqE6kgBSQAlIgU6A8YAy8e4h08VlBskkBKSAFpMA9FBgeMNZid0js+u8ho7qQAlJACkiBqEB7wFjA7iHSxceitJYCUkAKSIHPr8DUAcPfYTgoYtu7/sintRSQAlJACnx+BdoDZvfw6OI/v4TqQApIASkgBTIFhgdMdzjs+rOCZJMCUkAKSIF7KFD+15R3D48ufiQfsRWm+qmuwssuBaSAFJACz1egPGC6N/Fd//NbVUYpIAWkgBR4pgLDn8ieWYhySQEpIAWkwL0U0AFzr+epbqSAFJACl1Gg/InsIyvsfn77yNqUWwpIASkgBeYU0DeYOZ2EkgJSQApIgUUFdMAsCia4FJACUkAKzCmgA2ZOJ6GkgBSQAlJgUQEdMIuCCS4FpIAUkAJzCuiAmdNJKCkgBaSAFFhUQAfMomCCSwEpIAWkwJwCOmDmdBJKCkgBKSAFFhXQAbMomOBSQApIASkwp4AOmDmdhJICUkAKSIFFBXTALAomuBSQAlJACswpoANmTiehpIAUkAJSYFGBfwGA9iMlpKCh4wAAAABJRU5ErkJggg==)

**os.abspath(path)**:获取文件的绝对路径。这里path指的是路径，例如我这里输入“data.csv”

[In] os.path.abspath('data.csv')

[Out] 'E:\\kaggle\\Titanic\\data.csv'

# 将数据写入到csv文件中

import csv

head = ["name","age"]

data = [

("小明",12),

("小小",12),

("小大",14),

]

with open("test.csv","w",encoding="utf-8") as f:

csvf = csv.writer(f)

csvf.writerow(head)

csvf.writerows(data)

python按照列写入csv文件

import pandas as pd

#a和b的长度必须保持一致，否则报错

a = [x for x in range(5)]

b = [x for x in range(5,10)]

#字典中的key值即为csv中列名

dataframe = pd.DataFrame({'a\_name':a,'b\_name':b})

#将DataFrame存储为csv,index表示是否显示行名，default=True

dataframe.to\_csv(r"G:\A1大论文内容\实验\test.csv",sep=',')

import csv

import pandas as pd

a=['2015-11-03', '2015-11-03 ', '2015-11-03', '2015-11-03 ']

# 将list转为dataframe 显然就变成一列了

d = pd.DataFrame(a)

# mode表示追加 在追加时会将列名也作为一行进行追加，故header隐藏表头（列名）

d.to\_csv('a.csv',index=False,mode='a',header=None)

# 容量换算关系

B     1B= 8b

KB  1KB=1024B

MB  1MB=1024KB

GB  1GB=1024MB

TB   1TB=1024GB

# python提取特定字符串前后的方法

提取该字符串中“atalog/”后面的字符。

a = "/Instruments-Meters-Catalog/Flowmeter.html"

b = "/Instruments-Meters-Catalog/Flowmeter.html"

filetype = b[b.rfind("."):]

filetype=filetype[2:]

print(filetype)

#输出 tml

# python中对list元素求和、求积的普通方法和便捷方法

求和、求积最先想到的是for循环，可以直接使用python中封装的函数，一行代码解决问题，一般来说，能不用for循环就不用，因为相比于封装函数，for循环太慢。

# -\*- encoding:utf-8 -\*-

from pandas.compat import reduce

a = [1, 2, 3, 4, 5, 6]

#遍历

s = 0

for x in a:

s += x

print('first sum value : ', s)

#直接sum

s = sum(a)

print('second sum value : ', s)

# 输出 ：

# first sum value : 21

# second sum value : 21

#求积，遍历

s = 1

for x in a:

s \*= x

print('first dot value : ', s)

#求积，算子

from operator import mul

reduce(mul, a)

print('second dot value : ', s)

# 输出：

# first dot value : 720

# second dot value : 720

# pandas to\_csv()写入函数参数详解

DataFrame.to\_csv(path\_or\_buf=None,

sep=',', na\_rep='',

float\_format=None,

columns=None,

header=True, index=True,

index\_label=None,mode='w',

encoding=None,

compression='infer',

quoting=None, quotechar='"',

line\_terminator=None, chunksize=None,

date\_format=None, doublequote=True,

escapechar=None, decimal='.', errors='strict')

# 数据类型

print(type(filename))#list<class 'list'>

print(type(filename[1]))#filename元素索引的类型 <class 'str'>

print(Input)

print(type(Input))#<class 'str'>

# Python中统计列表中各个元素出现的次数的几种方法

用函数set()

num = [1, 1, 2, 2, 3, 4, 4, 1]

set\_num = set(num) # set()会创建一个无序且不重复的集合

for i in set\_num:

输出结果：

1--数量：3

2--数量：2

3--数量：1

4--数量：2

print('%d--数量：%d' % (i,num.count(i)))

如何用Python统计含多个字符串的列表中每个单词出现的次数？用字典

List=['bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'bmp', 'csv', 'docx', 'docx', 'doc']

dict={}

for list in List:

keys=list.split(" ")

for key in keys:

if key in dict.keys():

dict[key]=dict[key]+1

else:

dict[key]=1

print(dict)

# TypeError: 'dict' object is not callable

dict()是python的一个函数，但我又将dict自定义为一个python字典，在之后想调用dict()函数是会报出“TypeError: 'dict' object is not callable”的错误，只需将之前自定义的变量delete掉即可。

# 将两个列表合成一个字典

a=[1,2,3,4,5]

b=[6,7,8,9,10]

c = dict(zip(a,b))