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1. 문제 정의

Node에 값을 4개까지 지닐 수 있고 자식 노드는 2개를 지니는 B-Tree를 만들어 봅시다.

중복된 값을 입력하는 경우는 가정하지 않습니다.

**- Insert**

1. Root Node부터 시작합니다.

2. 현재 노드가 자식 노드를 가지고 있지 않은 경우 현재 노드에 값을 추가합니다.

a. 값이 추가 되었을 때 Node에 값이 4개 이하인 경우 해당 값을 저장합니다.

b. 값이 추가 되었을 때 Node에 값이 5개가 된 경우 Node 내의 값을 정렬하여 중심 값을 기준값으로 설정하고 자식 노드를 생성하며 좌측에는 기준값보다 작은 값, 우측에는 기준값보다 큰 값을 입력합니다.

3. 현재 노드가 자식 노드를 지니고 있는 경우, 현재 노드의 기준값과 입력값을 비교하여 기준값보다 작은 경우 좌측 노드를, 큰 경우 우측 노드를 현재 노드로 선택하고 2.로 돌아갑니다.

**- Get**

1. Root Node부터 시작합니다

2. 현재 노드가 자식 노드를 지니고 있지 않은 경우

a. 현재 노드에 입력 값을 지니고 있는지 여부를 리턴합니다.

3. 현재 노드가 자식 노드를 지니고 있는 경우

a. 현재 노드의 기준값이 입력 값과 동일 한 경우에는 값이 존재한다고 리턴

b. 현재 노드의 기준값과 입력 값이 다른 경우

i. 입력 값이 기준 값보다 작은 경우 좌측 노드를 현재 노드로 선택하고 2.로 돌아갑니다.

ii. 입력 값이 기준 값보다 큰 경우 우측 노드를 현재 노드로 선택하고 2.로 돌아갑니다.

**테스트 코드**

1. 0 ~ 1,000,000 사이의 임의의 값 100,000개를 중복 없이 추출합니다.

2. 0 ~ 1,000,000 사이의 임의의 값 10,000개를 중복 없이 추출합니다.

3. List에 1.에서 추출한 값을 삽입합니다.

4. B-Tree에 1.에서 추출한 값을 삽입합니다.

5. List의 in 연산자를 이용하여 2.에서 추출한 값이 3.에서 만든 List에 존재하는지 판단하고, 해당 과정이 소요 된 시간을 측정합니다.

6. B-Tree에서 2.에서 추출한 값이 3.에서 만든 List에 존재하는지 판단하고, 해당 과정이 소요 된 시간을 측정합니다.

**Example**

List 내에 특정 값이 존재하는 지 확인하는 방법

|  |
| --- |
| l = [1, 3, 5, 7, 9]  if 3 in l:  print('3이 존재합니다.') |

2. B-Tree

- 하나의 노드에 여러자료가 배치되는 트리구조

- 한 노드에 M개의 자료가 배치되면 M차 B-Tree

- 노드의 자료수가 N이라면, 자식의 수는 N+1이어야 한다.

- 각 노드의 자료는 정렬된 상태여야 한다.
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3. Python Code Hard Copy

|  |
| --- |
| # 노드  class BTreeNode:      def \_\_init\_\_(self):          self.values = [] # 노드에 저장된 값          self.children = [] # 자식 노드  # 각 레벨의 노드와 해당 노드의 값을 출력  def print\_tree(node, level=0):      if node is not None:          print(f"Level {level}: {node.values}")          for child in node.children:              print\_tree(child, level + 1)  # B-Tree  class BTree:      def \_\_init\_\_(self):          self.root = BTreeNode() # 루트 노드      def insert(self, value): # 값 삽입          self.insert\_value(self.root, value)      def insert\_value(self, node, value):          # 현재 노드의 children 리스트가 비어있는지를 확인          if not node.children:  # 현재 노드가 리프 노드인 경우 -> 값 삽입              node.values.append(value) # 삽입              node.values.sort() # 정렬              if len(node.values) > 4:  # 노드가 가득 찼을 경우 -> 분할                  left\_node = BTreeNode() # 좌측 자식 노드                  right\_node = BTreeNode() # 우측 자식 노드                  left\_node.values = node.values[:2] # 중간값을 기준으로 분할                  right\_node.values = node.values[3:]                  node.values = [node.values[2]] # 중간값으로 값 갱신                  node.children = [left\_node, right\_node] # 자식 노드          else: # 현재 노드가 부모 노드인 경우 자식 노드로 이동              i = 0              while i < len(node.values): # value와 현재 노드의 values 리스트를 비교                  # value가 현재 노드의 values[i] 값보다 작다면,                  # 삽입할 value는 현재 노드의 values[i] 값보다 왼쪽에 있어야 함을 의미                  # 이 경우, while 루프를 탈출하고 i는 삽입할 value가 들어가야 하는 인덱스가 된다.                  if value < node.values[i]:                      break                  i += 1              self.insert\_value(node.children[i], value) # value를 자식 노드 중 i 인덱스에 해당하는 자식 노드로 이동      def get(self, value):          return self.get\_value(self.root, value)      def get\_value(self, node, value):          if not node.children:  # 현재 노드가 리프 노드인 경우              return value in node.values          else:  # 현재 노드가 부모 노드인 경우 자식 노드로 이동              i = 0              while i < len(node.values):                  if value == node.values[i]:                      return True                  if value < node.values[i]:                      return self.get\_value(node.children[i], value)                  i += 1              return self.get\_value(node.children[i], value)  # B-Tree 생성  btree = BTree()  # 값 삽입  values\_insert = [5, 2, 11, 6, 7, 8, 3, 10, 15]  print("[5, 2, 11, 6, 7, 8, 3, 10, 15]를 삽입합니다.")  for value in values\_insert:      btree.insert(value)  # 값을 검색  values\_find = [3, 10, 6]  print("[3, 10, 6]값이 있는지 확인합니다.")  for value in values\_find:      found = btree.get(value)      if found:          print(f"{value}를 찾았습니다.")      else:          print(f"{value}를 찾지 못했습니다.")  print("\nB-Tree 노드와 레벨을 확인합니다.")  print\_tree(btree.root)  import random  import time  # 1. 0 ~ 1,000,000 범위에서 중복 없는 100,000개의 임의의 값 추출  values\_insert = random.sample(range(1000001), 100000)  # 2. 0 ~ 1,000,000 범위에서 중복 없는 10,000개의 임의의 값 추출  values\_find = random.sample(range(1000001), 10000)  # 3. List에 값을 삽입  start\_time = time.time()  l = []  for value in values\_insert:      l.append(value)  list\_insert\_time = time.time() - start\_time  # 4. B-Tree에 값을 삽입  start\_time = time.time()  btree = BTree()  for value in values\_insert:      btree.insert(value)  btree\_insert\_time = time.time() - start\_time  # 5. List에서 값의 존재 확인 및 시간 측정  start\_time = time.time()  for value in values\_find:      found = value in l      '''      if found:          print(f"{value}를 찾았습니다.")      else:          print(f"{value}를 찾지 못했습니다.")      '''  list\_find\_time = time.time() - start\_time  # 6. B-Tree에서 값의 존재 확인 및 시간 측정  start\_time = time.time()  for value in values\_find:      found = btree.get(value)  btree\_find\_time = time.time() - start\_time  print("\nList와 B-Tree의 소요시간을 출력합니다.")  print(f"List 소요 시간: {abs(list\_find\_time - list\_insert\_time)} 초")  print(f"B-Tree 소요 시간: {abs(btree\_find\_time - btree\_insert\_time)} 초") |

4. Code 설명

4-1. BTreeNode 클래스

class BTreeNode:

    def \_\_init\_\_(self):

        self.values = []

        self.children = []

* B-Tree의 노드를 정의한다.
* Values는 현재 노드에 저장된 값을 담는 리스트
* Children은 현재 노드의 자식 노드를 나타내는 리스트

4-2. BTree 클래스

class BTree:

    def \_\_init\_\_(self):

        self.root = BTreeNode()

    def insert(self, value):

        self.insert\_value(self.root, value)

* BTree 클래스는 B-Tree 자체를 정의
* self.root 속성은 B-Tree의 루트 노드를 나타낸다.
* insert 메서드는 값을 삽입하는 메서드로, 루트 노드부터 시작하여 값을 삽입

4-3. insert\_value 메서드 (현재 노드에 자식노드가 존재하지 않는 경우)

    def insert\_value(self, node, value):

        if not node.children:

            node.values.append(value)

            node.values.sort()

            if len(node.values) > 4:

                left\_node = BTreeNode()

                right\_node = BTreeNode()

                left\_node.values = node.values[:2]

                right\_node.values = node.values[3:]

                node.values = [node.values[2]]

                node.children = [left\_node, right\_node]

* 현재 노드의 children 리스트가 비어있는지를 확인한 후 현재 노드가 leaf 노드인 경우 값을 삽입한다.
* 노드가 가득 찼을 경우 (5개 이상일 경우) 분할한다.
* 중간값을 기준으로 좌측, 우측 노드를 생성한다.

4-4. insert\_value 메서드 (현재 노드에 자식노드가 존재하는 경우)

        else:

            i = 0

            while i < len(node.values):

                if value < node.values[i]:

                    break

                i += 1

            self.insert\_value(node.children[i], value)

* value와 현재 노드의 values 리스트를 비교
* value가 현재 노드의 values[i] 값보다 작다면, 삽입할 value는 현재 노드의 values[i] 값보다 왼쪽에 있어야 함을 의미
* while 루프를 탈출하고 i는 삽입할 value가 들어가야 하는 인덱스가 된다.
* Value를 자식 노드 중 i 인덱스에 해당하는 자식 노드로 이동한다.

4-5. get 메서드와 get\_value 메서드

 def get(self, value):

        return self.get\_value(self.root, value)

    def get\_value(self, node, value):

        if not node.children:

            return value in node.values

        else:

            i = 0

            while i < len(node.values):

                if value == node.values[i]:

                    return True

                if value < node.values[i]:

                    return self.get\_value(node.children[i], value)

                i += 1

            return self.get\_value(node.children[i], value)

* get 메서드는 값을 검색하는 메서드로, 루트 노드부터 시작하여 값을 검색
* get\_value 메서드는 현재 노드와 자식 노드를 탐색하여 값을 검색
* 현재 노드가 리프 노드인 경우에만 값을 직접 확인하고, 그 외에는 자식 노드로 이동하여 값을 검색

4-6. print\_tree 함수

def print\_tree(node, level=0):

    if node is not None:

        print(f"Level {level}: {node.values}")

        for child in node.children:

            print\_tree(child, level + 1)

* print\_tree 함수는 B-Tree의 노드를 레벨별로 출력하는 함수
* node는 현재 노드
* level은 현재 노드의 레벨
* 노드와 레벨을 출력

4-7. B-Tree 코드 확인용 예제

btree = BTree()

values\_to\_insert = [5, 2, 11, 6, 7, 8, 3, 10, 15]

for value in values\_to\_insert:

    btree.insert(value)

values\_to\_check = [3, 10, 6]

for value in values\_to\_check:

    found = btree.get(value)

    if found:

        print(f"{value}를 찾았습니다.")

    else:

        print(f"{value}를 찾지 못했습니다.")

print\_tree(btree.root)

* B-Tree를 생성하고 값을 삽입한 후, 값을 검색하고 모든 노드를 출력

4-8. 리스트와 B-Tree 삽입, 검색 속도 비교

import random

import time

values\_insert = random.sample(range(1000001), 100000)

values\_find = random.sample(range(1000001), 10000)

start\_time = time.time()

l = []

for value in values\_insert:

    l.append(value)

list\_insert\_time = time.time() - start\_time

start\_time = time.time()

btree = BTree()

for value in values\_insert:

    btree.insert(value)

btree\_insert\_time = time.time() - start\_time

start\_time = time.time()

for value in values\_find:

    found = value in l

    '''

    if found:

        print(f"{value}를 찾았습니다.")

    else:

        print(f"{value}를 찾지 못했습니다.")

    '''

list\_find\_time = time.time() - start\_time

start\_time = time.time()

for value in values\_find:

    found = btree.get(value)

btree\_find\_time = time.time() - start\_time

print(f"List 소요 시간: {abs(list\_find\_time - list\_insert\_time)} 초")

print(f"B-Tree 소요 시간: {abs(btree\_find\_time - btree\_insert\_time)} 초")

* random 모듈을 사용하여 임의의 값을 저장한다.
* Insert\_time을 초기화하기 위해 각각의 데이터 구조에 값을 삽입하기 전에 현재 시간을 기록합니다.
* B-Tree에서 값을 검색하고 found 변수에 저장
* 각각의 작업을 수행하는 데 걸린 시간을 계산합니다.
* 리스트와 B-Tree 간에 값을 삽입하고 검색하는 데 걸린 시간 차이를 출력합니다.
* abs() 함수를 사용하여 절대값으로 출력한다.

5. 결과

|  |
| --- |
| [5, 2, 11, 6, 7, 8, 3, 10, 15]를 삽입합니다.  [3, 10, 6]값이 있는지 확인합니다.  3를 찾았습니다.  10를 찾았습니다.  6를 찾았습니다.  B-Tree 노드와 레벨을 확인합니다.  Level 0: [6]  Level 1: [2, 3, 5]  Level 1: [10]  Level 2: [7, 8]  Level 2: [11, 15]  List와 B-Tree의 소요시간을 출력합니다.  List 소요 시간: 58.519429206848145 초  B-Tree 소요 시간: 2.8104729652404785 초 |

6. 결과 화면

![](data:image/png;base64,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)