# 一、常用命令

$ sudo docker # docker 命令帮助

Commands:

attach # 当前 shell 下 attach 连接指定运行镜像

build # 通过 Dockerfile 定制镜像

commit # 提交当前容器为新的镜像

cp # 从容器中拷贝指定文件或者目录到宿主机中

create # 创建一个新的容器，同 run，但不启动容器

diff # 查看 docker 容器变化

events # 从 docker 服务获取容器实时事件

exec # 在已存在的容器上运行命令

export # 导出容器的内容流作为一个 tar 归档文件

[对应 import ]

history # 展示一个镜像形成历史

images # 列出系统当前镜像

import # 从tar包中的内容创建一个新的文件系统映像

[对应 export]

info # 显示系统相关信息

inspect # 查看容器详细信息

kill # kill 指定 docker 容器

load # 从一个 tar 包中加载一个镜像[对应 save]

login # 注册或者登陆一个 docker 源服务器

logout # 从当前 Docker registry 退出

logs # 输出当前容器日志信息

port # 查看映射端口对应的容器内部源端口

pause # 暂停容器

ps # 列出容器列表

pull # 从docker镜像源服务器拉取指定镜像或者库镜像

push # 推送指定镜像或者库镜像至docker源服务器

restart # 重启运行的容器

rm # 移除一个或者多个容器

rmi # 移除一个或多个镜像[无容器使用该镜像才可删除，否则需删除相关容器才可继续或 -f 强制删除]

run # 创建一个新的容器并运行一个命令

save # 保存一个镜像为一个 tar 包[对应 load]

search # 在 docker hub 中搜索镜像

start # 启动容器

stop # 停止容器

tag # 给源中镜像打标签

top # 查看容器中运行的进程信息

unpause # 取消暂停容器

version # 查看 docker 版本号

wait # 截取容器停止时的退出状态值

# 二、Docker 常用命令用法

## 2.1 Search images

$ sudo docker search Ubuntu

示例：

$ sudo docker search --help

Usage: docker search TERM

Search the Docker Hub for images #从 Docker Hub 搜索镜像 --automated=false Only show automated builds

--no-trunc=false Don't truncate output

-s, --stars=0 Only displays with at least xxx stars

$ sudo docker search -s 100 ubuntu

# 查找 star 数至少为 100 的镜像，找出只有官方镜像 start 数超过 100，默认不加 s 选项找出所有相关 ubuntu 镜像

## 2.2 Pull & push images

$ sudo docker pull ubuntu

# 获取 ubuntu 官方镜像

$ sudo docker push

# push 推送指定镜像

$ sudo docker images

# 查看当前镜像列表

Eg:

$ sudo docker pull ubuntu

# 下载官方 ubuntu docker 镜像，默认下载所有 ubuntu 官方库镜像

$ sudo docker pull ubuntu:14.04

# 下载指定版本 ubuntu 官方镜像

$ sudo docker push 192.168.0.100:5000/ubuntu

# 推送镜像库到私有源[可注册 docker 官方账户，推送到官方自有账户]

$ sudo docker push 192.168.0.100:5000/ubuntu:14.04

# 推送指定镜像到私有源

$ sudo docker images

# 显示当前系统镜像，不包括过渡层镜像

$ sudo docker images –a

# 显示当前系统所有镜像，包括过渡层镜像

$ sudo docker images ubuntu

# 显示当前系统 docker ubuntu 库中的所有镜像

## 2.3 Running an interactive shell

$ sudo docker run -i -t ubuntu:14.04 /bin/bash

docker run - 运行一个容器

-t - 分配一个（伪）tty (link is external)

-i - 交互模式 (so we can interact with it)

ubuntu:14.04 - 使用 ubuntu 基础镜像 14.04

/bin/bash - 运行命令 bash shell

注: ubuntu 会有多个版本，通过指定 tag 来启动特定的版本 [image]:[tag]

$ sudo docker ps # 查看当前运行的容器, ps -a 列出当前系统所有的容器

相关快捷键：

退出：Ctrl-Dorexit

detach：Ctrl-P + Ctrl-Q

attach:docker attach CONTAINER-ID

## 2.4 docker info

$ sudo docker info

Containers: 1 # 容器个数

Images: 22 # 镜像个数

Storage Driver: devicemapper # 存储驱动

Pool Name: docker-8:17-3221225728-pool

## 2.5 docker rmi

删除一个或者多个镜像

$ sudo docker rmi --help

-f, --force=false # 强制移除镜像不管是否有容器使用该镜像

--no-prune=false# 不要删除未标记的父镜像

## 2.6 docker run

$ sudo docker run --help

-a, --attach=[] #附加到stdin, stdout or stderr.

-c, --cpu-shares=0 #设置 cpu 使用权重

--cap-add=[] #添加Linux功能

--cap-drop=[] #删除Linux功能

--cidfile="" # 把容器 id 写入到指定文件

--cpuset="" # cpu 绑定 （0-3），（0，1）

-d, --detach=false # 后台运行容器

--device=[] # 将主机装置添加到容器

(e.g. --device=/dev/sdc:/dev/xvdc)

--dns=[] # 设置 dns

--dns-search=[] # 设置 dns 域搜索

-e,--env=[] # 定义环境变量

--entrypoint="" # 覆盖镜像的默认环境变量

--env-file=[] # 从指定文件读取变量值

--expose=[] # 指定对外提供服务端口

-h, --hostname="" # 设置容器主机名

-i, --interactive=false # 保持标准输出开启即使没attached

--link=[] # 添加链接到另外一个容器

--lxc-conf=[] #添加自定义 lxc 选项（eg:--lxc-conf="lxc.cgroup.cpuset.cpus = 0,1" ）

-m, --memory="" # 内存限制

--name="" # 设置容器名

--net="bridge" # 设置容器网络模式

'bridge': #为docker桥上的容器创建一个新的网络栈

'none': # 容器没有网络

'container:<name|id>': #重用另一个网络栈

'host': #使用容器内的主机网络堆栈.

Note: #主机模式给予容器对本地系统服务（例如D-bus）的完全访问，因此被认为是不安全的.

-P, --publish-all=false # 自动映射容器对外提供服务的端口

-p, --publish=[] # 指定端口映射

--privileged=false # 提供更多的权限给容器

--restart="" # 重新启动策略以在容器退出时应用

(no, on-failure[:max-retry], always)

--rm=false # 如果容器退出自动移除和 -d 选项冲突

--security-opt=[] # 安全选项

--sig-proxy=true  # 收到过程中的代理信号， 子进程的退出信号不是代理.

-t, --tty=false # 分配伪终端

-u, --user="" # 指定运行容器的用户 uid 或者用户名

-v, --volume=[] # 挂载卷(从主机: -v /host:/container, 从docker: -v /container)

--volumes-from=[] # 从指定容器挂载卷

-w, --workdir="" # 指定容器工作目录

Eg:

$ sudo docker images ubuntu

$ sudo docker run -t -i -c 100 -m 512MB -h test1 –d --name="docker\_test1" ubuntu /bin/bash

# 创建一个 cpu 优先级为 100，内存限制 512MB，主机名为 test1，名为 docker\_test1 后台运行 bash 的容器 a424ca613c9f2247cd3ede95adfbaf8d28400cbcb1d5f9b69a7b56f97b2b52e5

$ sudo docker ps

pwd /

exit exit

## 2.7 docker start|stop|kill...

dockerstart|stop|kill|restart|pause|unpause|rm|commit|inspect|logs

docker start CONTAINER [CONTAINER...]

# 运行一个或多个停止的容器

docker stop CONTAINER [CONTAINER...]

# 停掉一个或多个运行的容器-t选项可指定超时时间

docker kill [OPTIONS] CONTAINER [CONTAINER...]

# 默认 kill 发送 SIGKILL 信号-s可以指定发送 kill 信号类型

docker restart [OPTIONS] CONTAINER [CONTAINER...]

# 重启一个或多个运行的容器-t选项可指定超时时间

docker pause CONTAINER

# 暂停一个容器，方便 commit

docker unpause CONTAINER

# 继续暂停的容器

docker rm [OPTIONS] CONTAINER [CONTAINER...]

# 移除一个或多个容器

docker commit [OPTIONS] CONTAINER [REPOSITORY[:TAG]]

# 提交指定容器为镜像

-a, --author="" #作者

-m, --message="" #提交信息

-p, --pause=true # 默认 commit 是暂停状态

docker inspect CONTAINER|IMAGE [CONTAINER|IMAGE...]

# 查看容器或者镜像的详细信息

docker logs CONTAINER

# 输出指定容器日志信息

-f, --follow=false # 跟踪日志输出，类似 tail -f

-t, --timestamps=false #显示时间戳

--tail="all" #在日志结尾输出指定的行数(默认为所有日志)

## 2.8 docker exec

docker exec --help

-d, --detach=false #后台运行

-i, --interactive=false #STDIN 保持开放

-t, --tty=false # 分配pseudo-TTY

为了简化调试，可以使用docker exec命令通过 Docker API 和 CLI 在运行的容器上运行程序

$ docker exec -it ubuntu\_bash bash

在容器 ubuntu\_bash 中创建一个新的 Bash 会话

$ docker create -t -i fedora bash

创建了一个可写的容器层 (并且打印出容器 ID)，但是并不运行它，可以使用以下命令运行该容器：

$ docker start -a -i 6d8af538ec5

bash-4.2#

Security Options

通过--security-opt选项，运行容器时用户可自定义 SELinux 和 AppArmor 卷标和配置。

$ docker run --security-opt label:type:svirt\_apache -i -t centos \ bash

只允许容器监听在 Apache 端口，这个选项的好处是用户不需要运行 docker 的时候指定--privileged选项，降低安全风险。

## 2.9 Docker 端口映射

1. 自动映射端口

-P使用时需要指定--expose选项，指定需要对外提供服务的端口

$ sudo docker run -t -P --expose 22 --name server ubuntu:14.04

使用docker run -P自动绑定所有对外提供服务的容器端口，映射的端口将会从没有使用的端口池中 (49000..49900) 自动选择，你可以通过docker ps、docker inspect <container\_id>或者docker port <container\_id> <port>确定具体的绑定信息

1. 绑定端口到指定接口

$ sudo docker run -p [([<host\_interface>:[host\_port]])|(<host\_port>):]<container\_port>[/udp] <image> <cmd>

默认不指定绑定 ip 则监听所有网络接口。

1. 绑定 TCP 端口

# 将容器的TCP端口8080绑定到主机的127.0.0.1上的TCP端口80

$ sudo docker run -p 127.0.0.1:80:8080 <image> <cmd>

# 将容器的TCP端口8080绑定到主机的127.0.0.1上的动态分配的TCP端口

$ sudo docker run -p 127.0.0.1::8080 <image> <cmd>

# 将容器的TCP端口8080绑定到主机所有可用接口上的TCP端口80.

$ sudo docker run -p 80:8080 <image> <cmd>

# 将容器的TCP端口8080绑定到所有可用接口上的动态分配的TCP端口

$ sudo docker run -p 8080 <image> <cmd>

1. 绑定 UDP 端口

# 将容器的UDP端口5353绑定到主机的127.0.0.1上的UDP端口53

$ sudo docker run -p 127.0.0.1:53:5353/udp <image> <cmd>

# 三、命名空间「Namespaces」

可看博客（<http://www.infoq.com/cn/articles/docker-kernel-knowledge-namespace-resource-isolation?utm_source=tuicool>）认识namespace

## 3.1 pid namespace

不同用户的进程就是通过 pid namespace 隔离开的，且不同 namespace 中可以有相同 PID。具有以下特征:

* 每个 namespace 中的 pid 是有自己的 pid=1 的进程(类似 /sbin/init 进程)
* 每个 namespace 中的进程只能影响自己的同一个 namespace 或子 namespace 中的进程
* 因为 /proc 包含正在运行的进程，因此在 container 中的 pseudo-filesystem 的 /proc 目录只能看到自己 namespace 中的进程
* 因为 namespace 允许嵌套，父 namespace 可以影响子 namespace 的进程，所以子 namespace 的进程可以在父 namespace 中看到，但是具有不同的pid

## 3.2 mnt namespace

类似 chroot，将一个进程放到一个特定的目录执行。mnt namespace 允许不同 namespace 的进程看到的文件结构不同，这样每个 namespace 中的进程所看到的文件目录就被隔离开了。同 chroot 不同，每个 namespace 中的 [Container](http://lib.csdn.net/base/docker) 在 /proc/mounts 的信息只包含所在 namespace 的 mount point。

## 3.3 net namespace

网络隔离是通过 net namespace 实现的， 每个 net namespace 有独立的 network devices, IP addresses, IP routing tables, /proc/net 目录。这样每个 container 的网络就能隔离开来。 docker 默认采用 veth 的方式将 container 中的虚拟网卡同 host 上的一个 docker bridge 连接在一起。

## 3.4 uts namespace

UTS ("UNIX Time-sharing System") namespace 允许每个 container 拥有独立的 hostname 和 domain name, 使其在网络上可以被视作一个独立的节点而非 Host 上的一个进程。

## 3.5 ipc namespace

container 中进程交互还是采用 Linux 常见的进程间交互方法 (interprocess communication - IPC), 包括常见的信号量、消息队列和共享内存。然而同 VM 不同，container 的进程间交互实际上还是 host 上具有相同 pid namespace 中的进程间交互，因此需要在IPC资源申请时加入 namespace 信息 - 每个 IPC 资源有一个唯一的 32bit ID。

## 3.6 user namespace

每个 container 可以有不同的 user 和 group id, 也就是说可以以 container 内部的用户在 container 内部执行程序而非 Host 上的用户。

# 四、Docker 四种网络模式

docker run 创建 Docker 容器时，可以用 --net 选项指定容器的网络模式，Docker 有以下 4 种网络模式：

* host 模式，使用 --net=host 指定。
* container 模式，使用 --net=container:NAMEorID 指定。
* none 模式，使用 --net=none 指定。
* bridge 模式，使用 --net=bridge 指定，默认设置。

## 4.1 host模式

如果启动容器的时候使用 host 模式，那么这个容器将不会获得一个独立的 Network Namespace，而是和宿主机共用一个 Network Namespace。容器将不会虚拟出自己的网卡，配置自己的 IP 等，而是使用宿主机的 IP 和端口。

例如，在 192.168.15.216/24 的机器上用 host 模式启动一个含有 web 应用的 Docker 容器，监听 tcp 80 端口。当在容器中执行任何类似 ifconfig 命令查看网络环境时，看到的都是宿主机上的信息。而外界访问容器中的应用，则直接使用 192.168.15.216:80 即可，不用任何 NAT 转换，就如直接跑在宿主机中一样。但是，容器的其他方面，如文件系统、进程列表等还是和宿主机隔离的。如digits的访问方式

## 4.2 container 模式

这个模式指定新创建的容器和已经存在的一个容器共享一个 Network Namespace，而不是和宿主机共享。新创建的容器不会创建自己的网卡，配置自己的 IP，而是和一个指定的容器共享 IP、端口范围等。同样，两个容器除了网络方面，其他的如文件系统、进程列表等还是隔离的。两个容器的进程可以通过 lo 网卡设备通信。（lo 本地环路接口 <http://soft.chinabyte.com/os/327/11628327.shtml>）

## 4.3 none模式

这个模式和前两个不同。在这种模式下，Docker 容器拥有自己的 Network Namespace，但是，并不为 Docker容器进行任何网络配置。也就是说，这个 Docker 容器没有网卡、IP、路由等信息。需要我们自己为 Docker 容器添加网卡、配置 IP 等。

## 4.4 bridge模式
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bridge 模式是 Docker 默认的网络设置，此模式会为每一个容器分配 Network Namespace、设置 IP 等，并将一个主机上的 Docker 容器连接到一个虚拟网桥上。当 Docker server 启动时，会在主机上创建一个名为 docker0 的虚拟网桥，此主机上启动的 Docker 容器会连接到这个虚拟网桥上。虚拟网桥的工作方式和物理交换机类似，这样主机上的所有容器就通过交换机连在了一个二层网络中。接下来就要为容器分配 IP 了，Docker 会从 RFC1918 所定义的私有 IP 网段中，选择一个和宿主机不同的IP地址和子网分配给 docker0，连接到 docker0 的容器就从这个子网中选择一个未占用的 IP 使用。如一般 Docker 会使用 172.17.0.0/16 这个网段，并将 172.17.42.1/16 分配给 docker0 网桥（在主机上使用 ifconfig 命令是可以看到 docker0 的，可以认为它是网桥的管理接口，在宿主机上作为一块虚拟网卡使用）

可参考（<http://www.wickedawesometech.us/2014/07/the-container-world-part-2-networking.html>）

## 4.5 网络常用命令

1. 列出当前主机网桥

$ sudo brctl show

# brctl 工具依赖 bridge-utils 软件包

1. 查看当前 docker0 ip

$ sudo ifconfig docker0

在容器运行时，每个容器都会分配一个特定的虚拟机口并桥接到 docker0。每个容器都会配置同 docker0 ip 相同网段的专用 ip 地址，docker0 的 IP 地址被用于所有容器的默认网关。

1. 运行一个容器

$ sudo docker run -t -i -d ubuntu /bin/bash

$ sudo brctl show

以上, docker0 扮演着容器的虚拟接口桥接的角色。

1. 使用特定范围的 IP

Docker 会尝试寻找没有被主机使用的 ip 段，尽管它适用于大多数情况下，但是它不是万能的，有时候我们还是需要对 ip 进一步规划。Docker 允许你管理 docker0 桥接或者通过-b选项自定义桥接网卡，需要安装bridge-utils软件包。

基本步骤如下：

* ensure Docker is stopped

# 确保 docker 的进程是停止的

* create your own bridge (bridge0 for example)

# 创建自定义网桥

* assign a specific IP to this bridge

# 给网桥分配特定的 ip

* start Docker with the -b=bridge0 parameter

# 以 -b 的方式指定网桥

Eg:

# Stopping Docker and removing docker0

$ sudo service docker stop

$ sudo ip link set dev docker0 down

$ sudo brctl delbr docker0

# Create our own bridge

$ sudo brctl addbr bridge0

$ sudo ip addr add 192.168.5.1/24 dev bridge0

$ sudo ip link set dev bridge0 up

# Confirming that our bridge is up and running

$ ip addr show bridge0

# Tell Docker about it and restart (on Ubuntu)

$ echo 'DOCKER\_OPTS="-b=bridge0"'

>> /etc/default/docker

$ sudo service docker start

## 4.6 不同主机间容器通信

不同容器之间的通信可以借助于 pipework 这个工具：

$ git clone https://github.com/jpetazzo/pipework.git

$ sudo cp -rp pipework/pipework /usr/local/bin/

安装相应依赖软件

$ sudo apt-get install iputils-arping bridge-utils -y

# brctl show

bridge name bridge id STP enabled interfaces

br0 8000.000c291412cd no eth0

docker0 8000.56847afe9799 no vetheb48029

可以删除 docker0，直接把 docker 的桥接指定为 br0。也可以保留使用默认的配置，这样单主机容器之间的通信可以通过 docker0，而跨主机不同容器之间通过 pipework 新建 docker 容器的网卡桥接到 br0，这样跨主机容器之间就可以通信了。

* ubuntu
* $ sudo service docker stop
* $ sudo ip link set dev docker0 down
* $ sudo brctl delbr docker0
* $ echo 'DOCKER\_OPTS="-b=br0"' >> /etc/default/docker
* $ sudo service docker start
* CentOS 7/RHEL 7
* $ sudo systemctl stop docker
* $ sudo ip link set dev docker0 down
* $ sudo brctl delbr docker0
* $ cat /etc/sysconfig/docker | grep 'OPTIONS='OPTIONS=--selinux-enabled -b=br0 -H fd://
* $ sudo systemctl start docker

Pipework
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不同容器之间的通信可以借助于 pipework 这个工具给 docker 容器新建虚拟网卡并绑定 IP 桥接到 br0

$ git clone https://github.com/jpetazzo/pipework.git

$ sudo cp -rp pipework/pipework /usr/local/bin/

$ pipework

如果删除了默认的 docker0 桥接，把 docker 默认桥接指定到了 br0，则最好在创建容器的时候加上--net=none，防止自动分配的 IP 在局域网中有冲突。

Eg:

$ sudo docker run --rm -ti --net=none ubuntu:14.04 /bin/bash

root@a46657528059:/#

$ # Ctrl-P + Ctrl-Q 回到宿主机 shell，容器 detach 状态

$ sudo docker ps

CONTAINER ID IMAGE COMMAND CREATED STATUS PORTS NAMES

a46657528059 ubuntu:14.04 "/bin/bash" 4 minutes ago Up 4 minutes hungry\_lalande

$ sudo pipework br0 -i eth0 a46657528059 192.168.115.10/24@192.168.115.2

# 默认不指定网卡设备名，则默认添加为 eth1

# 另外 pipework 不能添加静态路由，如果有需求则可以在 run 的时候加上 --privileged=true 权限在容器中手动添加，

# 但这种安全性有缺陷，可以通过 ip netns 操作

$ sudo docker attach a46657528059

$ ifconfig eth0

eth0 Link encap:Ethernet HWaddr 86:b6:6b:e8:2e:4d

inet addr:192.168.115.10 Bcast:0.0.0.0 Mask:255.255.255.0

inet6 addr: fe80::84b6:6bff:fee8:2e4d/64 Scope:Link

UP BROADCAST RUNNING MULTICAST MTU:1500 Metric:1

RX packets:8 errors:0 dropped:0 overruns:0 frame:0

TX packets:9 errors:0 dropped:0 overruns:0 carrier:0

collisions:0 txqueuelen:1000

RX bytes:648 (648.0 B) TX bytes:690 (690.0 B)

$ route -n

Kernel IP routing table

Destination Gateway Genmask Flags Metric Ref Use Iface

0.0.0.0 192.168.115.2 0.0.0.0 UG 0 0 0 eth0

192.168.115.0 0.0.0.0 255.255.255.0 U 0 0 0 eth0

使用ip netns添加静态路由，避免创建容器使用--privileged=true选项造成一些不必要的安全问题：

$ docker inspect --format="{{ .State.Pid }}" a46657528059 # 获取指定容器 pid6350

$ sudo ln -s /proc/6350/ns/net /var/run/netns/6350

$ sudo ip netns exec 6350 ip route add 192.168.0.0/16 dev eth0 via 192.168.115.2

$ sudo ip netns exec 6350 ip route # 添加成功

192.168.0.0/16 via 192.168.115.2 dev eth0

可参考（1、<http://blog.sina.com.cn/s/blog_524394da0102v9jd.html>

2、<https://github.com/jpetazzo/pipework>

3、<http://www.infoq.com/cn/articles/docker-network-and-pipework-open-source-explanation-practice>）

# 五、Dockerfile

Docker 可以通过 Dockerfile 的内容来自动构建镜像。Dockerfile 是一个包含创建镜像所有命令的文本文件，通过docker build命令可以根据 Dockerfile 的内容构建镜像，在介绍如何构建之前先介绍下 Dockerfile 的基本语法结构。

Dockerfile 有以下指令选项:

* FROM
* MAINTAINER
* RUN
* CMD
* EXPOSE
* ENV
* ADD
* COPY
* ENTRYPOINT
* VOLUME
* USER
* WORKDIR
* ONBUILD

## 5.1 FROM

用法:

FROM <image>

* FROM指定构建镜像的基础源镜像，如果本地没有指定的镜像，则会自动从 Docker 的公共库 pull 镜像下来。
* FROM必须是 Dockerfile 中非注释行的第一个指令，即一个 Dockerfile 从FROM语句开始。
* FROM可以在一个 Dockerfile 中出现多次，如果有需求在一个 Dockerfile 中创建多个镜像。
* 如果FROM语句没有指定镜像标签，则默认使用latest标签。

## 5.2 MAINTAINER

用法:

MAINTAINER <name>

指定创建镜像的用户

RUN 有两种使用方式：

1. RUN
2. RUN ["executable", "param1", "param2"](http://opskumu.github.io/exec%20form)

每条RUN指令将在当前镜像基础上执行指定命令，并提交为新的镜像，后续的RUN都在之前RUN提交后的镜像为基础，镜像是分层的，可以通过一个镜像的任何一个历史提交点来创建，类似源码的[版本控制](http://lib.csdn.net/base/git)。

exec 方式会被解析为一个 JSON 数组，所以必须使用双引号而不是单引号。exec 方式不会调用一个命令 shell，所以也就不会继承相应的变量，如：

RUN [ "echo", "$HOME" ]

这种方式是不会达到输出 HOME 变量的，正确的方式应该是这样的

RUN [ "sh", "-c", "echo", "$HOME" ]

RUN产生的缓存在下一次构建的时候是不会失效的，会被重用，可以使用--no-cache选项，即docker build --no-cache，如此便不会缓存。

## 5.3 CMD

CMD有三种使用方式:

1. CMD ["executable","param1","param2"](http://opskumu.github.io/exec%20form,%20this%20is%20the%20preferred%20form,%20%E4%BC%98%E5%85%88%E9%80%89%E6%8B%A9)
2. CMD ["param1","param2"](http://opskumu.github.io/as%20default%20parameters%20to%20%60ENTRYPOINT%60)
3. CMD command param1 param2 (shell form)

* CMD指定在 Dockerfile 中只能使用一次，如果有多个，则只有最后一个会生效。
* CMD的目的是为了在启动容器时提供一个默认的命令执行选项。如果用户启动容器时指定了运行的命令，则会覆盖掉CMD指定的命令。
* CMD会在启动容器的时候执行，build 时不执行，而RUN只是在构建镜像的时候执行，后续镜像构建完成之后，启动容器就与RUN无关了。

## 5.4 EXPOSE

用法：

EXPOSE <port> [<port>...]

告诉 Docker 服务端容器对外映射的本地端口，需要在 docker run 的时候使用-p或者-P选项生效。

## 5.5 ENV

用法：

ENV <key> <value> # 只能设置一个变量

ENV <key>=<value> ... # 允许一次设置多个变量

指定一个环节变量，会被后续RUN指令使用，并在容器运行时保留。

例子:

ENV myName="John Doe" myDog=Rex\ The\ Dog \

myCat=fluffy

等同于

ENV myName John Doe

ENV myDog Rex The Dog

ENV myCat fluffy

## 5.6 ADD

用法：

ADD <src>... <dest>

ADD复制本地主机文件、目录或者远程文件 URLS 从 并且添加到容器指定路径中 。

ADD hom\* /mydir/

ADD hom?.txt /mydir/

* 路径如果不存在，会自动创建对应目录
* 路径必须是 Dockerfile 所在路径的相对路径
* 如果是一个目录，只会复制目录下的内容，而目录本身则不会被复制

## 5.7 COPY

用法：

COPY <src>... <dest>

COPY复制新文件或者目录从 并且添加到容器指定路径中 。用法同ADD，唯一的不同是不能指定远程文件 URLS。

## 5.8 ENTRYPOINT

用法：

1. ENTRYPOINT ["executable", "param1", "param2"](http://opskumu.github.io/the%20preferred%20exec%20form%EF%BC%8C%E4%BC%98%E5%85%88%E9%80%89%E6%8B%A9)
2. ENTRYPOINT command param1 param2 (shell form)

配置容器启动后执行的命令，并且不可被 docker run 提供的参数覆盖，而CMD是可以被覆盖的。如果需要覆盖，则可以使用docker run --entrypoint选项。

每个 Dockerfile 中只能有一个ENTRYPOINT，当指定多个时，只有最后一个生效。

Eg:

通过ENTRYPOINT使用 exec form 方式设置稳定的默认命令和选项，而使用CMD添加默认之外经常被改动的选项。

FROM ubuntu

ENTRYPOINT ["top", "-b"]

CMD ["-c"]

通过 Dockerfile 使用ENTRYPOINT展示前台运行 Apache 服务

FROM debian:stable

RUN apt-get update && apt-get install -y --force-yes apache2

EXPOSE 80 443

VOLUME ["/var/www", "/var/log/apache2", "/etc/apache2"]

ENTRYPOINT ["/usr/sbin/apache2ctl", "-D", "FOREGROUND"]

Eg:

使用Shell form ENTRYPOINT方式会在/bin/sh -c中执行，会忽略任何CMD或者docker run命令行选项，为了确保docker stop能够停止长时间运行ENTRYPOINT的容器，确保执行的时候使用exec选项。

FROM ubuntu

ENTRYPOINT exec top -b

如果在ENTRYPOINT忘记使用exec选项，则可以使用CMD补上:

FROM ubuntu

ENTRYPOINT top -b

CMD --ignored-param1 # --ignored-param2 ... --ignored-param3 ...

## 5.9 VOLUME

用法：

VOLUME ["/data"]

创建一个可以从本地主机或其他容器挂载的挂载点。

## 5.10 USER

用法：

USER daemon

指定运行容器时的用户名或 UID，后续的RUN、CMD、ENTRYPOINT也会使用指定用户。

## 5.11 WORKDIR

用法：

WORKDIR /path/to/workdir

为后续的RUN、CMD、ENTRYPOINT指令配置工作目录。可以使用多个WORKDIR指令，后续命令如果参数是相对路径，则会基于之前命令指定的路径。

WORKDIR /a

WORKDIR b

WORKDIR c

RUN pwd

最终路径是/a/b/c。

WORKDIR指令可以在ENV设置变量之后调用环境变量:

ENV DIRPATH /path

WORKDIR $DIRPATH/$DIRNAME

最终路径则为 /path/$DIRNAME。

## 5.12 ONBUILD

用法：

ONBUILD [INSTRUCTION]

配置当所创建的镜像作为其它新创建镜像的基础镜像时，所执行的操作指令。

例如，Dockerfile 使用如下的内容创建了镜像 image-A：

[...]

ONBUILD ADD . /app/src

ONBUILD RUN /usr/local/bin/python-build --dir /app/src

[...]

如果基于 image-A 创建新的镜像时，新的 Dockerfile 中使用 FROM image-A 指定基础镜像时，会自动执行 ONBUILD 指令内容，等价于在后面添加了两条指令。

# Automatically run the following

ADD . /app/src

RUN /usr/local/bin/python-build --dir /app/src

使用ONBUILD指令的镜像，推荐在标签中注明，例如 ruby:1.9-onbuild。

## 5.13 example

示例：

# Nginx

#

# VERSION 0.0.1

FROM ubuntu

MAINTAINER Victor Vieux <victor@docker.com>

RUN apt-get update && apt-get install -y inotify-tools nginx apache2 openssh-server

# Firefox over VNC

#

# VERSION 0.3

FROM ubuntu

# Install vnc, xvfb in order to create a 'fake' display and firefox

RUN apt-get update && apt-get install -y x11vnc xvfb firefox

RUN mkdir ~/.vnc

# Setup a password

RUN x11vnc -storepasswd 1234 ~/.vnc/passwd

# Autostart firefox (might not be the best way, but it does the trick)

RUN bash -c 'echo "firefox" >> /.bashrc'

EXPOSE 5900

CMD ["x11vnc", "-forever", "-usepw", "-create"]

# Multiple images example

#

# VERSION 0.1

FROM ubuntu

RUN echo foo > bar

# Will output something like ===> 907ad6c2736f

FROM ubuntu

RUN echo moo > oink

# Will output something like ===> 695d7793cbe4

# You᾿ll now have two images, 907ad6c2736f with /bar, and 695d7793cbe4 with

# /oink.

## 5.14 docker build

示例：

$ docker build --help

#从源代码中构建一个新的镜像

--force-rm=false # 移除过渡容器，即使构建失败

--no-cache=false # 构建镜像不实用 cache

-q, --quiet=false # 控制容器生成冗长的输出

--rm=true # 构建成功后移除过渡层容器

-t, --tag="" # 在成功的情况下应用于生成的镜像的存储库名称（以及可选的标记）

## 5.15 dockerfile实践

* 使用.dockerignore文件

为了在docker build过程中更快上传和更加高效，应该使用一个.dockerignore文件用来排除构建镜像时不需要的文件或目录。例如,除非.[Git](http://lib.csdn.net/base/git)在构建过程中需要用到，否则你应该将它添加到.dockerignore文件中，这样可以节省很多时间。

* 避免安装不必要的软件包

为了降低复杂性、依赖性、文件大小以及构建时间，应该避免安装额外的或不必要的包。例如，不需要在一个[数据库](http://lib.csdn.net/base/mysql)镜像中安装一个文本编辑器。

* 每个容器都跑一个进程

在大多数情况下，一个容器应该只单独跑一个程序。解耦应用到多个容器使其更容易横向扩展和重用。如果一个服务依赖另外一个服务，可以参考 [Linking Containers Together](https://docs.docker.com/userguide/dockerlinks/)。

* 最小化层

我们知道每执行一个指令，都会有一次镜像的提交，镜像是分层的结构，对于Dockerfile，应该找到可读性和最小化层之间的平衡。

* 多行参数排序

如果可能，通过字母顺序来排序，这样可以避免安装包的重复并且更容易更新列表，另外可读性也会更强，添加一个空行使用\换行:

RUN apt-get update && apt-get install -y \

bzr \

cvs \

git \

mercurial \

subversion

* 创建缓存

镜像构建过程中会按照Dockerfile的顺序依次执行，每执行一次指令 Docker 会寻找是否有存在的镜像缓存可复用，如果没有则创建新的镜像。如果不想使用缓存，则可以在docker build时添加--no-cache=true选项。

## 5.16 Dockerfile 指令

FROM: 只要可能就使用官方镜像库作为基础镜像

RUN: 为保持可读性、方便理解、可维护性，把长或者复杂的RUN语句使用\分隔符分成多行

不建议RUN apt-get update独立成行，否则如果后续包有更新，那么也不会再执行更新

避免使用RUN apt-get upgrade或者dist-upgrade，很多必要的包在一个非privileged权限的容器里是无法升级的。如果知道某个包更新，使用apt-get install -y xxx

标准写法

RUN apt-get update && apt-get install -y package-bar package-foo

例子:

RUN apt-get update && apt-get install -y \

aufs-tools \

automake \

btrfs-tools \

build-essential \

curl \

dpkg-sig \

git \

iptables \

libapparmor-dev \

libcap-dev \

libsqlite3-dev \

lxc=1.0\* \

mercurial \

parallel \

reprepro \

ruby1.9.1 \

ruby1.9.1-dev \

s3cmd=1.1.0\*

CMD: 推荐使用CMD [“executable”, “param1”, “param2”…]这种格式，CMD [“param”, “param”]则配合ENTRYPOINT使用

EXPOSE: Dockerfile 指定要公开的端口，使用docker run时指定映射到宿主机的端口即可

ENV: 为了使新的软件更容易运行，可以使用ENV更新PATH变量。如ENV PATH /usr/local/nginx/bin:$PATH确保CMD ["nginx"]即可运行

ENV也可以这样定义变量：

ENV PG\_MAJOR 9.3

ENV PG\_VERSION 9.3.4

RUN curl -SL http://example.com/postgres-$PG\_VERSION.tar.xz | tar -xJC /usr/src/postgress && …

ENV PATH /usr/local/postgres-$PG\_MAJOR/bin:$PATH

ADDorCOPY:ADD比COPY多一些特性「tar 文件自动解包和支持远程 URL」，不推荐添加远程 URL

如不推荐这种方式:

ADD http://example.com/big.tar.xz /usr/src/things/

RUN tar -xJf /usr/src/things/big.tar.xz -C /usr/src/things

RUN make -C /usr/src/things all

推荐使用 curl 或者 wget 替换，使用如下方式:

RUN mkdir -p /usr/src/things \

&& curl -SL http://example.com/big.tar.gz \

| tar -xJC /usr/src/things \

&& make -C /usr/src/things all

如果不需要添加 tar 文件，推荐使用COPY。

# 六、容器数据管理

docker管理数据的方式有两种：

* 数据卷
* 数据卷容器

## 6.1 数据卷

数据卷是一个或多个容器专门指定绕过Union File System的目录，为持续性或共享数据提供一些有用的功能：

* 数据卷可以在容器间共享和重用
* 数据卷数据改变是直接修改的
* 数据卷数据改变不会被包括在容器中
* 数据卷是持续性的，直到没有容器使用它们

1. 添加一个数据卷：

你可以使用-v选项添加一个数据卷，或者可以使用多次-v选项为一个 docker 容器运行挂载多个数据卷。

$ sudo docker run --name data -v /data -t -i ubuntu:14.04 /bin/bash

# 创建数据卷绑定到到新建容器，新建容器中会创建 /data 数据卷

bash-4.1# ls -ld /data/

drwxr-xr-x 2 root root 4096 Jul 23 06:59 /data/

bash-4.1# df -Th

Filesystem Type Size Used Avail Use% Mounted on

... ...

ext4 91G 4.6G 82G 6% /data

1. **创建的数据卷可以通过docker inspect获取宿主机对应路径**

**$ sudo docker inspect data**

**... ... "Volumes": { "/data": "/var/lib/docker/vfs/dir/151de401d268226f96d824fdf444e77a4500aed74c495de5980c807a2ffb7ea9" }, # 可以看到创建的数据卷宿主机路径 ... ...**

1. **直接指定获取**

**$ sudo docker inspect --format="{{ .Volumes }}" data**

**map[/data: /var/lib/docker/vfs/dir/151de401d268226f96d824fdf444e77a4500aed74c495de5980c807a2ffb7ea9]**

1. 挂载宿主机目录为一个数据卷

-v选项除了可以创建卷，也可以挂载当前主机的一个目录到容器中。

$ sudo docker run --name web -v /source/:/web -t -i ubuntu:14.04 /bin/bash

bash-4.1# ls -ld /web/

drwxr-xr-x 2 root root 4096 Jul 23 06:59 /web/

bash-4.1# df -Th

... ...

ext4 91G 4.6G 82G 6% /web

bash-4.1# exit

默认挂载卷是可读写的，可以在挂载时指定只读

$ sudo docker run --rm --name test -v /source/:/test:ro -t -i ubuntu:14.04 /bin/bash

## 6.2 创建和挂载一个数据卷容器

创建数据卷容器

$ sudo docker run -t -i -d -v /test --name test ubuntu:14.04 echo hello

使用--volumes-from选项在另一个容器中挂载 /test 卷。不管 test 容器是否运行，其它容器都可以挂载该容器数据卷，当然如果只是单独的数据卷是没必要运行容器的。

$ sudo docker run -t -i -d --volumes-from test --name test1 ubuntu:14.04 /bin/bash

添加另一个容器

$ sudo docker run -t -i -d --volumes-from test --name test2 ubuntu:14.04 /bin/bash

也可以继承其它挂载有 /test 卷的容器

$ sudo docker run -t -i -d --volumes-from test1 --name test3 ubuntu:14.04 /bin/bash

![非常详细的 Docker 学习笔记](data:image/png;base64,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)

## 6.3备份、恢复或迁移数据卷

1. 备份

$ sudo docker run --rm --volumes-from test -v $(pwd):/backup ubuntu:14.04 tar cvf /backup/test.tar /test

tar: Removing leading `/' from member names

/test/

/test/b

/test/d

/test/c

/test/a

启动一个新的容器并且从test容器中挂载卷，然后挂载当前目录到容器中为 backup，并备份 test 卷中所有的数据为 test.tar，执行完成之后删除容器--rm，此时备份就在当前的目录下，名为test.tar。

$ ls # 宿主机当前目录下产生了 test 卷的备份文件 test.tar test.tar

1. 恢复

你可以恢复给同一个容器或者另外的容器，新建容器并解压备份文件到新的容器数据卷

$ sudo docker run -t -i -d -v /test --name test4 ubuntu:14.04 /bin/bash

$ sudo docker run --rm --volumes-from test4 -v $(pwd):/backup ubuntu:14.04 tar xvf /backup/test.tar -C /

# 恢复之前的文件到新建卷中，执行完后自动删除容器 test/ test/b test/d test/c test/a

## 6.4 删除 Volumes

Volume 只有在下列情况下才能被删除：

docker rm -v删除容器时添加了-v选项

docker run --rm运行容器时添加了--rm选项

否则，会在/var/lib/docker/vfs/dir目录中遗留很多不明目录。

# 七、链接容器

docker 允许把多个容器连接在一起，相互交互信息。docker 链接会创建一种容器父子级别的关系，其中父容器可以看到其子容器提供的信息。

## 7.1 容器命名

在创建容器时，如果不指定容器的名字，则默认会自动创建一个名字，这里推荐给容器命名：

1. 给容器命名方便记忆，如命名运行 web 应用的容器为 web
2. 为 docker 容器提供一个参考，允许方便其他容器调用，如把容器 web 链接到容器 db

可以通过--name选项给容器自定义命名：

$ sudo docker run -d -t -i --name test ubuntu:14.04 bash

$ sudo docker inspect --format="{{ .Nmae }}" test

/test

注：容器名称必须唯一，即你只能命名一个叫test的容器。如果你想复用容器名，则必须在创建新的容器前通过docker rm删除旧的容器或者创建容器时添加--rm选项。

## 7.2 链接容器

链接允许容器间安全通信，使用--link选项创建链接。

$ sudo docker run -d --name db training/postgres

基于 training/postgres 镜像创建一个名为 db 的容器，然后下面创建一个叫做 web 的容器，并且将它与 db 相互连接在一起

$ sudo docker run -d -P --name web --link db:db training/webapp python app.py

--link <name or id>:alias选项指定链接到的容器。

查看 web 容器的链接关系:

$ sudo docker inspect -f "{{ .HostConfig.Links }}" web

[/db:/web/db]

可以看到 web 容器被链接到 db 容器为/web/db，这允许 web 容器访问 db 容器的信息。

容器之间的链接实际是一个链接允许一个源容器提供信息访问给一个接收容器。在本例中，web 容器作为一个接收者，允许访问源容器 db 的相关服务信息。Docker 创建了一个安全隧道而不需要对外公开任何端口给外部容器，因此不需要在创建容器的时候添加-p或-P指定对外公开的端口，这也是链接容器的最大好处，本例为 PostgreSQL 数据库。

Docker 主要通过以下两个方式提供连接信息给接收容器：

* 环境变量
* 更新/etc/hosts文件

环境变量：

当两个容器链接，Docker 会在目标容器上设置一些环境变量，以获取源容器的相关信息。

首先，Docker 会在每个通过--link选项指定别名的目标容器上设置一个<alias>\_NAME环境变量。如果一个名为 web 的容器通过--link db:webdb被链接到一个名为 db 的数据库容器，那么 web 容器上会设置一个环境变量为WEBDB\_NAME=/web/webdb.

以之前的为例，Docker 还会设置端口变量:

$ sudo docker run --rm --name web2 --link db:db training/webapp env

. . .

DB\_NAME=/web2/db

DB\_PORT=tcp://172.17.0.5:5432

DB\_PORT\_5432\_TCP=tcp://172.17.0.5:5432

# <name>\_PORT\_<port>\_<protocol> 协议可以是 TCP 或 UDP

DB\_PORT\_5432\_TCP\_PROTO=tcp

DB\_PORT\_5432\_TCP\_PORT=5432

DB\_PORT\_5432\_TCP\_ADDR=172.17.0.5

. . .

注：这些环境变量只设置给容器中的第一个进程，类似一些守护进程 (如 sshd ) 当他们派生 shells 时会清除这些变量

更新/etc/hosts文件

除了环境变量，Docker 会在目标容器上添加相关主机条目到/etc/hosts中，上例中就是 web 容器。

$ sudo docker run -t -i --rm --link db:db training/webapp /bin/bash

root@aed84ee21bde:/opt/webapp# cat /etc/hosts

172.17.0.7 aed84ee21bde

. . .

172.17.0.5 db

/etc/host文件在源容器被重启之后会自动更新 IP 地址，而环境变量中的 IP 地址则不会自动更新的。

# 八、docker操作镜像

## 8.1 制作镜像

制作Docker镜像主要有如下两种方式：

1. 使用docker commit 命令来创建镜像

* 通过docker run命令启动容器
* 修改docker镜像内容
* docker commit提交修改的镜像
* docker run新的镜像

1. 使用 Dockerfile 来创建镜像

使用 docker commit 来扩展一个镜像比较简单，但是不方便在一个团队中分享。使用 docker build 来创建一个新的镜像。需要创建一个 Dockerfile，包含一些如何创建镜像的指令。

构建镜像的步骤:

1. 新建一个目录和一个 Dockerfile

$ mkdir new\_folder

$ cd new\_folder

$ touch Dockerfile

1. 编写Dockerfile，Dockerfile中每一条指令都创建镜像的一层，例如：

# 这里是注释

# 设置继承自哪个镜像

FROM ubuntu:14.04

# 下面是一些创建者的基本信息

MAINTAINER birdben (191654006@163.com)

# 在终端需要执行的命令

RUN apt-get install -y openssh-server

RUN mkdir -p /var/run/sshd

1. 示例

$ sudo docker build -t="birdben/ubuntu:v1" .

# 下面是一堆构建日志信息

############

我是日志

############

# 参数：

# -t 标记来添加 tag，指定新的镜像的用户和镜像名称信息。

# “.” 是 Dockerfile 所在的路径（当前目录），也可以替换为一个具体的 Dockerfile 的路径。

# 以交互方式运行docker

$ docker **run** -it birdben/ubuntu:v1 /bin/bash

# 运行docker时指定配置

$ sudo docker **run** -d -p 10.211.55.4:9999:22 ubuntu:tools '/usr/sbin/sshd' -D

# 参数：

# -i：表示以“交互模式”运行容器，-i 则让容器的标准输入保持打开

# -t：表示容器启动后会进入其命令行，-t 选项让Docker分配一个伪终端（pseudo-tty）并绑定到容器的标准输入上

# -v：表示需要将本地哪个目录挂载到容器中，格式：-v <宿主机目录>:<容器目录>，-v 标记来创建一个数据卷并挂载到容器里。在一次 run 中多次使用可以挂载多个数据卷。

# -p：指定对外80端口

# 不一定要使用“镜像 ID”，也可以使用“仓库名:标签名”

## 8.2更新镜像

使用commit更新镜像库指定镜像

$ sudo docker commit 614122c0aabb aoct/apache2