基本问题：

1.计算机图形学是什么

[计算机图形学](https://so.csdn.net/so/search?q=%E8%AE%A1%E7%AE%97%E6%9C%BA%E5%9B%BE%E5%BD%A2%E5%AD%A6&spm=1001.2101.3001.7020)是研究通过计算机将数据转换为图形，并在专门的显示设备上显示的原理，方法和技术的学科。

2.计算机图形学学什么

图形系统，画线圆，裁剪，填充，几何变换，几何造型，真实感图形

3.计算机图形学应用举例

①计算机辅助设计②科学可视化③计算机艺术④GIS⑤VR⑥计算机动画

4.计算机图形学主要内容

建模、渲染、动画和人机交互

5.图形的分类

几何图形，真实感图形

6.图形要素

几何要素，非几何要素

7.图形的表达方式

点阵法（图像），参数法（图形）

8.图形学应用生活中的例子

3D电影，3D游戏，医学影像，人脸识别，短视频特效

9.计算机图形学定义

计算机图形学是研究通过计算机将数据转换为图形，并在专门的显示设备上显示的原理，方法和技术的学科。

10.用户界面发展方向

高效化，简便化，多样化，现实化，人性化

11.影视中的变形技术要点

控制点，三角网

12.虚拟现实的一些技术

VR技术，AR增强现实，立体投影技术，全息雾幕投影

13.图形学发展关键词

图形显示器，交互式[图形学](https://so.csdn.net/so/search?q=%E5%9B%BE%E5%BD%A2%E5%AD%A6&spm=1001.2101.3001.7020)，光栅化，真实感，人机交互

14.专业知识和图形学相似的技术

几何校正，几何变换，DEM，TIN，遥感数字图像处理、三维分析与建模

15.图形学发展史关键词

①诞生：50年代，旋风一号

②确立：60年代，计算机图形学之父

③理论发展及标准化：70年代，光栅图形学，真实感图形学，实体造型技术，图形软件标准化

④实用化：80年代，图形应用软件

⑤广泛应用：90年代，几何造型，真实感图形绘制，人机交互，与计算机网络紧密结合

16.图形学之父

伊凡·萨瑟兰德

17.第一台显示器

旋风一号

18.第一台计算机

1946年的ENIAC

19.远程技术的发展成熟可能带来什么

远程教育的飞速发展等

20.图形学发展热点有哪些

造型技术，真实感图形绘制技术，人机交互技术，与计算机网络技术紧密结合

21.什么是LOD技术

对细节进行分层，提高效率

22.什么是IBR技术

以摄像机在现场拍摄的有限幅实景图像为样本，利用图像处理技术和视觉计算的方法，直接构建三维虚拟场景的技术

23.造型技术有哪些

规则形体：欧氏几何方法

不规则形体：分形几何，粒子系统，纹理映射，实体造型

24.图形学发展的历史有什么启示和思考

图形学的发展可以促进行业产能与相关关键技术的提高

25.列举几种VR动态感知设备

VR眼镜，VR头盔，VR衣服

26.等离子显示器原理

在显示屏上排列上千个密封的小低压气体室，通过电流激发使其发出肉眼看不见的紫外光，然后紫外光碰击后面玻璃上的红、绿、蓝3色荧光体发出肉眼能看到的可见光，以此成像。

27.液晶显示器原理

电光效应，当液晶收到电压影响时，就会改变它的物理性质而发生形变，此时通过它的光的折射角度就会发生变化，而产生色彩。

28.阴极射线管显示器原理

在真空中，利用电磁场产生高速的，经过聚焦的电子束，偏转到屏幕的不同位置，轰击屏幕表面的荧光材料而产生图形

29.彩色CRT的常用方法

射线穿透法，影孔板法

30.像素的概念

构成屏幕（图像）的最小元素

31.分辨率概念

一个阴极射线管在水平和垂直方向单位长度上能识别出的最大像素个数或显示器能显示像素的数量

32.什么是帧

一次扫描生成的影像，多少帧代表屏幕一秒刷新多少幅影像

33.什么是刷新率

指电子束对屏幕图像重复扫描的次数

34.喷墨打印机原理

通过数字电路控制打印喷头点阵喷射打印墨水完成打印的过程

35.激光打印机原理

利用激光扫描成像技术，使成像鼓充电带上静电后吸引碳粉，同时加热辊加热纸张把碳粉熔在纸张里面从而完成热成像的打印过程。

36.什么是液晶的电光效应

各向同性的透明物质在电场作用下显示出光学各向异性，物质的折射率因外加电场而发生变化的现象。

37.喷墨打印机喷墨方式分为哪些

压电式，气泡式，静电式，固体式

38.显示系统为哪两种

随机扫描系统，光栅扫描系统

39.什么是帧缓存器

计算机系统中专门用来存放正在合成或显示的图像的存储器

40.帧缓存容量怎么计算

分辨率M\*N，颜色个数K，显存大小V，单位为字节

41.视频控制器功能

控制显示设备，通过访问帧缓冲来刷新屏幕

42.图形加速卡组成

视频控制器，显存，显示处理器

43.图形扫描转换或光栅化的概念和步骤

确定一个象素集合及其颜色，用于显示一个图形的过程（从图元的参数表示形式转换成点阵表示形式的过程），称为图形的光栅化或扫描转换。

步骤：先确定有关象素，再用图形的颜色或其它属性，对象素进行某种写操作。

44.直线扫描转换常用的几种方法

DDA算法，中点画线法，Bresenham算法

45.DDA算法原理

即数值微分算法，是用数值方法解微分方程，通过同时对x和y各增加一个小增量，计算下一步的x，y的值

46.图元的生成概念，图元生成又叫什么

完成图元的参数表示形式到点阵表示形式的转换，又叫扫描转换图元

47.图形显示流程为哪两种

先裁剪再扫描转换；先扫描转换再裁剪

48.系统设计画线算法应考虑哪些方面

斜率，宽度，时间复杂度，空间复杂度

49.DDA函数程序代码

//直线DDA算法

void LineDDA(int x0, int y0, int x1, int y1, int color)

{

float dx, dy, y, k;

dy = y1 - y0;

dx = x1 - x0;

k = dy / dx;

y = y0;

for (int x = x0; x < x1; x++)

{

PutPixel(x, (int)(y + 0.5), color);

y += k;

}

}

50.中点画线算法的数学原理，及如何将数学原理转成算法

假定直线斜率k在0-1之间，在画直线段的过程中，当前像素点为(xp,yp)，下一个像素点有两种可选择点P1(xp+1,yp)或P2(xp+1,yp+1)。若M=(xp+1,yp+0.5)为P1与P2之中点，Q为理想直线与x=xp+1的交点。当M在Q的下方，则P2应为下一个像素点；M在Q的上方，应取P1为下一个像素点。

//中点画线法

void MidPointLine(int x0, int y0, int x1, int y1, int color)

{

int a, b, d1, d2, d, x, y;

a = y0 - y1;

b = y1 - y0;

d = a + a + b;

d1 = a + a; //取正右方像素

d2 = a + a + b + b; //取右上方像素

x = x0, y = y0;

PutPixel(x, y, color);

while (x < x1)

{

if (d < 0)

{

x++;

y++;

d += d2;

}

else

{

x++;

d += d1;

}

PutPixel(x, y, color);

}

}

51.Bresenham画线算法原理

过各行、各列像素中心构造一组虚拟网格线，按直线从起点到终点的顺序计算直线各垂直网格线的交点，然后确定该列像素中与此交点最近的像素

//Bresenham画线算法

void BresenhamLine(int x0, int y0, int x1, int y1, int color)

{

int x, y, dx, dy;

float k, e;

dx = x1 - x0;

dy = y1 - y0;

k = dy / dx;

e = -0.5;

x = x0, y = y0;

for (int i = 0; i <= dx; i++)

{

PutPixel(x, y, color);

x = x + 1;

e = e + k;

if(e>=0)

{

y++;

e = e - 1;

}

}

}

52.直线线宽处理

垂直线刷子，水平线刷子，方形刷子

53.圆生成原理

考虑中心在原点、半径为整数R的八分圆，圆的其他部分可以通过一系列的简单反射变换得到。

//中点画圆算法

void MidPointCircle(int x0, int y0, int r, int color)

{

int x = 0, y = r, d = 1.25 - r;

Circle8Points(x0, y0, x, y, color);

while (x<=y)

{

if (d < 0)

{

d += 2 \* x + 3;

x++;

}

else

{

d += 2 \* (x - y) + 5;

x++;

y--;

}

Circle8Points(x0, y0, x, y, color);

}

}

void Circle8Points(int x0, int y0, int x, int y, int color)

{

PutPixel(x0 + x, y0 + y, color);

PutPixel(x0 - x, y0 + y, color);

PutPixel(x0 + x, y0 - y, color);

PutPixel(x0 - x, y0 - y, color);

PutPixel(x0 + y, y0 + x, color);

PutPixel(x0 - y, y0 + x, color);

PutPixel(x0 + y, y0 - x, color);

PutPixel(x0 - y, y0 - x, color);

}

54.字符生成方法

点阵字符，向量字符

55.矩形填充算法，最核心的循环代码

//矩形填充算法

void FillRectangle(Rectangle\* rect, int color)

{

int x, y;

for (y = rect->ymin; y <= rect->ymax; y++)

{

for (x = rect->xmin; x <= rect->xmax; x++)

{

PutPixel(x, y, color);

}

}

}

56.多边形的表示方法有哪两种

顶点表示，点阵表示

57.描述逐点判断法中的射线法原理关键的要点

奇内偶外，异1同2

58.扫描线算法的关键点

求交，排序，配对，填色

59.活性边表中的四个元素有哪些

第1项，存当前扫描线与边的交点坐标x值;

第2项，存从当前扫描线到下一条扫描线间x的增量dx；

第3项，存该边所交的最高扫描线的y值ymax;

第4项，存指向下一条边的指针。

60.点阵表达的多边形又分为哪两种类型

内点表示，边界表示

61.写出种子填充算法的核心代码

//内点表示多边形的种子填充算法

void FloodFill4(int x, int y, int oldColor, int newColor)

{

if (GetPixel(x, y) == oldColor)

{

PutPixel(x, y, newColor);

FloodFill4(x, y + 1, oldColor, newColor);

FloodFill4(x, y - 1, oldColor, newColor);

FloodFill4(x - 1, y, oldColor, newColor);

FloodFill4(x + 1, y, oldColor, newColor);

}

}

//边界表示多边形的种子填充算法

void BoundaryFill4(int x, int y, int oldColor, int newColor)

{

int color;

color = GetPixel(x, y);

if ((color != oldColor) && (color != newColor))

{

PutPixel(x, y, newColor);

FloodFill4(x, y + 1, oldColor, newColor);

FloodFill4(x, y - 1, oldColor, newColor);

FloodFill4(x - 1, y, oldColor, newColor);

FloodFill4(x + 1, y, oldColor, newColor);

}

}

62.简单说明直线裁剪方法的基本原理

①线段是否全不在窗口内，若是，则弃，结束。

②线段是否全在窗口内，若是，则取，转到步骤4。

③计算该线段与窗口边界的交点，以此将线段分成两部分;丢弃不可见的部分，对剩下的部分转到步骤2。

④保留并显示该线段。

63.怎么理解CS直线裁剪方法的通过编码实现裁剪算法

将区域分成九个区域，按编码规则编码

**65.中点分割裁剪算法原理**

66.裁剪中的4位编码原理与运用

设左边区域第1位为1，右边三个第2位为1，下边三个第3位为1，上边三个第4位为1，窗口区域都为0

若两端点编码都为0，则在窗口内，无需裁剪；

若两端点编码求与为非0，则线段完全不可见；

若两端点编码求与为0，则可见性要进一步判断。

67.多边形SH裁剪算法原理

用窗口的每一条边去依次裁剪多边形，四条边裁剪完后的结果即为结果多边形

68.什么是图形变换，有什么用途

是指对图形的几何信息经过几何变换后产生新的图形；二维和三维图形的平移、旋转、比例和对称等几何变换，以及投影、透视变换等。

图形变换是计算机图形学的基础内容之一，通过图形变换，可由简单图形生成复杂图形，可用二维图形表示三维形体，甚至可对静态图化进行快速变换而数得图形的动态显示效果。

69.图形变换常见的类型

几何变换（二维三维），投影变换（平行投影，透视投影）；

二维变换矩阵，平移变换，比例变换，对称变换，旋转变换，错切变换，复合变换

70.几何变换的数学本质是什么

坐标系变换

71.什么是齐次坐标，怎么理解

齐次坐标就是将一个原本是n维的向量用一个n+1维向量来表示，是指一个用于投影几何里的坐标系统。

因为该坐标允许平移、旋转、缩放及透视投影等可表示为矩阵与向量相乘的一般向量运算。依据链式法则，任何此类运算的序列均可相乘为单一矩阵，从而实现简单且有效之处理。

齐次坐标表示是计算机图形学的重要手段之一，它既能够用来明确区分向量和点，同时也更易用于进行仿射（线性）几何变换。

72.写出二维，三维平移，旋转，缩放变换矩阵

二维平移：

1 0 0

0 1 0

tx ty 1

二维旋转：

Cos a sin a 0

-sin a cos a 0

0 0 1

二维缩放：

Sx 0 0

1. sy 0

0 0 1

三维平移：

1. 0 0 0
2. 1 0 0
3. 0 1 0

Tx tx tx 1

三维旋转：

绕X轴：

1 0 0 0

1. cos a sin a 0
2. -sin a cos a 0

0 0 0 1

绕Y轴：

Cos a 0 -sin a 0

0 1 0 0

Sin a 0 cos a 0

0 0 0 1

绕Z轴：

Cos a sin a 0 0

-sin a cos a 0 0

0 0 1 0

0 0 0 1

三维缩放：

Sx 0 0 0

0 sy 0 0

0 0 sz 0

(1-sx)xf (1-sy)xy (1-sz)xz 1

73.什么是复合变换，复合变换怎么实现

由两种及两种以上的基本变换组合而成的变换称为复合变换。

在连续变换时，先计算变换矩阵，再计算坐标

74.几何造型的基本概念

几何造型就是用计算机系统来表示、控制、分析和输出三维形体，表示形体的两种模型有用欧式几何描述的数据模型和用分形几何描述的过程模型。

75.几何造型的基本类型

数据模型和过程模型。

数据模型分为线框模型、表面模型、实体模型。

过程模型包括：分形几何，随机插值模型、迭代函数系统、L系统、粒子系统等。

76.常见的几何造型方法有哪些

线框造型系统，曲面造型系统，实体造型系统

77.几何变换中，任意参照点的旋转实现步骤

①平移对象使参照(基准)点移到原点

②绕坐标原点旋转

③平移对象使基准点回到原始位置

78.列举几种常见的形体表示模型

①扫描变换(Sweep)表示模型

②构造实体几何(CSG)表示模型

③边界表示(B-Rep)模型

④空间分割模型

79.列举几种常见过程模型，理解原理思想

①分形几何

描述非规则的自然事物

②随机插值模型

不是事先决定各种图素和尺度，而是用一个随机过程的采样路径作为构造模型的手段。

③迭代函数系统

生成规则：取一等边三角形，连接各边中点将原三角形分成四个小三角形，然后舍弃位于中间的一个小三角形，将剩下的其余三个小三角形按同样方法继续分割，并舍弃位于中间的那个三角形，如此不断地分割与舍弃，就能得到中间有大量孔隙的Sierpinski垫片。

④基于文法的模型：L系统

用文法表示植物的拓扑结构；通过图形学方法生成逼真的画面。

⑤粒子系统

用大量的粒子图元(Particle)来描述景物。每个粒子都有一组随机取值的属性，如起始位置、初速度、颜色及大小。

80.真实感图形绘制的主要步骤

①虚拟场景标识

②取景变换和光栅化

③消隐

④光照计算

81.解释消隐技术的Z-buffer算法原理

①先将Z缓冲器中个单元的初始值置为最小值。

②当要改变某个像素的颜色值时，首先检查当前多边形的深度值是否大于该像素原来的深度值（保存在该像素所对应的Z缓冲器的单元中）

A：如果大于，说明当前多边形更靠近观察点，用它的颜色替换像素原来的颜色；

B：否则说明在当前像素处，当前多边形被前面所绘制的多边形遮挡了，是不可见的，像素的颜色值不改变

82.理解并解释光照模型

根据光学物理的有关定律，计算物体表面各点投射到观察者眼中的光线的光亮度和色彩组成的数学公式。

光照模型就是一个数学模型，我们可以用这个数学模型求出物体表面每一点的亮度，因此它也叫浓淡模型。

83.着色方法类型和优缺点比较

①均匀着色

任取多边形上一点，利用光照明方程计算出它的颜色，用这个颜色填充整个多边形

优点：每个多边形只需计算一次光照明方程，速度快

缺点：相邻多边形颜色过渡不光滑

②光滑着色

采用插值方法，主要有Gouraud(高洛德）方法和Phone(冯)方法

优点：颜色过渡均匀，图形较平滑

缺点：计算量大

84.理解并解释纹理映射技术

纹理映射是将纹理图象值映射到三维物体表面的技术，实质上是建立纹理和三维物体之间的对应关系式。

第一章-导论

1. [计算机图形学](https://so.csdn.net/so/search?q=%E8%AE%A1%E7%AE%97%E6%9C%BA%E5%9B%BE%E5%BD%A2%E5%AD%A6&spm=1001.2101.3001.7020)的定义

计算机图形学是一门研究怎样用计算机表示、生成、处理和显示图形的学科。图形主要分为两类：基于线框模型描述的几何图形，基于表面模型描述的真实感图形。

图形的表示方法：

1. 参数法，在设计阶段建立几何模型时，用形状参数和属性参数描述图形的方法，形状参数可以是直线段的起点，终点等几何参数，属性参数则包括直线段的颜色，线形，宽度等非几何参数。例如y=kx+b
2. 点阵法，在绘制阶段用具有颜色信息的像素点阵来表示图形的一种方法，所描述的图形成为图像。

计算机图形学就是研究将图形的表示法从参数法换到点阵法的一门学科。

2. 计算机图形学的应用领域

1. 计算机游戏
2. 计算机辅助设计（CAD）
3. 计算机艺术（动画，图像渐变）
4. 虚拟现实（VR）
5. 计算机辅助教学
6. 三维或高维数据的可视化

2.1 计算机图形学与其他学科的关系

相关学科：图像处理，模式识别。

* 计算机图形学：研究如何用计算机把描述图形的几何模型通过指定算法转化为图像显示的一门学科。例如3ds max
* 图像处理：对数字图像进行增强，去噪，复原，分割，重建，编码，存储，压缩等等，例如Photoshop
* 模式识别：对点阵图像进行特征抽取，利用统计学方法给出图形描述的学科，例如输入法手写打字

3. 图形显示器的发展及其工作原理

图形显示器是计算机图形学发展的硬件依托，发展经历了随即扫描显示器，直视存储管显示器，目前广泛应用的光栅扫描显示器。

3.1 阴极射线管（[CRT](https://so.csdn.net/so/search?q=CRT&spm=1001.2101.3001.7020" \t "_blank)）

* CRT是光栅扫描显示器的显示部件，其功能与电视机的显像管类似，主要是由电子枪、偏转系统、荫罩、荧光粉层及玻璃外壳五部分组成
* 电子枪是由灯丝、阴极、控制栅组成。彩色CRT中有红绿蓝三支电子枪。有的显示器的电子枪是单枪三束
* CRT通电后灯丝发热，阴极被激发射出电子，电子受到控制栅的调节形成电子束。电子束经聚焦系统聚焦后以高速轰击到荧光屏上，荧光粉层被激发后发出辉光形成一个光点。
* CRT偏转系统可以控制电子束在指定的位置上轰击荧光屏，整个荧光屏依次扫描完毕后，图像显示完成。
* 由于荧光粉具有余辉特性——电子束停止轰击荧光屏后，荧光粉的亮度并不是立即消失，而是按指数规律衰减，图像逐渐变暗，为了得到亮度稳定的图像，电子枪需要不断地根据帧缓存的内容轰击荧光屏，反复重绘同一幅图像，即不断刷新屏幕。

3.2 随机扫描显示器

* 20世纪60年代中期出现随机扫描显示器。电子束只在屏幕上显示图形的部分移动。
* 图像的定义是存放在文件存储器中的一组画线命令。随机扫描显示器周期性地读取画线命令，依次在屏幕上画出线条，当所有的画线命令都执行完毕后，图像就显示出来。这时随机扫描显示器又返回到第一条命令行进行屏幕刷新。

3.3 直视存储管显示器

* 70年代后期发展了利用CRT本身来存储信息，而且不再需要刷新屏幕的显示器。
* DVST使用紧贴在荧光层后的存储栅的电荷分布来存储图形。DVST使用两支电子枪，一支是写电子枪，用来存储图形；另一支是读电子枪，用来图形显示。
* 从表面上看DVST极象是一个长余辉的CRT，一条线一旦画在屏幕上，在一小时之内都将是可见的。

缺点：

* 不能显示彩色，而且不能局部修改图像。要擦除图像的某一部分，必须先擦除整个屏幕，然后重画修改后的图像，从而妨碍了动态图形的生成。
* 因为不是连续地刷新屏幕，就不能用光笔进行交互操作；
* 屏幕的反差较弱，一小时后图像就看不清楚了

3.4 光栅扫描显示器

画点设备：

* 光栅扫描显示器电子束的强度可以不断变化，所以容易生成颜色连续变化的真实感图像。光栅扫描显示器是画点设备，可看作是一个点阵单元发生器，并可控制每个点阵单元的亮度，这些点阵单元被称为像素（Pixel）。
* 光栅扫描显示器不能从单元阵列中的一个可编址的像素点直接画一段直线到达另一个可编址的像素点，只能用靠近这段直线路径的像素点集来近似地表示这段直线。

扫描线：

光栅显示器为了在能整个屏幕上显示出图形，电子束需要从屏幕的左上角开始，沿着水平方向从左至右匀速地扫描，一直扫描到屏幕的右下角，显示出一帧图像。

位面与帧缓冲：

光栅扫描显示器总是与帧缓冲存储器（frame buffer，简称为帧缓冲）联系在一起。帧缓冲中单元数目与显示器上的像素数目相同，而且单元与像素一一对应。帧缓冲中所存储的信息就是屏幕上对应位置的图像信息。要在屏幕上显示图像，首先要把图像信息写入帧缓冲，然后光栅扫描显示器访问帧缓冲，再把其中的内容显示到屏幕上。帧缓冲单元的数值决定了显示器像素的颜色。显示器颜色的种类与帧缓冲中每个单元的位数有关。

* 如果屏幕上每个像素的颜色只用一位（Bit）表示，其值非0即1，屏幕只能显示黑白二色图像，称为黑白显示器，此时帧缓冲器只有一个位面。
* 如果每个像素的颜色可以用一个字节（Byte）8bit表示，帧缓冲器需要用八个位面，可表示256种灰度，称为灰度显示器。
* 如果每个像素用R、G、B三原色混合表示，其中每种原色分别用一个字节表示，各对应一把电子枪，每种颜色可有256种亮度，三种颜色的组合是2^24颜色，共有24个位面。实际使用的是32个位面（32bit），也就是说用4个字节表示颜色，最后一个字节用于表示颜色融合，称为RGBA模型。

索引色：

为了进一步提高颜色的种类，控制帧缓冲的增加，可把帧缓冲中的位面号作为颜色索引表的索引号，为每组原色配置一个颜色索引表，颜色索引表有256项，每一项具有w位字宽，当w大于8时，如w=10，可以有210种亮度等级，但每次只能有256种不同的亮度等级可用，这种颜色称为索引色。

4. 图形软件标准的形成

图形软件标准最初是为提高软件的可移植性而提出的。早期各硬件厂商基于自己生产的图形显示设备开发的图形软件包是为其专用设备提供的，彼此互不兼容，不能直接移植到另一个硬件系统上使用。

1974年，ISO批准的第一个图形软件标准软件：图形核心系统（Graphics Kernal System，GKS），它是二维图形软件标准。1988年，ISO批准的GKS3D是三维图形软件标准。

5. 三维图形[渲染管线](https://so.csdn.net/so/search?q=%E6%B8%B2%E6%9F%93%E7%AE%A1%E7%BA%BF&spm=1001.2101.3001.7020" \t "_blank)

* 将三维场景转化为一幅二维图像的过程。
* 图像中物体所处位置及外形由其几何数据和摄像机的位置共同决定，物体外表是受到其材质属性、光源、纹理及着色模型所影响。
* 渲染管线的基本结构包括3个阶段：应用程序、几何、光栅化。
* 每个阶段本身也可能是一条管线，还可以对有的阶段进行全部或者部分的并行化处理，如光栅化阶段。

计算机图形学概述

> 计算机图形学主要研究内容就是研究如何在计算机中表示图形、以及利用计算机进行图形计算、处理和显示的相关原理和算法。图形通常由点、线、面、体等几何元素和灰度、色彩、线型、线宽等非几何属性组成。从处理技术上来看，图形主要分两类，一类是基于线条信息表示的，如工程图、等高线地图、曲面和线框图等，另一类是明暗图，也就是通常所说的真实感图形。

> 计算机图形学一个主要的目的就是要利用计算机产生令人赏心悦目的真实感图形。为此，必须创建图形所描述的场景的几何表示，再用某种光照模型，计算在假想的光源、纹理、材质属性下的光照明效果。所以计算机图形学与另一门学科计算机辅助几何设计有着密切的关系。事实上，图形学也把可以表示几何场景的曲线曲面造型技术和实体造型技术作为其主要的研究内容。

> 同时，真实感图形计算的结果是以数字图象的方式提供的，计算机图形学也就和图像处理有着密切的关系。图形与图像两个概念间的区别越来越模糊，但还是有区别的：图像纯指计算机内以位图形式存在的灰度信息，而图形含有几何属性，或者说更强调场景的几何表示，是由场景的几何模型和景物的物理属性共同组成的。 \*——摘自维基百科\*

图形学领域

\* \*\*建模\*\*：对形状和外观性质进行数学定义，并且能够存储在计算机中。

\* \*\*渲染\*\*：根据三维计算机模型生成带阴影的图像。

\* \*\*动画\*\*：利用图像序列，产生物体运动的视觉效果的一种技术。这里也要用到建模和绘制，但控制时间这个关键问题在基本建模和绘制中一般是不考虑的。

\* \*\*人机交互\*\*：在输入设备（鼠标、写字板）、应用程序和以图形或者其他感官方式向用户发送的反馈之间建立接口。历史上，该领域和图形学关系非常密切。

\* \*\*可视化\*\*：视图通过视觉显示让用户看得更明白。可视化问题一般都会涉及图形学。

\* \*\*图像处理\*\*：对二维图形进行处理，图形学和视觉领域都要用到。

\* \*\*三维扫描\*\*：利用测距技术建立三维测量模型。这种模型在创建细节丰富的视觉图像方面很有用处，二模型处理常常用到图形学算法。

表示图形的方法

\* \*\*点阵表示\*\*：简称为图像（数字图像）—— 枚举出图形中所有的点。

\* \*\*参数表示\*\*：简称为图形——由图形的参数（方程或分析表达式的系数，线段的端点坐标等）+ 属性参数（颜色、线型等）来表示图形。

图形显示设备

\* 阴极射线管（CRT）

\* 光栅扫描显示系统 —— 影孔板法

\* 随机扫描显示系统

\* 彩色CRT监视器

\* 平板显示器

>阴极射线管（CRT）显示原理

> 工作原理：高速的电子束由电子枪发出，经过聚焦系统、加速系统和磁偏转系统就会到达荧光屏的特定位置。电子束轰击到荧光屏的不同部位，被其内表面的荧光物质吸收，发光产生可见的图形。荧光物质受电子束一次轰击之后发光，亮度会迅速衰减，所以要保持显示一副稳定的画面，必须不断地发射电子束（不断刷新）

> \*\*相关概念\*\*

> 1. 刷新频率：每秒钟重绘屏幕的次数。刷新一次是指电子束从上到下扫描一次的过程。

> 2. 像素：构成屏幕（图像）的最小元素

> 3. 分辨率：CRT在水平或竖直方向单位长度上能识别的最大像素个数，即水平和垂直方向上每厘米可绘制的点数（单位dpi）。

> \*\*彩色阴极射线管显示原理\*\*

> 原理：通过将能发不同颜色的光的荧光物质进行组合而产生彩色的。彩色CRT显示器的荧光屏上涂有三种荧光物质，它们分别能发红、绿、蓝三种颜色的光。而电子枪也发出三束电子束激发这三种物质，中间通过一个控制栅格来决定三束电子到达的位置。三束电子经过影控板的选择，分别到达三个荧光点的位置。通过控制三个电子束的强弱就能控制屏幕上点的颜色。

> 每个电子枪发出的电子束的强度有256个等级（灰度），则显示器能同时显示256\*256\*256=16M种颜色，称为真彩色。

> \*\*光栅图形显示系统\*\*

> 1. 显示处理器：其主要任务是将应用程序定义为一组像素强度值，存放在帧缓冲存储器（扫描转换），同时也能执行某些附加的操作几何变化、裁剪、纹理映射等等。

> 2. 帧缓冲存储器：简称帧缓冲器，俗称显存，保存对应屏幕所有点的亮度值。

> 3. 视频控制器：建立帧缓存与屏幕像素之间的一一对应，负责刷新。

第二章-基本图元的扫描转换

1. 光栅化

光栅图形显示器可以看作一个像素的矩阵。在光栅显示器上显示任何一种图形，实际上都是一些具有一种或多种颜色的像素集合。

确定最佳逼近图形的像素集合，并用指定属性写像素的过程称为图形扫描转换或光栅化。

2. 点的扫描转换

将应用程序中得到的点的坐标，映射到屏幕上的像素坐标。采用整数值表示像素的坐标。

3. 直线的扫描转换

* 直线的扫描转换就是在屏幕像素点阵中确定最佳逼近理想直线的像素点集的过程。计算机图形学要求直线的绘制速度要快，尽量使用加减法，避免乘除，开方，三角的等复杂运算。
* 数学：理想的直线是没有宽度和端点的。
* 图形学：直线是有两个端点，有宽度的。

3.1 直线基础

1. 直线的斜截式方程：  
   ![y=kx+b](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFsAAAASBAMAAADGT78OAAAAMFBMVEX///8AAADc3NyYmJhUVFTMzMxmZmZ2dna6uroiIiKIiIju7u4yMjJERESqqqoQEBDqh1DpAAABSklEQVQoFXWRP0vDQBiHf0mbVvOniiCKBYnfoFAX6ScQHFJwERwOMooQHJxd3AOOLoqCtIhEOrl1qd3ELt0OsgqCzoLiJW/SXNL0hrv397xP7i4cMD/UiTcPoU5YCY2QEpY1yqkwu0FOf6dUoJnSy8qoSvQCzZxpVkp6TNVdB26+jW2j76ltdseIJ7v/tE+Aep1hU+Aaj0ckaM1BzR+AN5qyrm3gHrhcvtESTE1Av24ZQQtj2LJe8fEl8o6t+6lIq3Ul1iA+Ezjl/JdzcZ8qw63gj7AYaemsnI9Eqa2mme6+EuJAkDG9inT3brAnuD7M688OtgT5K74KevgwQttkxgV9QLsraHyL/IZ9orN5is/K0tqxpyeEdNN+cQQ47L/ORCpGqD6pbsft5HTVPaO8XtCL0ZOA5WX/JOFFpWkfBYt6JbzxIJ9VIuTQP6xjUjdZTYhhAAAAAElFTkSuQmCC)
2. 直线的两点式方程：

(y-y1)/(x-x1)=(y1-y2)/(x1-x2)

3.2 数值微分分析法（DDA）

过点（x1,y1）,(x2,y2)的直线段y = kx + b

递推公式（由x方向增量引起y的改变）：

x i+1=xi + Δx

y i+1=yi+Δx(y2-y1)/(x2-x1)

算法思想

选定x2－x1和y2－y1中较大者作为步进方向(假设x2－x1较大)，取该方向上的增量为一个象素单位(△x=1)，然后利用式(2－1)计算另一个方向的增量(△y=△x·K=K)。通过递推公式把每次计算出的(x\_i+1,y\_i+1)取整后送到显示器输出，则得到扫描转换后的直线。

　　之所以取x2－x1和y2－y1中较大者作为步进方向，是考虑沿着线段分布的象素应均匀。

　　另外，算法实现中还应注意直线的生成方向，以决定Δx及Δy是取正值还是负值。

算法特点

该算法简单，实现容易，但由于在循环中涉及实型数的运算，因此生成直线的速度较慢。

算法实现

void CDDALineDlg::DDA\_Line(int x1, int y1, int x2, int y2, int color)

{

CPaintDC dc(this); //获得窗口句柄

float increX,increY; //x，y方向的增量

float x,y;

int steps;   //循环次数，即画的点数

steps = max(abs(x2-x1),abs(y2-y1));//选较大者作为步进方向

increX = (float)(x2-x1)/steps;//x方向增量

increY=(float)(y2-y1)/steps;//y方向增量

x=x1;

y=y1;

for(int i=1;i<=steps;i++){

SetPixel(dc,x,y,color); //在(x，y)处，以color色画点

x+=increX;

y+=increY;

}

}

3.3 Bresenham直线转换法

3.3.1算法原理

每次在主位移方向上走一步，另一个方向上走不走取决于中点误差项的值。

给定理想直线的起点坐标为 (x0, y0) , 终点坐标为 (x1, y1)，则直线的隐函数方程为：  
![F(x,y)=y-kx-b=0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANQAAAAUBAMAAAAHGA6fAAAAMFBMVEX///8AAACIiIgyMjIQEBBUVFQiIiLMzMyqqqpmZmbu7u7c3NxERESYmJi6urp2dnaJ0zSUAAACuklEQVRIDbWVz2sTQRTHv9kk3WQ3qVIEpUWbEuxJaetFxEODIB70EKtVDx6iF8HTBv+BtXjxtqgUFAvRQ9BCJTfxF1QPghhw8dZAIHrzZK4iot+ZyW5mJz21+CAz733ezJuZ92Y2QCy5VqwqpWPYuzfL+5aXr1WB72aorAlG7bfTowxw3wcGdu59FcQ+AFgBHK6WFNuckHRLi3O3kZRvwLFWToS3JrmPEvI9ww18HiEmsDl3G6k3DHgYOENUqHApH2nDS/PHKDKIVTOAMmdNegz4QJaqouE0cNd0A5lRZJDC9jn+ZAzDQeAqWT1Eid0V/t5tWVvsqFxGPkTak0bcKBqbVFL+0zm43eBocslT3Uf6KDgs6SrJjGeX2B0HnLCwebtBHf1fSPWQDYX+uC1kM6aCRVJfD1exgXYuUTN7GiwO8nJim5rLpR6wP/9wocfuLFBEuu9Sxbh3HSztnpIwYhnQ2KYyu4F1hFhES6fFGu7otlzqIsk5yAe0l6cSR5HiToGl5RNIiKLAGyGvheujOHcDh+SwGGcDzEgSNQ5rdYmHm+BpKDIF9YHTmgdLay6lKNxlIUti6PR9j63NbTJQjDM+LggylAmAiSzuV4QJBMoDb7oPplclcFgrRQdDRGdPMlfc0rwwhvLEA2NrtWKGwfueragxN7gvnMALaWV88TjzvnJFraKRxd6q5WrP0EoHTk+jSCFX0W3gCMATZaqK8rJ/e7nIe98MgbSfrbH1khMU1VghyM2H41O3+pYGOa/VNGY2W8Uq8gunGZrCT8Or7vNuA80qM7NUDoCxRICIapB7WfLdtc5aR4PMztrvhM0L92dOI8O4cumUB/zU3EoVdPeS70UxuNQXeUHMz62i0bCd987mYK7bA07aN5mvvhFNUoPtyFwZzBKvbOUvG/my9VCS6mCn+v/+w/8HZDOm/S3BD7UAAAAASUVORK5CYII=)

3.3.2 整数化处理

上述算法缺点：在计算误差项 d 时，其初始值何递推公式包含浮点数0.5和斜率 k 。可以将递推公式放大2Δx倍，变成整数运算。

![0 \leq k \leq 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFIAAAARBAMAAAC8zuZqAAAAMFBMVEX///8AAADu7u5mZmaIiIiYmJgiIiLc3NyqqqpUVFQQEBDMzMwyMjJERER2dna6urpfapSVAAABT0lEQVQoFa2RsUvDUBDGv8SUpiap0EmX0lYFBQmZdOmQQTtKBhfBIYPQTSpOgkJWwUFBcBL6J8SlmyCIoCClk4uIwcGpg4u7d5eXh9m94b7vfu/LkZcAi1shynXaLM80mQG1Ps70wVwkdl4D4Ef8aAJYF5hN1Yn9MGDnNNRMcr7BfnVKSTeEF/IEVMYtUSsW4bb3mdsaJY0ILFTWQUsUXpAr0FNBibQTzMR84u9z5zKSpW1W8ytk4eJlh5Qckq8/MpG67UTrbKZRPlNXydqQ/Nq1xr1ldGgwnwcacbJN7xkzuXsr+Kva5bynBeKkQXcnoTr+ULzZVYnqzbdCnHQz/lBSR08iTqMS5wDVbpI7TloTGGoFfLmVFdvxioqa6lacNPvYVZgeC8l6gX0fabQpjpPwdzKNxbgprpIyql8uFP+gfPBf08kLV/ZnXVXIuCC/lpZKe5r+wjUAAAAASUVORK5CYII=) ，x 为主步进方向

误差项初始值：![d_0 = \Delta x-2\Delta y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIQAAAASBAMAAABoVWvKAAAAMFBMVEX///8AAACIiIgiIiJ2dnYyMjK6urrMzMyqqqrc3Nzu7u5UVFQQEBBERESYmJhmZmag9JszAAAB3UlEQVQ4EZ1RPU8bQRB9vg+OM/YZGkc2zQqZEgT/YIlAECkgK3KRLpeKFmSoaFyARIXuSlIdfyBCoUGiooKSJiWRC1CEkdAlfazMrPfsPUEDT/LOmzez88Z7AGAt0vEcj88lVnb+SQ7BKZ9DrAyZSRYjM8u4J/CTuV3LFBVbuUwnwXbeR8sVIO4S/z2thUGo5jKdWE7eR8sliQLPFkvmkmOTL43oFfM+usdNUbihp0hOeNAA3vtGM+NmFPgTAf5TOp+aMvFY0CdAhZb0H7fQBw4QS91TuVVQWRCBfb7jdryuy1n4mAAP4CUdJ0UVxRoKYVY0ogPl00ULtIwJ/4oyCV5y0xZeHRNNfIW/8cFsYv4A5ZOQC+OY8U1RN6SnoLG8ZBxZCygJrMNNXFU1DkmcH8ObZNG/YPxginP60Y5qyVmUU8QhPqENHg3jLdhG+VhNIiasDrZ4R7VkC4UOTqJiNbhHuWu2DWzYJ3LTYpgrHfFDSJZoyWtsJ7BDp745h7JgcYS7Q8L+9FhtV1ojlZj366khgjUuL53iM87oX/4Vy917uCLXiMspheN+r9/LVUqkd/gg1LA380VX27BDTV8b3ukLdmK/9qrqL8vha3sbq28a4Ubt5E0XR5fGGxL4D1Qtcm3aog0XAAAAAElFTkSuQmCC)

当 di < 0 ：![d_{i+1}=d_i+2\Delta-2\Delta y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALoAAAATBAMAAADVMwrkAAAAMFBMVEX///8AAACIiIgiIiJ2dnYyMjK6urrMzMyqqqrc3Nzu7u5UVFQQEBBERESYmJhmZmag9JszAAACBklEQVQ4Ea2SMW8TQRCFn892HB8+GzdGCc2BHGryC3JBIFEEyYpSpMNU6VAQdGncIKEU6K6gSKrLP4igiRQpSgclDR1G6RBCig66FMbMrNe3N5t1pEgZydbOfG+f554PALxl+ppZl+mbUcTq5qF9xw2e2DLR27QW4hsLygtCBswAG5ZMtjkNJvMWkJzR8eddqcMM0LFkss2pdm9EKHEo4WoshW4wd1uqZGeodq9mKH2l2NMD/o1CuUDtUbdXkFjHItXupEhCehfQsoMvgvrvbfwD3iKJLMvRkIv2k9S4r6XAL/h28IABlUqGDvwFlPrs4yxBc/f6ZxJHwJ/YulQAW+WwtohbPbwAPmhZYOkNbQ2H3+mBlK7ap9hJOQl+j2v/Ekhi7yEaIZ4BPsEMmF+z3A0lQb77ETUV+qjg68dcH6kFimAJQYakj3VF2B1l5T7i2FXuhhKcunsDbFPstJMVvAAbKA1wEPudpndBWuNOjS5DaTB1f8+hR6ywghfgC16lKPcri1u7/Egud0NJoN1rP867YfPpO6rVQxrnJcEmPgH1v+HjM5z64/HKONPJ5PopnQy0e6Pdbg/4i0q88RLs3H+ufZq8t2t3xRWlE/+R16k7Why8pAO7N2LHdUUd8ytHQeT1tMB7QAdyn7t34riiqGN+5agav06LAt795mq+GwmzVHQ30vwHJ4eZQcnZHK0AAAAASUVORK5CYII=)

当 di >= 0 ：![d_{i+1}=d_i-2\Delta y](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIgAAAATBAMAAAC5NVjhAAAAMFBMVEX///8AAACIiIgiIiJ2dnYyMjK6urrMzMyqqqrc3Nzu7u5UVFQQEBBERESYmJhmZmag9JszAAABxUlEQVQ4EZWRPS8EURSG3539Hvthm5WlGbLU/AJDSBQkG1HorGo7WaHTbCMRhcwUCqrxD4RGIhEdpUZJthORyNApWOfcnXXnzl4JJ5l7z3mf9565cwYAjClafo1+uv1ps7twqpyZV6poEaVpC/fsiVcU54pSRYsoLQJum0xPI4qzrFTRIkpzNmL8JdaME7KmBkNFX9pHkz5idzQS74RbdSM9W6318v5dT12LfgeKNJTsSxNfwC5cO3K4+CCCVQ0lddEDnmHSUBIJH2WYFcTqpOtDT7M35LaBNweNuJUexkAN68Bh0CPvqM1C9IjjWOBknUZCTh6K6xiTyFlYAkyCPpBZjDSRNHvJcSaaXNCaoIeHMo68D7eOZUG4CeKiiZyJpF2PWI0WmjQSejUNZQWxFk4cs1wwPkiSTeQBSaWGAx6IzQIN5RabHuL1xHBjny+oayIpn+lG+vG1ahUW9ihmTrGKc/rR79ZcG9dmpzPd8YPP6dl/qBQoy5VKpRYvFBXsjK0FtMC30N1EcEEDp2YbCrT8BiXcJOdoXIJqdJbytlELkDFBCTVJjV4FSngTNCyE8qSz5YVKcZNw/ac8U7UVn6dU/ym+AYHTcf9czoC6AAAAAElFTkSuQmCC)

当k > 1，y 为主步进方向

误差项初始值：![d_0 = \Delta y-2\Delta x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIQAAAASBAMAAABoVWvKAAAAMFBMVEX///8AAACIiIgiIiJ2dnYyMjK6urrMzMyqqqrc3Nzu7u5UVFQQEBBERESYmJhmZmag9JszAAABu0lEQVQ4EZ2RsUvDQBTGP5umaVrbqkMxFSWggouijk6hKOJgLSKCk3FybS2OQhEFx3QUReo/IOLi4CQ4OXcVg9jBChL9A8R3SQq9y4ngg9x97/t9uXAvABCboyVa71GLHG2t5fsCXZKG5xyZvYdMmfkC3ZBls9Vrme1BHyNfpHlZNhY3ZPYDMEK+QBMDsmwnxaKR2gZGyeSoVpzwLyeGTXw6wMUtci6P9CHqA6p/eDMecIyGFWZyT375XdbB5TVgraHPDnG4xR9pFAG9wlOygJQRyfjROJAzkKjMo9rkjzivAAGFiw04SJexA720wseAN4ANQzcwTkg/ZRWctUl9SJtgf6LfxCrUpkqSK4s6GkasjGdSZ3esTFJI12mx6GGj0gZINGysowbVJt0zC7os2DBUC8OkemoKGhuFT9kXSDipfLaNjNuTIkmX9YfRX9cKHEm6xLrUUb2UDcWOF3ankTG5IF5PqI5GoNbTsxw5+HgpdmnC2LdiNKgvc9FtQxWOuB/0y9FuJj3uCALDCOnpd+e7E9IaFDuUka2vErFkhtJUZDZ5LUz+QgRbKy0LTrfd0ha68r/74eKfb/4A41FvcJTd5acAAAAASUVORK5CYII=)

当 di < 0 ： ![d_{i+1}=d_i+2\Delta y-2\Delta x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMUAAAATBAMAAADScdTxAAAAMFBMVEX///8AAACIiIgiIiJ2dnYyMjK6urrMzMyqqqrc3Nzu7u5UVFQQEBBERESYmJhmZmag9JszAAAClUlEQVQ4EZVSTWgTURD+sk2y3c1mYz2UpkVZsRWP1qMXt6WCh0qDFMFT05M3ScSrEEVBPMjmIKJITS9eLb0oCKIgCJ5yqDejQQSpQpp68xDizHtvsz/ZCBnIezPzfbPffH0FAG2RjpExhOpre4L8O3nkZs9lwN6JwheiZayKozeQLzFl0YsRRak7+MzJRDGKrkfLWDVA8xLowjhOmV2NbSrRAlBvU/pzTtb+Oe0nifcAVRofAJ7X0rFN5bDlIsXizlLEZvZI4rdVM0CVxgZwjLBfZmxTyc90kWqSy8Y2K6nQl+dLfj58h1GlARhHiejg0AO2XqHQjo3VHXKJAtvcOtAO6LqHuktXOHotjia3wuhAI/2JFvXAm7prSJXDs5SvNoB9sE2znW/ebsAsDpOCmQg60HhWAdLgTbOVs6jSJ8NhfKTKBdu0kXENIFfCJvBIkfJemB1GC63WFzIn4Ct07tOWtKlRxEnuPeF4KtBMWbhkm6bc33JwieiEdoHJ1ZhGgBLB95GrUeHSjzbVSvhGmfGGY5cy4DX9yKV8kCp36mVc5ltoYEJo9Pg5xHsEKBF8jdPQ+TnAm2ZczPBwEFoNFXYpbGKBgW3PnLa1v5SRD6XBfRkBSrXSmGzTmrwob2rV9FlJ9c+H7NHl6tAzsIEX9NVyevbaA/aXpBGgRFAatzrfl/HjPsXdOWRquTMEBaF/7cw79kWGl3Y2H6/T/ziMP85KG+/Mfv98vzvkQ6HyE0rj/dTUDOjg8PTdBd4tCIu6NT4ois87LzsNhdnMS/IhcIFSJv4+aiK4UpUg/1+Wv04oa1heAk2gCX1u7clXHYGG29opqkgje+JtuK1ygSb0uXVVPzcCSWyzj7HjzspYI42x2GOQ/wEtxqM8B+dgEAAAAABJRU5ErkJggg==)

当 di >= 0 ：![d_{i+1}=d_i-2\Delta x](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIkAAAATBAMAAABW9zPfAAAAMFBMVEX///8AAACIiIgiIiJ2dnYyMjK6urrMzMyqqqrc3Nzu7u5UVFQQEBBERESYmJhmZmag9JszAAABs0lEQVQ4EaWSvUvDYBDGn6ZfJrapXQrVJUJ19y8wioJDhSLdbSc3UfAPqIMgDpIOIjpourhanARB3Fy7OCrdxKUfbg6l3r1JSfP21UEf6Hu5+12eXC4FAG2Jjh81SQ8GNnebzfA96+FUymSatPDCLdF8uLEcTqVMphmg3qae97lwYy6cSplMUzYi/DLWijPemZgZz+TrCRrvIdKitbgN9vKVXC2URteTUU3rFn0TZHgxV12tS+EIdZvCuAavLHqeklK16AIfMGgxRjvdOnRh5BGpEFBLTfVn6raBvgMTcVsHpkuoAme+SdoJu43RC9alwPEKrYU6aTGGN0PKwiYNRrQHTBUll4DqD6w74XJPZ4x+YjH7XKpXsMVRuCAqXIK9BNTrEadWwx6thZ7N/5gFrjUcI2dqX3RFs/guXPcU0FGF4ikvxeZC39GxjRu6rxKb3TnhGVUuAeWbPCXfOgXL3DgmrTSr52VYgP5prbXxZAyHy8PexCw+HRmImMpmszU+SPnrzm3H9bHJc6hmEVxQv/O3kN71XVKOok1QRV0uaYueS2L+UUaUC6qoK0v8Rv+X+3eLbxl6crn6y27QAAAAAElFTkSuQmCC)

3.4 圆的扫描转换

圆的扫描转换就是在屏幕像素点阵中确定最佳逼近于理想圆的像素点集的过程。圆的绘制可以使用简单方程画圆算法或极坐标画圆算法，但涉及开方或三角运算效率很低。本节主要讲解1/8圆的中点Bresenham算法原理。

算法原理

圆心在原点，半径为 R 的隐函数表达式：![F(x,y)=x^2 +y^2-R^2=0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOYAAAAVBAMAAACgQo8/AAAAMFBMVEX///8AAACIiIgyMjIQEBBUVFQiIiLMzMyqqqpmZmbu7u7c3NxERESYmJi6urp2dnaJ0zSUAAADJklEQVRIDZWWO2gUURSG/31ldmdf2SgqBsOYNRYSSWKlpEga8YHgGtyksYiiFoIwiY96sLUZRQTB6ETQRoUNdkokiIVi0I1gYSQQtRArt1UQPefembvzWOPmwN57zvefO2fua1hgvab1TkSHtISUNt1nRpN95KrPF+5yGIj4Hi46EaElBHRDOxzJZVDeWK2erKBghNVUGIh4CrHViBCF/ZuqJ35pnegJ5urX3zPQtgBxG/eDIgt2BDHFbC3Co1CjYuMw9e5gbkctXSES3wpkDdwJihy9iSImdyXOBVQXKhbvBD5byDQUEU4fcICc3CjVtDAYFDn6HkVE8rbEgZoeVCNyC8CShY8KSGcP8IK8WAWO7qTdJ/lzkv5A+V/gCD9Q04MqK2kAZ+mQ6IoIZxtwgpypOkhPWTTbFXu3LD0/gUwdCVPkqUbo2q75miBuzewHEzMKqtw5E0+GMf3wkyLs6HR2blK/3dQMiOc/xmKaNpes8ZNPZ6pObmZRGFOhz5ZK7NOeyK5YtNGjoGTULq2UX0EvlTqZ3BaPWKBZUc0bBI7dGloFkvTydYxAzKFgnsKUg6JBss+ULphb81uHockX9WXyCupvA0AEXPM4eUeQojZGP0fdpmw3doobJDK9pqnz7F/Sy7MyV4tPuhnP2J6K4Ciww6W+Tqf9HKfpdiFPNOZQQ3dYWnwQr6M1mzpnufNEGTlbjspW2cY4yNL1vCZpoO0C6EXzmwXktQWVkpZogFZBrK1vP5s6Z3k1RxCz5Chfm6flPq1itZ+0eaDrkhoVUocJ1BK2viqipMV7lLFEoJqmzsireZC3PmypSWBDGFLcD9AckxUh0V0pdF9oxKGfpzhh8aDQXZG6yObGq7mXdyhsSZsPSj2M8aCWryAztF8oBRvZmeWZZehnKFEbK9OgjuAQqSvm1bzUu08xz8kMHXLwtdcLm73+e6AZYNLz+UTRmTKBHx5q2RcVlSdChe076hvPNd/RafznNz74zFxDnbyg0Eb0yMt5Ts6wdo4WuOGhtfpE7bKzlr6WljZclbf3yh9q+FPxf0sPtPVqrR/U5n+T1oPXQ/8CzlSybrIr8vgAAAAASUVORK5CYII=)

圆将平面划分为3个区域：

* 圆上的点 F(x,y)=0
* 圆外的点 F(x,y)>0
* 圆外的点 F(x,y)<0

递推公式

1. 中点误差项初始值 ![d_0=F(1,R-0.5)=1.25-R](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQIAAAAUBAMAAACUmS5RAAAAMFBMVEX///8AAACIiIgiIiJ2dnYyMjK6urrMzMyqqqrc3Nzu7u5UVFQQEBBERESYmJhmZmag9JszAAADeElEQVRIDbVWTUhUURT+5s2Mz/fe/GiWmpo9o6BFmtEixIxBjKjIVPqhhfSMoqV/62II2tSimaDobzFCqyCUdCGYYdGmJJ1AoiBhlNwUiAVCtOrce9993hnHNKgLnvOd7zvneN69784MsM4qTKyToMhfFfxXUNuXJ11rnxwbrgQukDYo9dqSsfFjMhB+sM5mIHijcAiWoBQrKvWTM26GIgHa+8axmRSnDmcJbtAbB/bCHAL0JqnrpcCwDIRvwE0GfMUlCehL2Zqs7EO4TWRk670OrHpOncoWRFSTAm4j6sAc6ZS6VgR0xWXEvDaEUA95a94h+4n+lCUrl2BUuxmKCtQABeWcoSdbvT4TdQ9BJoxLNZwG5uIyYj5oI2yTD7AA3dwqRlS+BirdDEUDZoEIn6CAnmz1qoSJJ7jFBG+CkA3sz0r1ZWDRWG7/UJZGgag8D2zLN8ErwF9Pp9y8sy23kGK9Ghq5USZ5EyR7cOccY7w1EEeUmiBa94VssMcTBJCVxiY3Q9WNMhinE8B1JGMuH53li0daGfoInGWB7IO5xV0fueqZJE0wQVEYEXoOK0NQ7SIrA2/dDNK9Fame74wD5lb4HI9cAdb2ZfZ6vGGM7EPA/LCSwhBNYE0Iik40YAvoWVn5iG8OP3NPY8f31KGx29AFo/XoiiBQKI0hQkUskn1Ar9QeLt9n6wHBAXoP6jmFaboZSwJ6Vlae4QxlwOClKRaHYtAmyNk4gWCKv/OMlitpI0O4gsWyj0G78p0Rxhhbzwj56C6kyf8EmtaewIrLDDzkpTaVIOkgWsRdB/oRdIhST3CuhyVln0KE5jnIac8EYwjaFG0G2wN+CmoXd/bd0N0Mr5DAXAr+CdrGhFkaWUA4o2qEn4v4AHNyD9h+bxG8tFoaPjZrDGyDonHJu15UFmboLooMVadPV18bXUgnUHG5VnysqPKkCEaZoz7mIfKhJeAdPxwhkjUb8I2JV2GRmO82knhlcb7ZzfAKCdCmhdIRGD/slsyC2EpFXq56waNusseLR1JmIz1h+3QKl3YoWQQfz8dgTkFvYfn+bE1UTuFlcXG5m6EkLFf9QkGHLZh++B2Bcq3XM5Kr5Isv5iM3xPlT3n/KyY86LrGhCXK+mXJ6/SnUW4+sIZtpV7i7RoJK6zE1+lf4mtsos4GGq3+hbKBo3ZT//ivtNz8c0nBNtPJ1AAAAAElFTkSuQmCC)
2. 当di < 0 ![d_{i+1}=d_i+2x_i+3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKAAAAATBAMAAADlvxvFAAAAMFBMVEX///8AAACIiIgiIiJ2dnYyMjK6urrMzMyqqqrc3Nzu7u5UVFQQEBBERESYmJhmZmag9JszAAAB80lEQVQ4Ea2SvU/bUBTFT0wTx64TE6oilQ51Ec1aWFixULulalShrjhTp1ZBMHVAYejCgJKhYgOzsDDAyITYKiEhsbSbq/wFIapYGJD7vp9fYrZ4uO/e+zvn5NkKAFhLpDz6jNOthzBfba9+jBl5n8/FdpTaAX7nG7bhLzKyls/FVtMbtvGBXt90cIAGyrMM8Gpq9KQp93khCmca004EfhWBpWkTm1OGcl9xiIJIkEo1+peAvbrQlGD8NKjy9QIc3Fq3Sq7AZhv4gV6oCG/8hD10MKjyNWK3X7nZiblcvTK2PgPuCxQiCcZOk8pA5xeqKIaOkkuAyhBPm2gBPwWrdJWINRn6kCTXScKsxQguu4bTJKoMgDMDL8AHck8ChkC5MRKoKc1naeQ8p8MGLTEtCnwHnqMX4RPfkkBMsUD9DTXN+KwO2sAb7mKV/5L7EniGo647W7XuyV4HaqmmdMd92API91vHMd52uVSAZTivMBU9mfuyS18iL1BT6uQ+++9gIWjtryEon3ToWgLU4V/B+Re86+PSTdOVdChematoFVQseKBXq9U6h4PTQQzPACjfpTHfVOnt8m7IMKO0C9mYKfKvPQYq34iKBnrdjFy2jMrBOP/0jVEPVp30JLD0+kIvVceomrLNfJSdRnt6w4k+8UTS/gOB5Ig0Rhk/CwAAAABJRU5ErkJggg==)
3. 当di >= 0 ![d_{i+1}=d_i+2(x_i-y_i)+5](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANYAAAAUBAMAAAAD7d6iAAAAMFBMVEX///8AAACIiIgiIiJ2dnYyMjK6urrMzMyqqqrc3Nzu7u5UVFQQEBBERESYmJhmZmag9JszAAACyUlEQVRIDZ1WPWgUQRT+bnObvb27vcuhRE21hmjpT2UlLhK7CIcEtMtGhHSaoJ0gp2CTQvcKES10bWwsDNoIgqRTC/EaBcGTQ6wUksVKixjfm5n9m9tE4itu3vd97803b25vE+B/oxJs1/l9C9E4uoUg6GH1yoZHyvntmlDTVHO5siKoU5qQh7pqufgAVGVrvjRFVpTmnJVau+Q9zOZ5DSWqI4Um0B2g6WtlGvykcE+uta++TMYVX7wkqvKqeyitwCwuTthLKlNeZQVHx5KKgiRVlZcZodTD7YLSLFVXIOdlnZxqZ4vyeVZVXlTQdfGClgfrxnq+HPaPRfxhzlyUivJqHvpG+Ca6nqSTz40+h6jKqqnXTIiz9HgMnN71MOkSSbkcQVx6bSAF5eWg0UZ1H0q+pAs+c2riZb8G3gINmJ6tNS2MuNYEc2VXKsqLwF7U2pgH7kgBTqAStaRqs9//TMMK3vSBMZpLnNJuE3eP4z6L3cA4wtsZEYGNfv+duiDgPeouTnMbQGJlJuD6NFKVuGQu/q7E4Ze4MgTslxzPGB2AE/F2wotwj0ngF3AcXR9nJOSDjAgvOg4FV6UqgdjL6GCR75A3HopZlDpMane4m+d6FFTHG8ZvUlMvrpWRqoRjr1uAh2M0DebwGIfF8eIGvMFSyNs1O5LiE1N4sMcx4pcnFpb5Voq8UpUKlJf1ZW1KPPPzd2fhVp50SErjHJ6Dt9Oe+WuoRbB/utMDrFY3N09sRuoO006lSkJ51VutVgf0Xni49nQtRPyjVU1XJ+eAVfo2FFZzWdOvFNHgmYrmErpQKYvfM4KM94L+a8YecMMFUcWXp4VzkQj2qgeawlCoOp+8ez8OspLjGW3REL97s6LIjYO0kNfo/njSbIlQswTn1Z5iJn2ViMUMLoegBsvLskM5z7WDuFFYW5nyBK//rdSKQw3/A+78f4C/kMeu3q9Ohn0AAAAASUVORK5CYII=)

4. Wu反走样算法

4.1 算法原理

Wu反走样算法是根据像素与理想直线的距离对相邻两个像素的亮度等级进行调节。算法采

用空间混色原理对走样现象进行修正。空间混色原理指出，人眼对于某一区域颜色的识别是取这个区域颜色的平均值。

直线的绘制算法

\*\*直线的绘制算法\*\*

\* 直线的扫描转换

\* DDA 算法

\* Bresenham 算法

\* 中点坐标算法

1. 直线的扫描转换

\*\*数学直线\*\*：在数学上，理想的直线是一条没有宽度，由无穷多个无限小的连续的点组成。

\*\*光栅平面显示的图像\*\*：在光栅显示平面上，我们只能用二维光栅网格上尽可能靠近这条直线的象素集合来表示它。每个象素具有一定的尺寸，是显示平面上可被访问的最小单位，它的坐标x和y只能是整数，也就是说相邻象素的坐标值是阶跃的而不是连续的。

直线的扫描转换算法就是利用直线的数学性质，通过直线方程，算出直线在栅格上每个点的坐标。

\*\*缺点\*\*：算法中涉及大量的浮点运算，效率不高；没有利用栅格显示的特性。

2. DDA 算法

DDA（digital differential analyzer ） 算法，采用了增量的方式，提高直线扫描转换的效率。在计算 Y<sub>x+1</sub> 时，只需要用到 Y<sub>x</sub> 的值。

2.1 基本思想

假设直线段的宽度为1,直线段的斜率: |k|<=1

已知过端点的直线段L：y=kx+B

直线斜率为：

> $$k=(y\_1-y\_0)/ (x\_1-x\_0)$$

计算：

> $$

Y\_{i+1} = kX\_{i+1} + B

        = k(X\_i+D\_x)+B

        = kX\_i + kD\_x +B

        = Y\_i + kD\_x

$$

在栅格上，X 的增量 D<sub>x</sub> 的值都是1，所以

> $$ Y\_{i+1} = Y\_i + k $$

即：当x每递增1，y递增k，(即直线斜率)；取象素点(x, round(y))作为当前点的坐标。

2.2 算法实现

DDALine(int x0, int y0, int x1, int y1, int color)

{

    int x

    float dx,dy,k,y

    dx=x1-x0; dy=y1-y0;

    k=dy/dx;

    y=y0;

    for(x=x0;x<=x1;x++)

    {

        drawpixel(x,int(y+0.5),color);

        y=y+k;

    }

}

注：这里的 DDA 算法只实现了 |k|<=1 的情况，而 |k|>1 的直线只需要利用对称变换得到。

DDA 算法简单，实现容易，但y与k必须用浮点数表示，而且每一步都要对y进行四舍五入后取整，这使得它不利于硬件实现。

3. Bresenham 算法

3.1 基本思想

过各行各列象素中心构造一组虚拟网格线。按直线从起点到终点的顺序计算直线与各垂直网格线的交点，然后根据误差项的符号确定该列象素中与此交点最近的象素。该算法的巧妙之处在于采用增量计算，使得对于每一列，只要检查一个误差项的符号，就可以确定该列的所求象素。

先考虑斜率k=dy/dx≤1的直线。设直线方程为：

> $$ y\_{i+1}=y\_i+k(x\_{x+1}-x\_i)=y\_i+k, k=dy/dx $$

假设当前像素的 x 坐标已经确定为 x<sub>i</sub> ，其 y 坐标为 y<sub>i</sub>，由于坐标 (x<sub>i</sub>,y<sub>i</sub>) (i=0,1,2,....) 只能取整数，那么下一个像素的 x 坐标为：

> $$ x\_{i+1} = x\_i + 1 $$

而 y<sub>i+1</sub> 的坐标有两种可能：

1. 保持不变，即 y<sub>i+1</sub> = y<sub>i</sub>

2. y 坐标递增1，即 y<sub>i+1</sub> = y<sub>i</sub> + 1

设 A 为 CD 边的中点，正确的选择：若 B 点在 A 点上方，选择 D 点；否则，选 C 点。

因为直线的起始点在象素中心，所以误差项d的初值d0＝0。X下标每增加1，d的值相应递增直线的斜率值k，即d＝d＋k。一旦d≥1，就把它减去1，这样保证d在0、1之间。

\* 当 d≥0.5 时，最接近于当前象素的右上方象素 (x<sub>i</sub>+1, y<sub>i</sub>+1)

\* 而当 d<0.5 时，更接近于右下方象素 (x<sub>i</sub>+1, y<sub>i</sub>)

为了方便计算，令 e=d-0.5，e的初值为-0.5，增量为k。

\* 当 e≥0 时，取右上方象素 (x<sub>i</sub>+1, y<sub>i</sub>+1)

\* 而当d<0.5时，取右方象素 (x<sub>i</sub>+1, y<sub>i</sub>

3.2 算法实现

void Bresenhamline (int x0,int y0,int x1, int y1,int color)

{

    int x, y, dx, dy;

    float k, e;

    dx = x1-x0, dy = y1- y0, k=dy/dx;

    e=-0.5, x=x0, y=y0;

    for (i=0; i<=dx; i++)

    {

        drawpixel (x, y, color);

        x=x+1，e=e+k;

        if (e>=0)

        { y++, e=e-1;}

    }

}

注：这里的 Bresenham 算法只实现了 0< k <=1 的情况，而其他斜率的直线只需要利用对称变换得到。

圆和椭圆的绘制算法

\*\*圆的绘制算法\*\*

\* 圆的扫描转换

\* 中点画圆算法

\* Bresenham 算法

\*\*椭圆的绘制算法\*\*

\* 中点坐标算法

1. 圆的扫描转换

与直线的扫描转换一样，通过圆的方程绘制圆，这样因为涉及到开方等运算，效率很低，不便于硬件实现，所以需要设计更加高效的算法。

2. 中点画圆算法

2.1 八对成称画圆

在介绍画圆算法前，介绍一下八对称画圆，这不是什么高深的算法，只是利用了圆的对称性，在实际画圆时只需要计算 1/8 圆就可以了。

void CirclePoints(int x, int y, Color color)

{

    drawPixel(x,y,color);

    drawPixel(x,-y,color);

    drawPixel(-x,y,color);

    drawPixel(-x,-y,color);

    drawPixel(y,x,color);

    drawPixel(-y,x,color);

    drawPixel(y,-x,color);

    drawPixel(-y,-x,color);

}

2.2 算法思想

与直线的中点算法一样，圆的中点算法也是一个增量算法。

我们假设圆的圆心在原点，半径为 R ，我们绘制的第一个像素时圆的最顶部的那个点 (0,R)。我们绘制下一个点的依据是栅格的中点 M 是在圆内还是在圆外，即我们现在要画 (x<sub>p+1</sub>, y<sub>p+1</sub>) 这个点，那么就判断点 (x<sub>p</sub> + 1, y<sub>p</sub> - 0.5) 是在圆内还是在圆外。

\* 如果在圆内就绘制( x<sub>p</sub> + 1, y<sub>p</sub> )

\* 如果在圆外就绘制( x<sub>p</sub> + 1, y<sub>p</sub> + 1 )

我们构造判别式：

> $$ f\_{cir}(x,y) = x^2 + y^2 - r^2 $$

将点 M (x<sub>p</sub> + 1, y<sub>p</sub> - 0.5) 带入判别式，得到：

> $$ d = f\_{cir}(x\_p+1,y\_p-0.5) = (x\_p+1)^2 + (y\_p-0.5)^2 - R^2 $$

\* 当d<0时，M在圆内，这说明点P1距离圆更近， 应取点P1作为下一象素点；

\* 当d>0时，M在圆外，表明P2点离圆更近，应取P2点；

\* 当d=0时，在P1点与P2点之中随便取一个即可，我们约定取P2点。

若 d<0,  则取P1为下一象素，而且再下一象素的判别式为：

> $$ d'= f\_{cir}(x\_p+2, y\_p-0.5) = (x\_p+2)^2 + (y\_p-0.5)^2 - R^2 = d + 2x\_p + 3 $$

若d>=0, 则应取P2为下一象素，而且下一象素的判别式为：

> $$ d'= f\_{cir}(x\_p+2, y\_p-1.5) = (x\_p+2)^2 + (y\_p-1.5)^2 - R^2 = d + 2(x\_p-y\_p) + 5 $$

由于第一个像素是 (0,R) ， 判别式 d 的初始值：

> $$ d\_0 = f\_{cir}(1, R-0.5) = 1.25 - R$$

2.3 算法实现

MidPointCircle(int r int color)

{

    int x,y;

    float d;

    x=0; y=r; d=1.25-r;

    circlepoints (x,y,color); //显示圆弧上的八个对称点

    while(x<=y)

    {

        if(d<0)

            d+=2\*x+3;

        else

        {

            d+=2\*(x-y)+5;

            y--;

        }

        x++;

        circlepoints (x,y,color);

    }

}

注：为了进一步提高算法的效率，可以将上面的算法中的浮点数改写成整数，将乘法运算改成加法运算，即仅用整数实现中点画圆法。初始化运算使用 e=d-0.25 代替 d ，对应于 e=1-R。

3. Bresenham 算法

3.1 基本思想

以点 (0,R) 为起点按顺时针方向生成圆，则在第一象限 y 是 x 的单调递减函数。假设圆心和起点均精确地落在像素中心上。如果已经知道圆弧上的一点 (x<sub>i</sub>, y<sub>i</sub>)，下一个像素的选取有三种可能：

1. 正右方像素H

2. 右下角像素D

3. 正下方像素V

构造函数：

> $$ f(x,y) = x^2 + y^2 - R^2 $$

这三个像素的偏差的平方为：

> $$ \Delta\_H = (x+1)^2 + y^2 - R^2 $$

> $$ \Delta\_D = (x+1)^2 + (y-1)^2 - R^2 $$

> $$ \Delta\_V = x^2 + (y-1)^2 - R^2 $$

令

> $$ \sigma\_{HD} = |\Delta\_H| - |\Delta\_D| = 2(\Delta\_D+y\_i) - 1$$

> $$ \sigma\_{DV} = |\Delta\_D| - |\Delta\_V| = 2(\Delta\_D-x\_i) - 1 $$

\* 当 Delta\_D < 0 时，如果 HD < 0 ，则取 H 下一个像素点，否则取V为下一个像素点。

\* 当 Delta\_D > 0 时，如果 DV < 0 ，则取 D 下一个像素点，否则取V为下一个像素点。

\* 当 Delta\_D = 0 时，则取 D 下一个像素点。

\*\*推导递推公式：\*\*

1. 如果取正右方像素（H）为下一个像素点，则第(i+1)个像素的坐标和有关的偏差的递推公式为：

> $$ x\_{i+1} = x\_i + 1 $$

> $$ y\_{i+1} = y\_i $$

> $$ \Delta D\_{i+1} = \Delta D\_{i} + 2x\_{i+1} + 1 $$

2. 如果取右下角的像素（D）为下一个像素点，则第(i+1)个像素的坐标和有关的偏差的递推公式为：

> $$ x\_{i+1} = x\_i + 1 $$

> $$ y\_{i+1} = y\_i - 1 $$

> $$ \Delta D\_{i+1} = \Delta D\_{i} + 2x\_{i+1} - 2y\_{i+1} + 2 $$

3. 如果取正下方的像素（V）为下一个像素点，则第(i+1)个像素的坐标和有关的偏差的递推公式为：

> $$ x\_{i+1} = x\_i $$

> $$ y\_{i+1} = y\_i - 1 $$

> $$ \Delta D\_{i+1} = \Delta D\_{i} + 2y\_{i+1} + 1 $$

3.2 算法实现

Bresenham\_Circle(int r, Color color)

{

    int x,y,delta,delta 1,delta 2,direction;

    x=0; y=r;

    delta = 2\*(1-r);  //△d的初始值

    Limit =0;

    while (y>=Limit)

    {

        drwpixel(x,y,color)

        if (delta <0)

        {

            delta 1= 2\*(delta +y)-1;  // 取H点

            if (delta 1 <=0 )direction =1;

            else direction=2; //取D点

        }

        else if (delta>0)

        {

               delta 2 = 2\*(delta –x)-1;  // 取D点

               if(delta 2 <0) direction =2;

               else direction =3; //取V点

        }

        else

          direction =2;

        Switch (direction)

        {

            case 1:

                x++;

                delta +=2\*x+1;

                break;

            case 2:

                x++;

                y--;

                delta +=2\*(x-y+1);

                break;

            case 3:

                y--;

                delta +=(-2\*y+1);

                break;

        }

    }

}

4. 椭圆的中点画法

4.1 基本思想

> $$ f(x,y) = b^2x^2 + a^2y^2 - a^2b^2 = 0 $$

椭圆的对称性，只考虑第一象限椭圆弧生成，分上下两部分，以切线斜率为-1的点作为分界点。

\* 在上部分（区域2），法向量的y向分量较大，斜率K满足|k|<1, |△x|＞|△y|，所以x方向为主位移方向

\* 在下部分（区域1），法向量的x分量较大，斜率K满足|k|>1, |△y|＞|△x|，所以y方向为主位移方向。

与圆弧中点算法类似：确定一个像素后，接着在两个候选像素的中点计算一个判别式的值，由判别式的符号确定更近的点。

\*\*先讨论椭圆弧的上半部分\*\*，(Xp, Yp) 中点 (Xp+1, Yp-0.5)

> $$ d\_1 = F(X\_p+1, Y\_p-0.5) = b^2(X\_p+1)^2 + a^2(Y\_p-0.5)^2 - a^2b^2 $$

根据 d1 的符号来决定下一个像素是取正右方的那个，还是右上方的那个

\* 若 d1<0 ，中点在椭圆内，取正右方象素，判别式更新为：

> $$ d1'=F(X\_p+2,Y\_p-0.5)=d1+b^2(2X\_p+3) $$

d1的增量为

> $$ b^2(2X\_p+3) $$

\* 当d1≥0，中点在椭圆外，取右下方象素，更新判别式：

> $$ d1'=F(X\_p+2,Y\_p-1.5)=d1+b^2(2X\_p+3)+a^2(-2Y\_p+2) $$

d1的增量为

> $$ b^2(2X\_p+3)+a^2(-2Y\_p+2) $$

判别式的初始值：

> $$ d\_0=F(1,b-0.5)=b^2+a^2(b-0.5)^2-a^2b^2=b^2+a^2(-b+0.25) $$

\*\*从椭圆弧的上半部分转入转入下半部分判断条件\*\*：

\* 上半部分椭圆弧一点P(xi,yi)，中点M(xi+1,yi-0.5)，满足x方向分量小于y方向分量：

> $$ b^2(x\_i+1)<a^2(y\_i-0.5) $$

\* 而在下一个中点，不等号改变方向，说明椭圆弧从上半部分转入到下半部分

> $$ b^2(x\_i+1)>a^2(y\_i-0.5) $$

\*\*再来推导椭圆弧下半部分的绘制公式\*\*：

> $$d\_2 = F(x\_p+0.5, y\_p-1) = b^2(x\_p + 0.5)^2 + a^2(y\_p-1)^2 - a^2b^2$$

\* 若 d<sub>2</sub> > 0，取 P1(X<sub>p</sub>,Y<sub>p</sub>-1)，递推公式：

> $$ d\_2'=F(x\_p + 0.5, y\_p - 2) = b^2(x\_p+0.5)^2 + a^2(y\_p-2)^2 - a^2b^3 = d\_2 + a^2(-2y\_p+3) $$

\* 若 d<sub>2</sub> <= 0，取 P1(X<sub>p</sub> + 1,Y<sub>p</sub>-1)，递推公式：

> $$ d\_2'=F(x\_p + 1.5, y\_p - 2) = b^2(x\_p+1.5)^2 + a^2(y\_p-2)^2 - a^2b^3 = d\_2 + b^2(2x\_p+2) + a^2(-2y\_p+3) $$

用上半部分计算的最后点 (x,y) 来计算下半部分中 d 的初始值：

> $$ d=b^2(x+0.5)^2 + a^2(y-1)^2 - a^2b^2 $$

4.2 算法实现

void MiddlePointOval(x0,y0,a,b,color){

    var x=a;

    var y=0;

    var taa = a\*a;

    var t2aa = 2 \* taa;

    var t4aa = 2 \* t2aa;

    var tbb = b\*b;

    var t2bb = 2\*tbb;

    var t4bb = 2\*t2bb;

    var t2abb = a \* t2bb;

    var t2bbx = t2bb \* x;

    var tx = x;

    var d1 = t2bbx \* (x-1) + tbb / 2 + t2aa \* (1-tbb);

    while(t2bb \* tx > t2aa \* y){

        CirclePoint4(x,y,x0,y0,color);

        if(d1<0){

            y += 1;

            d1 = d1 + t4aa \* y + t2aa;

            tx = x-1;

        }

        else{

            x -= 1;

            y += 1;

            d1 = d1 - t4bb \* x + t4aa \* y + t2aa;

            tx = x;

        }

    }

    var d2 = t2bb \* (x\*x + 1) - t4bb \* x + t2aa \* (y \* y + y - tbb) + taa / 2;

    while(x>=0){

        CirclePoint4(x,y,x0,y0,color);

        if(d2<0){

            x-=1;

            y+=1;

            d2 = d2 + t4aa \* y - t4bb \* x + t2bb;

        }

        else{

            x-=1;

            d2 = d2 - t4bb \* x + t2bb;

        }

    }

}

第四章-多边形填充

1 多边形的扫描转换

多边形的扫描转换就是对多边形内部进行填充，主要用于绘制物体的表面模型。

1.1多边形的定义

多边形是由折线段组成的封闭图形，可以分为凹多边形，凸多边形，环。

1. 凸多边形

多边形上任意两点间的连线都在多边形内，凸点对应内角和小于180。

1. 凹多边形

多边形上存在有两顶点间的连线不在多边形内部，凹点对应内角和大于180.

1. 环

多边形内包含有另外的多边形。

1.2 多边形的表示

1. 顶点表示法 用多边形的顶点序列来描述，特点是直观，占内存少，易于进行几何变换，需要对多边形进行扫描转换。
2. 点阵表示法 用多边形覆盖的像素点集来描述。是填充多边形所需要的表示形式。
3. 多边形的扫描转换 将多边形的描述从顶点表示法变换到点阵表示法的过程，称为多边形的扫描转换。

1.3 多边形的着色模式

多边形可以使用平面着色模式，光滑着色模式。

1.4 多边形填充算法

从多边形的顶点信息出发，求出其覆盖的每个像素点，取为填充色，将多边形外部保留位背景色。主要工作是确定穿越多边形扫描线的覆盖区间，然后将其着色。首先确定多边形覆盖的扫描线条数，对每一条扫描线，计算其与多边形边界的交点区间，然后将区间内像素着色。

1.5 区域填充算法

区域是指一组相邻而又具有相同属性的像素，可以理解为图形的内部。

区域一般由封闭边界定义。区域的边界色和填充色不一致，区域一般采用种子填充算法。

种子填充算法是从区域内给定的种子位置开始，按填充颜色填充种子的相邻像素直到边界，主要有4邻接点算法，和8邻接点算法。

2 有效边表填充算法

2.1 填充原理

按照扫描线从小到大的移动顺序，计算当前扫描线与多边形各边的交点，然后把这些交点按x值递增排序配对，确定填充区间，然后用指定颜色填充像素。

2.2 边界像素的处理原则

需要考虑到像素面积大小的影响，若边界上的像素全部填充，则像素覆盖面积大于实际面积。

为了解决这些问题，采用“下闭上开”，“左闭右开”的原则处理边界像素。

总结：填充左下边界的像素，忽略右上边界的像素

上图顶点可分为三类：

1. 局部最高点 P1, P6, P4，共享顶点的两条边在扫描线下方，顶点取为0
2. 普通连接点 P2，共享顶点的两条边在扫描线上下两侧，顶点取为1
3. 局部最低点 P0, P3, P5 共享的两条边在扫描线上方，顶点取为2
4. 普通连接点处理原则

P2作为 P3 P2 边的终点，同时作为 P2 P1 的起点。按照“下闭上开”，P2 作为 P3 P2 边的终点不填充，但作为P2 P1 的起点被填充

1. 局部最低点处理原则

共享 P3 的 P3 P2 边和 P3 P4 边加入有效边表。

1. 局部最高点处理原则

顶点个数计数为0，扫描线自动填充 P4, 根据“下闭上开” 自动放弃局部最高点，P1 P6不被填充， P4被y=5 填充

2.3 有效边和有效边表

2.3.1 有效边

多边形内与当前扫描线相交的边成为有效边（AE）。有效边交点之间有相关性，容易用增量法计算出下一个扫描线于有效边的交点。

2.3.2 有效边表

将有效边按照于扫描线交点的x坐标递增的顺序存放在一个链表中，成为有效边表（AET）

3 边缘填充算法

3.1 填充原理

求出多边形每条边于扫描线的交点，然后将交点右侧所有像素颜色取反。处理完所有边后就完成了多边形填充任务。

4 区域填充算法

4.1 填充原理

对于用点阵表示的区域，如果其内部像素具有同一种颜色，而边界像素具有另一种颜色，可以用种子算法填充。种子算法是在区域内任何一个种子像素开始，由内向外将颜色扩散到整个区域。

4.2 四邻接点和八邻接点

1. 四邻接点定义

对于区域内部任何一个种子像素，其左，上，右，下这四个像素称为四邻接点

2. 八邻接点定义

对于区域内部任何一个种子像素，其左，上，右，下，左上，右上，右下，左下，这八个像素称为八邻接点

多边形的扫描转换

\* 多边形有两种重要的表示方法：顶点表示和点阵表示。

\* 顶点表示是用多边形的顶点序列来表示多变形。这种表示直观、几何意义强、占内存少，易于进行几何变换，被广泛用于几何造型系统中。

\* 点阵表示是用于多边形内的像素几何来刻画多边形。这种表示丢失了许多几何信息（如边界、顶点），但它是光栅显示图形所需要的表示形式。

\* 多边形的扫描转换：把多边形的顶点表示转换为点阵表示

\*\*使用的算法有：\*\*

\* 多边形的扫描转换

\* 扫描线算法

    \* 边缘填充算法

    \* 边界标志法

\* 区域填充算法

1. 多边形的扫描转换算法

1.1 扫描线算法

目标：利用相邻像素之间的连贯性，提高算法效率。

处理对象：非自交多边形（边与边之间除了顶点外无其他交点）。

基本思想：按扫描线顺序，计算扫描线与多边形的相交区间，再用要求的颜色显示这些区间的像素，即完成填充工作。

四个步骤：

1. 求交：计算扫描线与多边形各边的交点

2. 排序：把所有交点按x值递增顺序排序

3. 配对：第一个与第二个，第三个与第四个等待；每对交点代表扫描线与多边形的一个相交区间

4. 着色：把相交区间内的像素置成多边形颜色，把相交区间外的像素置成背景色

\*\*存在问题1\*\*：当扫描线与多边形顶点相交时，交点的取舍问题。

\_解决方法：\_

当扫描线与多边形的顶点相交时

\* 若共享顶点的两条边分别落在扫描线的两侧，交点只算\*\*一个\*\*

\* 若共享顶点的两条边在扫描线的同一侧，这时交点作为\*\*零个或两个\*\*

\* 具体实现时，只需检查顶点的两条边的另外两个端点的y值。按这两个y值中大于交点y值的个数是0，1，2来决定。

\*\*存在问题2\*\*：边界上像素的取舍问题，避免填充扩大化。

\_\_解决方法\_\_：边界像素：规定落在右上方边界的像素不予填充。具体实现时，只要对扫描线与多边形的相交区间\*\*左闭右开\*\*。

\*\*边相关扫描线填充算法\*\*

扫描线的相关性质：某条扫描线上相邻的像素，几乎都具有同样的内外性质，这种性质只有遇到多边形边线与该扫描线的交点时才会发生改变。

边的相关性：由于相邻扫描线上的交点是与多边形的边线相关的。对同一条边，前一条扫描线yi与该边的交点为xi，而后一条扫描线yi+1 = yi + 1，与该边的交点则为xi+1 = xi + 1/m，利用这种相关性可以省去大量的求交运算。

边相关扫描线算法的实现需要建立两个表：\*\*新编表（NET）\*\*和\*\*活动边表（AET）\*\*。

新编表的构造：

1. 首先构造一个纵向扫描线链表，链表的长度为多边形所占有的最大扫描线数，链表的每个结点称为一个桶，对应多边形覆盖的每一条扫描线。

2. 将每条边的信息链入与该边最小y坐标（ymin）相对应的桶处。也就是说，若某边的较低端点为ymin，则该边就在相应的扫描线桶中。

3. 每条边的数据形成一个结点，内容包括：该扫描线与该边的初始交点x（即较低端点的x值），1/k，以及该边的最大y值ymax。

4. 同一个桶中若干条边按ymax由小到大排序，若ymax相等，则按照1/k由小到大排序。

活动边表的构造：

NET表建立以后，就可以开始扫描转换了。对不同的扫描线，与之相交的边线也是不同的，当对某一条扫描线进行扫描转换时，我们只需要考虑与它相交的那些边线，为此需要建立一个只与当前扫描线相交的边记录链表，称之为活动边表。

合并NET和AET：

\*\*算法过程\*\*：

1. 根据给出的多变形顶点坐标，建立NET表，求出顶点坐标中最大y值ymax和最小y值ymin。

2. 初始化AET表指针，使它为空。

3. 执行下列步骤直至NET和AET都为空：

> 3.1 如果NET中的第y类非空，则将其中的所有边取出并插入AET中；

> 3.2 如果有新边插入AET，则对AET中各边排序；

> 3.3 对AET中的边两两配对，（1和2为一对，3和4为一对，……），将每对边中x坐标按规则取整，获得有效的填充区段，在填充；

> 3.4 将当前扫描线纵坐标y值递增1；

> 3.5 如果AET表中某记录的ymax=yi，则删除该记录（因为每条边被看作下闭上开的）；

> 3.6 对AET中剩下的每一条边的x递增1/k，即x+=1/k

第五章-图形几何变换

1. 二维图像剪裁

1.1 图形学中常用的坐标系

1. 世界坐标系：描述现实世界中场景的固定坐标系统。
2. 用户坐标系：描述物体几何模型的坐标系，主要用于建立物体的几何模型。
3. 观察坐标系：世界坐标系中定义的直角坐标系，二维观察坐标系用于指定图形的输出范围。
4. 屏幕坐标系：实数域二维或三维坐标系。
5. 设备坐标系：光栅扫描显示器等图形设备自带一个二维直角坐标系。
6. 规格化坐标系

2. Cohen-Sutherland直线段剪裁算法

在二维观察中，需要在观察坐标系下根据窗口大小对世界坐标系中的二维图形进行裁剪，只将位于窗口内的图形变换到视区输出。

基本思想

首先判断直线段是否全部在窗口内，是，则保留；不是，则再判断是否完全在窗口之外，如是，则舍弃。如果这两种情况都不属于，则将此直线段从交点处分割，对分割后的线段再进行如前判断。直至所有直线段和由直线段分割出来的子线段都已经确定了是保留还是舍弃为止。

编码

对直线进行区域编码，将裁剪面所在的平面划分成九个区域

用四个二进制位对九个区域编码，C3 C2 C1 C0

1. C0：该端点位于窗口左边时取1
2. C1：该端点位于窗口右边时取1
3. C2: 该端点位于窗口下边时取1
4. C2: 该端点位于窗口上边时取1

裁剪步骤

* 若直线两端区域编码都为0，(C1 | C2 = 0) 说明线段在窗口内，简取
* 若直线两端点区域编码都不为0，(C1 & C2 != 0) 说明两端点都在裁剪面外，舍去
* 其他情况：
  + 将线段与裁剪面的四个边界进行求交，得到交点作为新的顶点继续判断是否在窗口内部或者全部在窗口外部。

1.2 边缘填充算法

1.3 边界标志算法

2. 区域填充算法

区域：指已经表示成点阵形式的填充图形，它是象素的集合。

表示方法：内点表示、边界表示

内点表示

\* 枚举处区域内部的所有像素

\* 内部的所有像素着同一个颜色

\* 边界像素着与内部像素不同的颜色

边界表示

\* 枚举出边界上所有的像素

\* 边界上的所有像素着同一颜色

\* 内部像素着与边界像素不同的颜色

区域填充 —— 对区域重新着色的过程

\* 将指定的颜色从种子点扩展到整个区域的过程

\* 区域填充算法要求区域是连通的

连通性：4连通、8连通

二维直线的裁剪

直线的裁剪有如下算法：

1. Cohen-Sutherland 算法

2. 重点算法

3. Liang-Barsky 算法

多边形的裁剪有如下算法：

1. Sutlerland-Hodgman 算法

2. Weiler-Athenton 算法

Cohen-Sutherland 算法

思想：对于每条线段P1P2分为3种情况处理：

1. 若P1P2完全在窗口内，则显示该线段P1P2，简称“取”之

2. 若P1P2明显在窗口外，则丢弃该线段，简称“弃”之

3. 若线段既不满足“取”的条件，也不满足“弃”的条件，则在交点处把线段分为两段，其中一段完全在窗口外，可弃之，然后对另一段重复上述处理。

为了方便计算机判断窗口与直线段属何种关系，采用如下编码方式：

1. 延长窗口的边，将二维平面分成9个区域

2. 每个区域赋予\*\*4位\*\*编码