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## Import library and data

library(readr)  
library(sqldf)

## Loading required package: gsubfn

## Loading required package: proto

## Loading required package: RSQLite

library(ggplot2)  
library(sp)  
library(rgdal)

## rgdal: version: 1.4-4, (SVN revision 833)  
## Geospatial Data Abstraction Library extensions to R successfully loaded  
## Loaded GDAL runtime: GDAL 2.2.3, released 2017/11/20  
## Path to GDAL shared files: C:/Users/fgh0809/Documents/R/win-library/3.6/rgdal/gdal  
## GDAL binary built with GEOS: TRUE   
## Loaded PROJ.4 runtime: Rel. 4.9.3, 15 August 2016, [PJ\_VERSION: 493]  
## Path to PROJ.4 shared files: C:/Users/fgh0809/Documents/R/win-library/3.6/rgdal/proj  
## Linking to sp version: 1.3-1

library(geosphere)  
  
data0 <- read\_csv("E:/hu500/HU500/pre-process/real\_data.csv")

## Parsed with column specification:  
## cols(  
## idx = col\_double(),  
## fare = col\_double(),  
## pickup\_ts = col\_double(),  
## pickup\_long = col\_double(),  
## pickup\_lat = col\_double(),  
## dropoff\_long = col\_double(),  
## dropoff\_lat = col\_double(),  
## passenger\_count = col\_double(),  
## time\_window = col\_double(),  
## weekday = col\_double(),  
## distance = col\_double()  
## )

### Data to begin, create a copy  
dat0 = data0

## Remove outlier 1: by human knowledge

### remove invalid coordinates.

dat0$distance[dat0$distance <= 0] = NA  
dat0$pickup\_long[dat0$pickup\_long == 0] = NA  
dat0$pickup\_lat[dat0$pickup\_lat == 0] = NA  
dat0$dropoff\_long[dat0$dropoff\_long == 0] = NA  
dat0$dropoff\_lat[dat0$dropoff\_lat == 0] = NA  
  
dat0$pickup\_long[abs(dat0$pickup\_long) > 180] = NA  
dat0$pickup\_lat[abs(dat0$pickup\_lat) > 90] = NA  
dat0$dropoff\_long[abs(dat0$dropoff\_long) > 180] = NA  
dat0$dropoff\_lat[abs(dat0$dropoff\_lat) > 90] = NA

### remove coordinates that outside of NYC

dat0$pickup\_long[dat0$pickup\_long < -100] = NA  
dat0$pickup\_long[dat0$pickup\_long > -50] = NA  
dat0$pickup\_lat[dat0$pickup\_lat < 20] = NA  
dat0$pickup\_lat[dat0$pickup\_lat > 60] = NA  
  
dat0$dropoff\_long[dat0$dropoff\_long < -100] = NA  
dat0$dropoff\_long[dat0$dropoff\_long > -50] = NA  
dat0$dropoff\_lat[dat0$dropoff\_lat < 20] = NA  
dat0$dropoff\_lat[dat0$dropoff\_lat > 60] = NA

### remove those invalid columns

no\_miss <- dat0[complete.cases(dat0), ]  
summary(no\_miss)

## idx fare pickup\_ts pickup\_long   
## Min. : 0 Min. :-44.90 Min. :1.231e+09 Min. :-80.62   
## 1st Qu.:24996 1st Qu.: 6.00 1st Qu.:1.282e+09 1st Qu.:-73.99   
## Median :49992 Median : 8.50 Median :1.332e+09 Median :-73.98   
## Mean :49990 Mean : 11.34 Mean :1.332e+09 Mean :-73.98   
## 3rd Qu.:74985 3rd Qu.: 12.50 3rd Qu.:1.382e+09 3rd Qu.:-73.97   
## Max. :99999 Max. :495.00 Max. :1.436e+09 Max. :-66.73   
## pickup\_lat dropoff\_long dropoff\_lat passenger\_count  
## Min. :37.42 Min. :-86.80 Min. :34.53 Min. :0.000   
## 1st Qu.:40.74 1st Qu.:-73.99 1st Qu.:40.74 1st Qu.:1.000   
## Median :40.75 Median :-73.98 Median :40.75 Median :1.000   
## Mean :40.75 Mean :-73.97 Mean :40.75 Mean :1.684   
## 3rd Qu.:40.77 3rd Qu.:-73.97 3rd Qu.:40.77 3rd Qu.:2.000   
## Max. :51.08 Max. :-65.24 Max. :55.78 Max. :6.000   
## time\_window weekday distance   
## Min. :1.000 Min. :1.000 Min. : 0.0001   
## 1st Qu.:2.000 1st Qu.:2.000 1st Qu.: 0.7949   
## Median :3.000 Median :4.000 Median : 1.3527   
## Mean :2.535 Mean :3.985 Mean : 2.1131   
## 3rd Qu.:3.000 3rd Qu.:6.000 3rd Qu.: 2.4577   
## Max. :4.000 Max. :7.000 Max. :1036.6964

### Kmean cluster coords (lat, long)

We want to group pick up location and dropoff location into different areas, and use Kmean algorithm to automatically divide our data into 5 clusters which represent Manhattan, Brooklyn, Flushing, Long Island and Queen.

We skip this step since cluster algorithm requires lots of memory and our computer does not support that.

A MapReduce mechanism in a distributed system (such as AWS) is a good solution. It is yet to be improved.

Here is the code we skipped:

dist = function(df) {  
 require(geosphere)  
 d <- function(i,z){  
 dist <- rep(0,nrow(z))  
 dist[i:nrow(z)] <- distHaversine(z[i:nrow(z),1:2],z[i,1:2])  
 return(dist)  
 }  
 dm <- do.call(cbind,lapply(1:nrow(df),d,df))  
 return(as.dist(dm))  
}  
  
# FAILED ON WOODEN PC FOR MEMORY INEFFICIENT  
# only\_coord <- no\_miss[,c(4,5)]  
# km <- kmeans(dist(only\_coord),centers=5)  
# hc <- hclust(dist(only\_coord)) # ALTERNINATIVE CLUSTER METHOD

## Remove outlier 2: by cutoffs

### take out irralevent columns

take out columns:

* index : provide no information.
* timestamp : time is covered and better concluded buy time\_window.
* coordinates: since we cannot process 500k entrys of data.

dat1 = no\_miss[,-c(1,3,4,5,6,7)]  
K = 5  
N = nrow(dat1)  
model1 = lm(fare ~ . ,data=dat1)

### laverage cutoff

leverage = hatvalues(model1)  
cutleverage = (2\*K + 2) / N  
badlaverage = as.numeric(leverage > cutleverage)  
table(badlaverage)

## badlaverage  
## 0 1   
## 464657 19798

### cook cutoff

cooks = cooks.distance(model1)  
cutcook = 4 / (N-K-1)  
badcooks = as.numeric(cooks > cutcook)  
table(badcooks)

## badcooks  
## 0 1   
## 465304 19151

### mahalnobis cutoff

mahal = mahalanobis(  
 dat1,  
 colMeans(dat1, na.rm=TRUE),  
 cov(dat1, use="pairwise.complete.obs")  
)  
cutmahal = qchisq(1-.001,ncol(dat1))  
badmahal = as.numeric(mahal > cutmahal)  
table(badmahal)

## badmahal  
## 0 1   
## 477187 7268

### remove outlier 2

total = badmahal + badcooks + badlaverage  
noout = subset(dat1, total < 1)

## Derive revised model and show summary

model2 = lm(fare ~ . ,data=noout)  
summary(model2, correlation = TRUE)

##   
## Call:  
## lm(formula = fare ~ ., data = noout)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -26.1473 -1.4845 -0.5114 0.9633 31.2280   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 4.1137198 0.0154012 267.104 <2e-16 \*\*\*  
## passenger\_count 0.0006432 0.0036877 0.174 0.862   
## time\_window -0.0575114 0.0041621 -13.818 <2e-16 \*\*\*  
## weekday -0.0313860 0.0021938 -14.307 <2e-16 \*\*\*  
## distance 3.3732442 0.0027574 1223.357 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 2.788 on 453477 degrees of freedom  
## Multiple R-squared: 0.7677, Adjusted R-squared: 0.7677   
## F-statistic: 3.747e+05 on 4 and 453477 DF, p-value: < 2.2e-16  
##   
## Correlation of Coefficients:  
## (Intercept) passenger\_count time\_window weekday  
## passenger\_count -0.32   
## time\_window -0.62 -0.05   
## weekday -0.51 -0.05 -0.05   
## distance -0.28 0.02 -0.04 -0.03

## Data screening

### linearity

standardized = rstudent(model2)  
fitted = scale(model2$fitted.values)  
qqnorm(standardized)  
abline(0,1)
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### normality

hist(standardized, breaks = 1000)
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### homogeneous

plot(fitted)  
abline(0,0)  
abline(v = 0)

![](data:image/png;base64,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)