Code documentation

**Overview**

This testbed simulates a multizone building, ideally, with multiple stories and within each story there are 5 thermal zones. This testbed could simulate multi-unit residential buildings or commercial buildings, for example, hotels. The purpose of the first step of simulation is to obtain a realistic electricity consumption due to plug-in loads, lighting, cooling/heating equipment, etc. Since at this stage we only care about controlling electric load from cooling/heating, we intentionally split electricity consumption into 2 aspects, HVAC related, and non-HVAC related. This simulation testbed would only work on HVAC related loads. For non-HVAC related loads, we use Cornell dorm electricity data as a complement. Note that we intentionally select Cornell dorm electricity data because they have chilled water and steam plants to provide district cooling and heating to most of the buildings on campus, which means that the electricity consumption is independent of the outside weather condition.

**Simulation period**: June – Aug (summer-cooling season)

**Location**: The testbed is hypothetically located in Ithaca, NY.

**Weather data**: Elmira, NY TMY file, the closest station to Ithaca (AMY file available)

**Cornell electric data:** released in ASHRAE Great Energy Predictor Competition 2019; Building name: Cockatoo-lodging-Homer; building total floor area: 12046.2 sqm; year built: 1941

**Floorplan drafted**: (dimension to be determined, drawing not to scale)

![](data:image/png;base64,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)

Four peripheral zones and one interior zone. Each zone has a dominant orientation. Depending on the orientation, solar irradiance is different for each zone.

TODO: use ladybug to simulate the actual solar radiation that each room would receive from TMY file. ~~Other option: using sinusoidal functions but not realistic.~~

Code

1. **Zone.py**

This file defines each zone within a building as an object that has its own features and methods.

Features:

**ID**: zone number  
neighbors: zone objects that have heat transfer with the current zone object  
**neighborlist**: list of zone IDs that have heat transfer with the current zone object  
**R**: thermal resistance ~5C/kW  
**C**: thermal capacitance ~2-3kWh/C  
**Pmax**: max heating/cooling system capacity ~2tons  
**COP**: system efficiency ~3  
**Qall\_schedule**: predefined schedule of exogenous heat flow, as a Series  
Qall: current exogenous heat flow (lighting, occupant, solar radiation, misc)  
**Tin**: current room temperature  
**orient**: orientation of the zone (window facing south etc); 1: south; 2: west; 3: east; 4: north  
P: electric load  
**condition**: +1 for heating and -1 for cooling  
**Tset\_schedule**: predefined setpoint temp schedule, as a Series  
Tset: current setpoint temp

The model is initialized with the features in bold.

TODO: COP could be varying according to outdoor temp and other parameters

Methods:

* **get\_ID**: returns the ID of a zone
* **add\_neighbor** and **add\_neighbors**: given a list of zone objects, adds neighbors to each other’s lists
* **get\_neighbors:** returns the neighbors of a zone
* **get\_current\_Tin:** returns current room temp
* **update\_Tin:** updates the current room temp with setpoint temp

Assume cooling system will meet the cooling demand and hit the desired setpoint accurately.

* **update\_Tset:** updates the current/next timestep setpoint temp from Test\_schedule
* **update\_Qall:** updates the current/next timestep exogenous Q temp from Qall\_schedule

1. Building.py

This file defines a system/building as an object that has its own features and methods.

Features:

zonelist: records all zone IDs in this building/system  
syssize: length of the zonelist, determines the size of matrix operation  
Tout: outdoor temperature (drybulb temp)  
htgload: building heating load  
clgload: building cooling load

all\_zone\_Tin: records room temps for all zones  
all\_zone\_P: records electric load for all zones  
all\_zone\_R: records thermal resistance for all zones  
all\_zone\_C: records thermal capacitance for all zones  
all\_zone\_COP: records COP values for all HVACs  
all\_zone\_Qall: records current exgoneous Q for all zones   
all\_zone\_Tset: records current setpoint temp for all zones

Methods:

* update\_Tout: updates real-time outdoor temp
* update\_zonelist: collect all zone objects into one list, update system size (number of zones in the system); gather zone parameters (Tin, P, R, C, COP, etc)
* generate\_all\_zone\_params: given a zone parameter of interest (Tin, P, R, C, COP, etc), record its corresponding values in system features (all\_zone\_Tin, all\_zone\_P, all\_zone\_R, all\_zone\_C, all\_zone\_Qall, all\_zone\_Tset)
* generate\_all\_zone\_COP: collect all zone COPs, + for heating and – for cooling

Notation used in continuous-time system dynamics equation

Tdot = AT + BP + w

T: zone indoor temp, P: power

* generate\_Rij and init\_A: generate A matrix with wall insulation parameter, size of the wall, and adjacency matrix for all zones

(self, wallR=70): # Assume R-13 wall with an effective area of 30m2

* Rij = np.zeros((self.syssize, self.syssize))
* for zone in self.zonelist:
* # define diagnal as 1/Ri
* Rij[zone.ID - 1, zone.ID - 1] = 1. / zone.R
* # fill in the adjacency matrix from neighbor info
* for zone\_j in zone.neighbors:
* Rij[zone.ID - 1, zone\_j.ID - 1] = 1. / wallR
* for i in range(self.syssize):
* Rij[i, i] = -Rij[i, :].sum()
* return Rij
* def init\_A(self):
* C = self.get\_all\_zone\_C()
* C = np.broadcast\_to(C, (self.syssize, self.syssize)).T
* A = np.multiply(1./C, self.generate\_Rij())
* self.A = A
* def get\_B(self):
* COP = self.get\_all\_zone\_COP()
* C = self.get\_all\_zone\_C()
* bi = np.squeeze(np.divide(COP, C))
* B = np.diag(bi)
* return B
* def get\_W(self):
* theta = self.Tout \* np.ones((self.syssize, 1))
* R = self.get\_all\_zone\_R()
* Q = self.get\_all\_zone\_Qall()
* C = self.get\_all\_zone\_C()
* W = np.divide(theta, np.multiply(C, R)) + np.divide(Q, C)
* return W
* def discrete\_systemT\_update(self, deltaT):
* A = self.get\_A()
* B = self.get\_B()
* W = self.get\_W()
* Ad = linalg.expm(np.multiply(deltaT, A))
* Bd = np.dot(np.linalg.inv(A), np.dot((Ad - np.identity(self.syssize)), B))
* Wd = np.dot(np.linalg.inv(A), np.dot((Ad - np.identity(self.syssize)), W))
* Tk = self.get\_all\_zone\_Tin()
* U = self.get\_all\_zone\_P()
* Tk1 = np.dot(Ad, Tk) + np.dot(Bd, U) + Wd
* return Tk1
* def load\_calculation(self, deltaT):
* A = self.get\_A()
* B = self.get\_B()
* W = self.get\_W()
* Ad = linalg.expm(np.multiply(deltaT, A))
* Bd = np.dot(np.linalg.inv(A), np.dot((Ad - np.identity(self.syssize)), B))
* Wd = np.dot(np.linalg.inv(A), np.dot((Ad - np.identity(self.syssize)), W))
* Tk = self.get\_all\_zone\_Tin()
* Tset = self.get\_all\_zone\_Tset()
* P = np.dot(np.linalg.inv(Bd), (Tset - np.dot(Ad, Tk) - Wd))
* return P