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缓存系统中是以缓存行（cache line）为单位存储的。缓存行是2的整数幂个连续字节，一般为32-256个字节。最常见的缓存行大小是64个字节。当多线程修改互相独立的变量时，如果这些变量共享同一个缓存行，就会无意中影响彼此的性能，这就是伪共享。缓存行上的写竞争是运行在SMP系统中并行线程实现可伸缩性最重要的限制因素。有人将伪共享描述成无声的性能杀手，因为从代码中很难看清楚是否会出现伪共享。

为了让可伸缩性与线程数呈线性关系，就必须确保不会有两个线程往同一个变量或缓存行中写。两个线程写同一个变量可以在代码中发现。为了确定互相独立的变量是否共享了同一个缓存行，就需要了解内存布局，或找个工具告诉我们。Intel VTune就是这样一个分析工具。本文中我将解释Java对象的内存布局以及我们该如何填充缓存行以避免伪共享。
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上图说明了伪共享的问题。在核心1上运行的线程想更新变量X，同时核心2上的线程想要更新变量Y。不幸的是，这两个变量在同一个缓存行中。每个线程都要去竞争缓存行的所有权来更新变量。如果核心1获得了所有权，缓存子系统将会使核心2中对应的缓存行失效。当核心2获得了所有权然后执行更新操作，核心1就要使自己对应的缓存行失效。这会来来回回的经过L3缓存，大大影响了性能。如果互相竞争的核心位于不同的插槽，就要额外横跨插槽连接，问题可能更加严重。

**Java内存布局(Java Memory Layout)**

对于HotSpot JVM，所有对象都有两个字长的对象头。第一个字是由24位哈希码和8位标志位（如锁的状态或作为锁对象）组成的Mark Word。第二个字是对象所属类的引用。如果是数组对象还需要一个额外的字来存储数组的长度。每个对象的起始地址都对齐于8字节以提高性能。因此当封装对象的时候为了高效率，对象字段声明的顺序会被重排序成下列基于字节大小的顺序：

1. doubles (8) 和 longs (8)
2. ints (4) 和 floats (4)
3. shorts (2) 和 chars (2)
4. booleans (1) 和 bytes (1)
5. references (4/8)
6. <子类字段重复上述顺序>

*（译注：更多HotSpot虚拟机对象结构相关内容:*[*http://www.infoq.com/cn/articles/jvm-hotspot*](http://www.infoq.com/cn/articles/jvm-hotspot)*）*

了解这些之后就可以在任意字段间用7个long来填充缓存行。在[Disruptor](http://code.google.com/p/disruptor/)里我们对[RingBuffer](http://code.google.com/p/disruptor/source/browse/trunk/code/src/main/com/lmax/disruptor/RingBuffer.java)的cursor和[BatchEventProcessor](http://code.google.com/p/disruptor/source/browse/trunk/code/src/main/com/lmax/disruptor/BatchEventProcessor.java)的序列进行了缓存行填充。

为了展示其性能影响，我们启动几个线程，每个都更新它自己独立的计数器。计数器是volatile long类型的，所以其它线程能看到它们的进展。

public final class FalseSharing **implements** Runnable

**{**

public final static int NUM\_THREADS **=** 4**;** // change

public final static long ITERATIONS **=** 500L **\*** 1000L **\*** 1000L**;**

private final int arrayIndex**;**

private static VolatileLong**[]** longs **=** **new** VolatileLong**[**NUM\_THREADS**];**

static

**{**

**for** **(**int i **=** 0**;** i **<** longs**.**length**;** i**++)**

**{**

longs**[**i**]** **=** **new** VolatileLong**();**

**}**

**}**

public FalseSharing**(**final int arrayIndex**)**

**{**

**this.**arrayIndex **=** arrayIndex**;**

**}**

public static void main**(**final String**[]** args**)** **throws** Exception

**{**

final long start **=** System**.**nanoTime**();**

runTest**();**

System**.**out**.**println**(**"duration = " **+** **(**System**.**nanoTime**()** **-** start**));**

**}**

private static void runTest**()** **throws** InterruptedException

**{**

Thread**[]** threads **=** **new** Thread**[**NUM\_THREADS**];**

**for** **(**int i **=** 0**;** i **<** threads**.**length**;** i**++)**

**{**

threads**[**i**]** **=** **new** Thread**(new** FalseSharing**(**i**));**

**}**

**for** **(**Thread t **:** threads**)**

**{**

t**.**start**();**

**}**

**for** **(**Thread t **:** threads**)**

**{**

t**.**join**();**

**}**

**}**

public void run**()**

**{**

long i **=** ITERATIONS **+** 1**;**

**while** **(**0 **!=** **--**i**)**

**{**

longs**[**arrayIndex**].**value **=** i**;**

**}**

**}**

public final static class VolatileLong

**{**

public volatile long value **=** 0L**;**

public long p1**,** p2**,** p3**,** p4**,** p5**,** p6**;** // comment out

**}**

**}**

**结果(Results)**

运行上面的代码，增加线程数以及添加/移除缓存行的填充，下面的图2描述了我得到的结果。这是在我4核Nehalem上测得的运行时间。

![http://ifeve.com/wp-content/uploads/2013/01/duration.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeMAAAEjCAIAAACO/f7bAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAB5iSURBVHhe7Z1NcvM2EkB9H58lldnoPs5mlMoiN8hSG98hVXOI7z4e/gMgQRJkA+yG+FxTUw5FNJqvoac2pE/8+OEHAhCAAARsE/ho0vvnn3/+yw8EIAABCNgj0Pi5sXRr6iY32y8nZAcBCEDgpgR6P2Pqm5afy4YABKoggKmrKBNJQgACtyaAqW9dfi4eAhCoggCmrqJMJAkBCNyaAKa+dfm5eAhAoAoCmLqKMpEkBCBwawKY+tbl5+IhAIEqCGDqKspEkhCAwK0JYOpbl5+LhwAEqiBgyNS/vj4/+p/Pr18DPHesOfz4XiD9fgxDvDE/6QeneOlDomdmj1PF2iFJCEDgKgJ2TP39GEzc2nl0dfO70/aciXei+zX94BQufUj0zOxxrqo980AAArUQsGNqvy+d7Lxl6labrs1uet12VPrBQLCW4tSydMgTAhC4jIAhU087Hd4uh7/7Md/8CC3uTO014VsHfVMnDonOmD2OX/vX6zV9q9dff/1l7xu+yOgiAs1KuEwKTGSQgCFTj3Q6Oy/2pP09kf7MO5jaXzF82aHB5w8pQeAaAgZN/dO+JbjcnV4cXGx0tHZPP7i++6EcZ63wmPqapwSzQMAgATOm/n5Mcm4/XrHoqSMHrb0TmCuflWWCqQ0+f0gJAtcQMGPqrhuef0rPfSRu/tG93uTeGKf25IOu/04eEp0xV5ydimPqa54SzAIBgwTsmDodTuPvyEer08ePZ1qLg6mP15ARELgHgfpM3XSwWTxtLc7ueqOn3kXECRB4VwL1mfpdK7F7XZh6FxEnQOBdCWDqaiqLqaspFYlCIDcBTJ2baLF4mLoYWgJDwDoBTG29QlN+mLqaUpEoBHITwNS5iRaLh6mLoSUwBKwTwNTWK0RPXU2FSBQCxQhg6mJocwemp85NlHgQqIYApq6sVNWkS6IQgEA+Apg6H8vCkeipCwMuG/5///lt939lMyB6zQQwdTXVw9TVlCqW6K6mmxOqvkCSL0oAUxfFmzM4ps5J8/JYmPpy5G81IaauppyYuppS0VNXXSqTyWNqk2WJJYWpqykVpq66VCaTx9Qmy4KpqylLaqLsfqSS4rz1p/9H8xAtm/EVQoGMF2g7PUxddfnUk6enVi9BagKYOpWUyfMwtcmyVJMUpq6sVNWkS6IhAUzNipAQwNQSepeOpae+FHfuyTB1bqL3ioepq6k3pq6mVLFEMXXV5VNP3pCp3Q3CP79+TWDc7cn9o+PD0UfTD27Pohgnti4wtfqzRZIAppbQY6wdU38/hhvZtsYerBz/daxa9NH0g1Px04dck8/KqsTUVT9dMXXV5VNP3o6p/f7WE7W7D3nT4gZtdavNxaPpBwNRW4qztiYwtfqzRZIAppbQY6whU0+7H5M2myOemyOmXj4aHVJXHH9Rvl6vpkL9z/P5nH7nl+oIpJh646KalYCt7kzAkKn9TY2+Wa7LsOkvEtvXRU/9lk/IFFO/5YVzUVkIGDT1z8/YPS+2MtwmRe/xcPejfTT94Pruh3IcTJ1lZVsLgqmtVaSufMyY+vsxbWW0n7nonXzNO3i8o1jXmq0zW0xdZ92sZG3G1J2Vhx9v+9k76m9feyYfxrh2OzbEj242zs6a4B1FK0+aU3lg6lPYGDQQsGPq9JI0PXewDZI+MjzTWhxMfbaSNYzD1DVUyW6O9Zm6aZmzeNpanN01Qk+9i8jyCZjacnXs51afqe0zLZQhpi4E9pqwmPoazu86C6auprKYuppSxRLF1FWXTz15TK1egtQEMHUqKZPnYWqTZakmKUxdWamqSZdEQwKYmhUhIYCpJfQuHUtPfSnu3JNh6txE7xUPU1dTb0xdTanYp666VCaTx9QmyxJLClNXUypMXXWpTCaPqU2WBVNXU5bURNn9SCXFeetP/4/mIVo24yuEAhkv0HZ6mLrq8qknT0+tXoLUBDB1KimT52Fqk2WpJilMXVmpqkmXREMCmJoVISGAqSX0Lh1LT30p7tyTYercRO8VD1NXU29MXU2pYoli6qrLp548plYvQWoCmDqVlMnzMLXJslSTFKaurFTVpEui7FOzBvIRwNT5WBaORE9dGHDZ8PTUZfm+e3RMXU2FMXU1pWKfuupSmUweU5ssSywpTF1NqTB11aUymTymNlkWTF1NWVITZfcjlRTnrT/9TfxrcndPcXdvcu8+4x+x29w2N61d3s88/eBEJH1I9MzscTD12z1dMfXblfTSC7LTU38/BkG3dh5d3fzutD0H453ofk0/OIVLHxI9M3uclQXA7selz4zck2Hq3ETvFc+OqR33pm1NMXWrTXeX8mFQ+sFAsJbirC1ATF31UxNTV10+9eQNmtoT9Y+/++Fs2lML+21naq8J3zromzpxSHTG7HH8NfF6vZoK9T/P53P6nV+qI5Bi6o2LalaCuixIQJGAOVP7nva5+Hsi9zG1T4CeWvF5Ip86xdTyWYjwrgRsmTrcuwiZLxS+2Ohom+70g+u7H8px2P14yycbpn7Lsl52UYZM3X6qYr7DEWxezx+19k5grnxWik9PfdmzosREmLoE1fvENGPq4PN4H8Nbiu4jceORYYN6kLY3yDk++aDrv5OH+Bvn04y54uysOkxd9dMSU1ddPvXkzZj6AInG3+u9d8VxMPWB4lV3KqaurmSmEq7P1E0Hm8XT1uLsLgt66l1Elk/A1JarYz+3+kxtn2mhDDF1IbDXhMXU13B+11kwdTWVxdTCUum6Und2ITqGqxPA1OolSE0AU6eSWjlP15W6swvRMVydAKZWL0FqApg6lRSmFpJiuD0CmNpeTVYywtTCUul2tbqzC9ExXJ0AplYvQWoCmDqVFD21kBTD7RHA1PZqQk9dpia6Xa3u7GWIEvU6Apj6OtbCmeiphQB1Xak7uxAdw9UJYGr1EqQmgKlTSbH7ISTFcHsEMLW9mrD7UaYmul2t7uxliBL1OgKY+jrWwpnoqYUAdV2pO7sQHcPVCWBq9RKkJoCpU0mx+yEkxXB7BDC1vZqw+1GmJrpdre7sZYgS9ToCmPo61sKZ6KmFAHVdqTu7EB3D1QnkN/XslgBb93FRv/qqEsDUwnLpulJ3diE6hqsTyG5q/zYtH91Plm+TVgelnwCmFtZA15W6swvRMVydQHZTb920Vv1qq04AUwvLp+tK3dmF6BiuTiC7qempS9UUUwvJ6rpSd3YhOoarEzBkarfB/fn1awLjzO8fHR+OPpp+cHsWxTixdYGphc8WXVfqzi5Ex3B1AtlNffqKvh+Diltjb/46ThE9Mf3glGn6kHhqufNZQYipT6+tfqCuK3VnF6JjuDoBO6Z2KJpetjd1uOc9HR7OjD6afjAQtXvXc5hFMc7amsDUwmeLrit1ZxeiY7g6gRKm9raqYzsWe9fsjNzo0gsQMfXy0eiQuuJg6r0VcvJxXVfqzn4SGcPMEMhuaunHqX0f12XY9BeJ7evy18br9Woq1P88n8/pd345QSDFlSfCJg4Rzt6sBDPSIBEFAtlN3TbUU6vbafvA56lnH/FbbEEEoaKPph9c3/1oZ1GMQ09d6HmQ4spCU6vvkpe7LiJfQ8CQqVvHz6x+zTt4vKN4zVrTngVTa1eA+c8TyG7qn/kHqhO3qme7JuMo7/Bkcdfvxh7t2uHhx4m/hjg7VeQdxfPLvBuJqYUAGa5IIL+p+52DpSvzXWTzWnBgR2V9XmtxMHW+NRKLhKnL8iV6SQLZTN3puemEi/8bxWaiLJ62Fme3yvTUu4i2T8DUQoAMVyRQn6kVYelOjamF/DG1ECDDFQlkM7XiNdxkakwtLDSmFgJkuCIBTK0I/9jUmPoYr8XZmFoIkOGKBHKb2vvEW3tV839XqHil1U+NqYUlxNRCgAxXJJDT1Ms3E7mTQMbSYmohTEwtBMhwRQLlTZ3lgxqKhMxMjamFpcDUQoAMVySQ09TtZcx2PxSv7O2mxtTCkmJqIUCGKxLIbWrFS3n3qTG1sMKYWgiQ4YoECph6vl3N9kee+mJqIUdMLQTIcEUC2U29+NbTPP/yWxGRlakxtbASmFoIkOGKBLKbevhGvOErmGdfY6p4ofVPjamFNcTUQoAMVyRQ0NQlv6RJkZja1JhaiB5TCwEyXJFAdlN333rabk0P29WJX3qqiKCWqTG1sFKYWgiQ4YoEspu6EzRvIhYoKaYWQsXUQoAMVySQ3dTjt58qXtObTo2phYXF1EKADFckkN3Uxb+fWhGW7tSYWsgfUwsBMlyRAKZWhH9sakx9jNfibEwtBMhwRQLZTa14LW8+NaYWFhhTCwEyXJEAplaEf2xqTH2MFz21kBfDLRHIbmrRPnU32P9cX/AvHiOfKHGzeaPSD06VSB8SPTN7nNgSwdTCJw49tRAgwxUJ2DF1/zns2a0Hhn/qGAfkfW+f+zX94BQ0fUj0zOxxVpYDphY+TzC1EODK8OY5W8/HcqNG2dRMcNXxMw/dPfv7cerfmGQ3dVjNw/d8OWDq8F+qDwPTDwaCdStNP87a0wlTC0Vzc1P//se/y//NkG7/xZjJ1Avbnf+q5L2/uZcZlzD1wZeqg6cP15Dd1KLdj8XtvPxKzF+3Q+bOsOE+SPtf0TN9UycOuSYOphYaeW04pt429fivizt+Bzq/o+ZJ72B3F4IXKsh+fWABUx+9/vafbx//I6S4qQ92+qtN+PJ19w6mfr1eTYX6n+fzOf3OLycIpJj6RNjEIcLZm5Ww663tE3Z66uiXqcU6Je9Y75tWPF9fn/33/AR/nQ5f/TPT0lKWk7okoUZ1bOb8+Xh8jkqaTvQPjt+CEVxK/MwBt6+saP4uoQFEFPVedbObem/CncfXt0sWjyw2OloO6QfXdz+U49BTC9cQPXWUwI6pdzYqR71GLNN2s739XDvl23jeQm6b+myoSE/t5zzoOZZrJ+fpAqbWckrbaxLdmQ6xf3mx8JEO+kxTndnUwb5R8CmOxGff6nqJF2KcIlgiiQcDVQ/1MRFnBRX71IlrCFNnNLW/mzl88dr8L3fPO5OEZ5ugwV/WOz1116d31u9H7YQav7LTs81Wzn7Y6UK25/K9usw9eOmKoeidGEDbeVWMli+nqUNNx//y2dxAmqCPL3E+cldsx2bxh9hQ4uUXrsbOtBZnR0SYGlNLCJzZ/XBKGZ4ssT/cV0y9uhV73NQHQvlvdY3JRlW7e3BivW3qYNc5hqKP06lsvA7lnrrLZflh6ON753vL8cx1xmJai4Op9yovezxlp1g2w9Zo3dmbzPY++9E1M9OztX9HMdgB6B6M736MwyYJezsGCygHTX0sVL9t3vXl0wVFty/2Drq093c/ljsm3t8EYyB32bGXu92Fl6+njgENi7+bTNIJTcws8rcWZ/fi6al3EW2foOtK3dkTTD26rf+D1NsO7N8pfAQC9N8+XGkk53sQU3GCv7275/IU4USo5UcWpviRnNt/sbF4R9E/GGy2eC9A4wVHPhPjJR3JP/LX/KkWMZ+pIxvJfc+fxavCJ+k7DMfUwirqulJ3diE6hm8ROGjeg6cPM+c1tbfR7H7F1HnWOaYWctR1pe7sQnQM3yRwyL2HTnbT5jN19P3E8BOW1FtCAFNL6DVjdV2pO7sQHcPVCeQztfqlvHsCmFpYYV1X6s4uRMdwdQKYWr0EqQnUbmp1VekmoDt76iLjPKsEMLXVyizywtTCUum6Und2ITqGqxPA1OolSE0AU6eSWjlP15W6swvRMVydAKZWL0FqApg6lRSmFpJiuD0CmNpeTVYywtTCUul2tbqzC9ExXJ0AplYvQWoCmDqVFD21kBTD7RHA1PZqQk9dpia6Xa3u7GWIEvU6Apj6OtbCmeiphQB1Xak7uxAdw9UJYGr1EqQmgKlTSbH7ISTFcHsEMLW9mrD7UaYmul2t7uxliBL1OgKY+jrWwpnoqYUAdV2pO7sQHcPVCWBq9RKkJoCpU0mx+yEktTr85PfAhfGyBDl6hYe+jv7AjdmP5nH6fEx9Gt3VAzG1kLhuV6s7e4MumoCHNPgyzOX383dnnpHsdEeBMeaZIN7NdE+tgoNzHjz9VEoHB2Hqg8D0TsfUQva6rtSdPc3UK3523I8brBnhDN1/Vf3xIMLCn5hSIcedi8TU4lVwVQBMLSSt60rd2c+Y2m+yh9uBhPco7G/b1d9L3N2LK7xziGfqsXxtkK/uht1u+MpczS3BxnOCO3jNh8/uYD5/xfGTiM3e33Jxno+tW6DYMnVX7hCzWwGxF/zoo+kHp6d++pBr8ok5CVNjagmBQ7sfoaWmm7WOupy1nP49bBfdaP+M8Z697YH+P1fuvdo/6E4LN15iw10CkVeGsKWODY900Oaaajumbgm2t570a+pVMlLU6KPpB6dVnz7kmnxWno6YWuKptaZy5i/hFBvD6+upw0Y1uDVt34N6NzIP7ssX6an8AZ4EPcW7FmgIPHNl0FP3fXxr+kn5w6QxUwf3Ao/NPruc4W+E3b2gcoslEtmOqfvkAtDh3dbnNYg+mn4wELVrIYZZFOOs1R9TC58Zuq7Unf3M7od7wk3PhtCenVzbp05aAzrGi7lyd66d+5fv/qnrv6p4txz3bTxdziAidj+2nnBzU4d/NAWvcv6fXJPi0w/6pl7OohjHx/N6vRpB9z/P53P6vcZfUlRV9Lp0ExDO3qyEEi9UXsxwyfddUy+rruUMeupx2DAmtosxdb2eFxdBFtsq63Nt9tQ7H6vzrRLv6Gc9epcGpsbU4x9tyz8jNtjQU5dQFbsfM+uG7h7eZmve2fNN7b3/N+pssXkxxll2u1FXTiEfs7m8OIuPjvi7H97+y1Kx3pSR2eOXY0vUP3XtfgTwFhsU7aPpB9d3P5TjsPshNPLa8JSuttDUa5sPl71OlLsuC5GDv8SjWzFp+zPTtRw8/QoGpk3tvzfMO4r01MInBKYWArQ73OuKvTc6/XwPuffQyRdRsWPqAPb0AZDIHyZe3xx71PtspLfTVEOcnZJjauFzAlMLATJckYAdU6dDyPWKZy0Opv4tfRGcOBNTn4DGECME6jN10x1n2eu3Fmd3QdBT7yLaPgFTCwEyXJFAfaZWhKU7NaYW8sfUQoAMVySAqRXhH5saUx/jtTgbUwsBMlyRAKZWhH9sakx9jBemFvJiuCUCmNpSNTZzwdTCUtFTCwEyXJEAplaEf2xqTH2MFz21kBfDLRHA1JaqQU9dshr01CXpErssAUxdlm/G6PTUQpiYWgiQ4YoEMLUi/GNTY+pjvNj9EPJiuCUCmNpSNdj9KFkNeuqSdIldlgCmLss3Y3R6aiFMTC0EyHBFAphaEf6xqTH1MV7sfgh5MdwSAUxtqRrsfpSsBj11SbrELksAU5flmzE6PbUQJqYWAmS4IgFMrQj/2NSY+hgvdj+EvBhuiQCmtlQNdj9KVoOeuiRdYpclgKnL8s0YnZ5aCBNTCwEyXJEAplaEf2xqTH2MF7sfQl4Mt0QAU1uqBrsfJatBT12SLrHLEsDUZflmjE5PLYSJqYUAGa5IwLip9+4O39y0dvj5/Po1Ykw/OIFPHxI9M3uc2IrA1MLnCaYWAmS4IgH7pvYUPOPUanx41P2afnCKlj4kemb2OCvLAVMLnyeYWgiQ4YoEKjZ1q013l/Km122tnX4wEKylOGurAVMLnyeYWgiQ4YoE7Jt63N7wrNzzaqQcbnkMpk486Js6cUh0xuxx/NXwer2aCvU/z+dz+r3GX1JEWfS6dBMQzt6sBEVNMLU6AeOmdny8jYfh4B1M7a8PemrhsyXFlcIpNobrzl7uuoh8DYFqTP0zbG+E7g52Ldr/WOx+rB5c3/1QjsPuR6Glr+tK3dkLISXsZQSqMXX7mQvn5XH7g3cUL1sp4onUVaWbgO7s4uoRQJmAbVO7j8R9jE7uN6gHaXsf4nMWTz5oLc7OUmD3Q/hc0XWl7uxCdAxXJ2Db1HE8jb9n3fU5jNbiYOrfzhUycVQ5V/7+x7+7/ys3e+Llc1rVBOozddMJZ/G0tTi7y4ieehfR9gnlXLmr6eaEcrMLsTC8CgL1mboKrCWSxNQbVHVdqTt7icVGTGsEMLW1iqzmY9nU6qrSTUB39mpWMIkKCGBqAbxrh26bWlcWurM3ddBNQHf2a5chs+kQwNQ63E/MiqnZ/TixbBjyHgQwdTV1xNSYuprFSqK5CWDq3ESLxcPUmLrY4iKwdQKY2nqFpvwwNaauZrGSaG4CmDo30WLxMDWmLra4CGydAKa2XiF66pQK6X76Qnf2FD6cUzsBTF1NBemp6amrWawkmpsAps5NtFg8TI2piy0uAlsngKmtV4jdj5QK6e4/6M6ewodzaieAqaupID01PXU1i5VEcxPA1LmJFouHqTF1scVFYOsEMLX1CrH7kVIh3f0H3dlT+HBO7QQwdTUVpKemp65msZJobgKYOjfRYvEwNaYutrgIbJ0AprZeIXY/Uiqku/+gO3sKH86pnQCmrqaC9NT01NUsVhLNTQBT5yaaEs/dc/3z61fKgPYcTI2pU9cK570dAUx9eUmbW+1+DIL2ft1PA1Nj6v1VwhlvSgBTX13Y1s7u5upNd53aVmNqTH31YmU+MwQw9dWlaEztuXnH1K/Xq6lQ//Pnn39Ov/PL3Qg0K+Hqlcp8lghg6qurccjUVyfHfBCAgEkCmPrqsix2P9xWyNWpMB8EIFAJAUx9eaHOvqN4eaJMCAEIWCGAqRUq0bp6+KGhVuDPlBCojgCmrq5kJAwBCNyOAKa+Xcm5YAhAoDoCmLq6kpEwBCBwOwKY+nYl54IhAIHqCGDq6kpGwhCAwO0IYOrblZwLhgAEqiOAqasrGQlDAAK3I4Cpb1dyLhgCEKiOAKaurmQkDAEI3I4Apr5dyblgCECgOgKYurqSkTAEIHA7Apj6diXngiEAgeoIYOrqSkbCEIDA7Qhg6luUvLvFbuptwPIScV8cqDP/j3oCP0MKfG9i3pV1r2iY+u3r3Vr68X3gho1ZiXw/ztzdN2MK34/BkIduL5wxgdbTn19fD+/umTmjE+seBDD1Per8o2Vqh1c7A6X5h3v8NLPTU9/kuVbkMjF1Eaz2gip5yoCop90PFVOOhsbU9p4TVWWEqasq1/lklU2tPH3LrTP2xbZ2fsbU59cuIxsCmPomy0BTleFNfvWAX86geyPX/1F6U1UPOTPnIoCpc5E0HudyS408+jc01ehM72j+tFv1epnQU6stgfeYGFO/Rx03rsK7v+71H9ULJ9f4oKCXgWZHi6nf/olW9gIxdVm+RIcABCAgJ4Cp5QyJAAEIQKAsAUxdli/RIQABCMgJYGo5QyJAAAIQKEsAU5flS3QIQAACcgKYWs6QCBCAAATKEsDUZfkSHQIQgICcAKaWMyQCBCAAgbIEMHVZvkSHAAQgICeAqeUMiQABCECgLAFMXZYv0SEAAQjICWBqOUMiQAACEChLAFOX5Ut0CEAAAnICmFrOkAgQgAAEyhLA1GX5Eh0CEICAnACmljMkAgQgAIGyBDB1Wb5EhwAEICAngKnlDIlwCYHu5i3Zb9tSJuolQJjkTgQw9Z2qXeJax7tfjfdKzHIL8MWtYps7IH5h6hL1I2YdBDB1HXWym+V0n8Kh3c1i6uFyO2EHLwH01HZXApmVJICpS9K9Q+x+++Cz+b/eqZ6pPdG6TYb2t8+vr9bB/Q14x/45IuGIqbuJ2p9e4F60Ybxrx6eAfoc+eN+9vrQB+zPdvXGzvx7cYSFwjUUJYOqieG8QfDBzb8PGgymmHtzYj+m0GDh5orY0dX926H1v9zo6+a9frYfbnzZeGyA2PuffAjcoO5d4MQFMfTHwt5tuMlyn1c+v77bH7jvX1Z7ab2K9fnbRyq7ufkwPhG8Iuq540XgPB7pXE3+Q+33svMfdlrerFBdUMwFMXXP1LOTuetHek91GiKap5773vDwIPm7qcTPFba1YwEsOEOgIYGoWgoyAv2sw9bRuE9nbrpjvXHibEP6vXjpHe+q+i5+p2iU47dC404ZXl35HxO2zs1EtWxSMzk4AU2dHerOA4f7usIUw7iBM7+V1n7Gb7TEXMLX/tqBz9pSF6/cjifWan3bOb1ZGLtc4AUxtvECkBwEIQIDdD9YABCAAAfME6KnNl4gEIQCB2xPA1LdfAgCAAATME8DU5ktEghCAwO0JYOrbLwEAQAAC5glgavMlIkEIQOD2BDD17ZcAACAAAfMEMLX5EpEgBCBwewKY+vZLAAAQgIB5ApjafIlIEAIQuD0BTH37JQAACEDAPAFMbb5EJAgBCNyeAKa+/RIAAAQgYJ4ApjZfIhKEAARuTwBT334JAAACEDBPAFObLxEJQgACtyeAqW+/BAAAAQiYJ4CpzZeIBCEAgdsTwNS3XwIAgAAEzBNwpv7777+b/+AHAhCAAASsEWj83LyafJh/RSFBCEAAAncn8H8WqBrqdW9SUwAAAABJRU5ErkJggg==)

从不断上升的测试所需时间中能够明显看出伪共享的影响。没有缓存行竞争时，我们几近达到了随着线程数的线性扩展。

这并不是个完美的测试，因为我们不能确定这些VolatileLong会布局在内存的什么位置。它们是独立的对象。但是经验告诉我们同一时间分配的对象趋向集中于一块。

所以你也看到了，伪共享可能是无声的性能杀手。

Java 7与伪共享的新仇旧恨

原文：[False Shareing && Java 7 （依然是马丁的博客）](http://ifeve.com/false-sharing-java-7/)

**译者**：杨帆 **校对：**方腾飞

在我[前一篇有关伪共享的博文](http://ifeve.com/falsesharing/)中，我提到了可以加入闲置的long字段来填充缓存行来避免伪共享。但是看起来Java 7变得更加智慧了，它淘汰或者是重新排列了无用的字段，这样我们之前的办法在Java 7下就不奏效了，但是伪共享依然会发生。我在不同的平台上实验了一些列不同的方案，并且最终发现下面的代码是最可靠的。（译者注：下面的是最终版本，马丁在大家的帮助下修改了几次代码）

**import** java**.**util**.**concurrent**.**atomic**.**AtomicLong**;**

public final class FalseSharing

    implements Runnable

**{**

    public final static int NUM\_THREADS **=** 4**;** // change

    public final static long ITERATIONS **=** 500L **\*** 1000L **\*** 1000L**;**

    private final int arrayIndex**;**

    private static PaddedAtomicLong**[]** longs **=** **new** PaddedAtomicLong**[**NUM\_THREADS**];**

    static

**{**

        for **(**int i **=** 0**;** i **<** longs**.**length**;** i**++)**

**{**

            longs**[**i**]** **=** **new** PaddedAtomicLong**();**

**}**

**}**

    public FalseSharing**(**final int arrayIndex**)**

**{**

        this**.**arrayIndex **=** arrayIndex**;**

**}**

    public static void main**(**final String**[]** args**)** **throws** Exception

**{**

        final long start **=** System**.**nanoTime**();**

        runTest**();**

        System**.**out**.**println**(**"duration = " **+** **(**System**.**nanoTime**()** **-** start**));**

**}**

    private static void runTest**()** **throws** InterruptedException

**{**

        Thread**[]** threads **=** **new** Thread**[**NUM\_THREADS**];**

        for **(**int i **=** 0**;** i **<** threads**.**length**;** i**++)**

**{**

            threads**[**i**]** **=** **new** Thread**(new** FalseSharing**(**i**));**

**}**

        for **(**Thread t **:** threads**)**

**{**

            t**.**start**();**

**}**

        for **(**Thread t **:** threads**)**

**{**

            t**.**join**();**

**}**

**}**

    public void run**()**

**{**

        long i **=** ITERATIONS **+** 1**;**

        while **(**0 **!=** **--**i**)**

**{**

            longs**[**arrayIndex**].**set**(**i**);**

**}**

**}**

  // 这段代码的来历可以看4楼的回复

    public static long sumPaddingToPreventOptimisation**(**final int index**)**

**{**

        PaddedAtomicLong v **=** longs**[**index**];**

        return v**.**p1 **+** v**.**p2 **+** v**.**p3 **+** v**.**p4 **+** v**.**p5 **+** v**.**p6**;**

**}**

    public static class PaddedAtomicLong **extends** AtomicLong

**{**

        public volatile long p1**,** p2**,** p3**,** p4**,** p5**,** p6 **=** 7L**;**

**}**

**}**

用以上这种办法我获得了和上一篇博客里提到的相近的性能，读者可以把PaddedAtomicLong里面那行填充物注释掉再跑测试看看效果。

我想我们大家都有权去跟Oracle投诉，让他们在JDK里默认加入缓存行对齐的函数或者是被填充好的原子类型，这和其他一些底层改变会让Java成为一门真真正正的并发编程语言。我们一直以来不断的在听到他们讲多核时代正在到来，但是我要说的是在这方面Java需要快点赶上来。

———————————————–

*（译者注：博文后面的评论和交流也很精彩，也讲述了这段示例代码的进化过程，一起翻译出来：）*

**1楼：Ashwin Jayaprakash**

在前一篇博文中你创建了一个数组来放VolatileLong，这次你又用一个数组放AtomicLongArray（译者注：此处我觉得他可能是写错了，应该是说AtomicLong吧）。  
但是如何能保证AtomicLongArray或VolatileLong会被紧挨着分配在内存中？  
那么，就算你在一个循环中创建他们，并且很幸运的，他们获得了连续的内存空间，但是依然无法保证这四个实例会在堆空间里紧挨着。如果他们被分布在JVM的旧生代堆里并且没有被压实的话，直到一次主要GC压实旧生代之前，重新分配填充是没必要的，因为他们在堆中是分散的。  
所以你最好对读者说明，我们无法控制JVM如何在堆中对这些实例分配内存。（译者注：没办法，要精确控制内存来保证性能的话就不要用Java了，要不直接用C好了）

———————————————–  
**2楼：马丁**

你大体上说的是对的，Ashwin，我们无法保证如何在堆空间中放置Java对象，这是伪共享问题发生的根源。如果你有一些跨线程的指针或者计数器，那么确保他们在不同的缓存行中是非常重要的，否则的话程序就无法按CPU的核数扩展。填充的根本意义在于保护这些跨线程的指针和计数器，以确保他们在不同的缓存行中。  
这个是有意义的吧？

———————————————–  
**3楼：Ashwin Jayaprakash**

嗯，有道理。那你可不可以创建一个大的AtomicLongArray，然后让不同的线程去更新第8,16,32个元素呢？（译者注：也算是消除竞争的一个办法，但是既然完全没有竞争还要多线程做什么？）而不是搞四个AtomicLongArray，而每个线程都去竞争访问同一个数组元素。  
谢谢马丁花时间写了这么多。  
———————————————–  
**4楼：马丁**

如果我可以提前知道更多的业务逻辑那么你说的方式是可行的。但通常情况下在设计一个大型系统的时候，我们无法提前知道很多事情，或者我们要为其他的应用创造一个通用的类库。  
我很难为很多不同的上下文场景写一个足够小巧简单的示例，而我上面写的示例是为了说明当伪共享发生的时候有多糟糕。如果你在你的数据结构中做了填充，那么你就不必担心他们在内存中如何分配。我们用一个更好的方案来替代AtomicLong，并且你可以使用AtomicLong的所有常规方法：

static class PaddedAtomicLong extends AtomicLong  
{  
public volatile long p1, p2, p3, p4, p5, p6, p7 = 7L;  
}

我是多希望Java委员会可以认识到这个问题的严重性，并且在JDK里加入对缓存行对齐和填充的基础方法。这是在Disruptor中有关性能BUG的最大根源。  
我也根据以上的反馈更新了文章。

———————————————–

**5楼：Gil Tene**  
马丁，我很同意你的观点，如果我们有一种办法可以指定某个字段占有独自的缓存行，并且让JVM自动处理如何在对象布局上的正确填充，那这个世界会和谐的多。你搞的这个人造填充将会是很美好的一个事情，但是你也知道，实际上的对象布局情况要取决于JVM的特定实现。  
我是一个偏执狂，我给你的填充方案里加了一些东西，使那些个用于填充的字段很难被JVM优化掉。一个耍小聪明的JVM还是会把你用于填充的P1-P7的字段优化掉，原理是这样滴：PaddedAtomicLong类如果只对final的FalseSharing类可见（就是说PaddedAtomicLong不能再被继承了）。这样一来编译器就会“知道”它正在审视的是所有可以看到这个填充字段的代码，这样就可以证明没有行为依赖于p1到p7这些字段。那么“聪明”的JVM会把上面这些丝毫不占地方的字段统统优化掉。  
那么针对这样的情况，你可以巧妙的让PaddedAtomicLong类在FalseSharing类之外可见，比如直接加一个依赖于p1到p7的公开的访问函数，并且这个函数在理论上可以被外界访问到。

———————————————–  
**6楼：马丁**  
我根据Gil的反馈做了修改。

———————————————–  
**7楼：Stanimir Simeonoff**  
直接用一个数组并且把元素放在中间的位置上（或者直接用bytebuffer，而你却为了这个写了这么一大篇），Java是不会重排他们的，我就是这样来消除伪共享的。

———————————————–  
8楼：马丁  
我以前经常像你这么干，比如搞一个长度是15的数组，把元素放在正中间，但是，如果我们需要volatile这个语意就行不通了。对于你的情况来说，你只需要用AtomicLongArray或者类似的。根据我的测量，在一个算法中，这种间接引用（译者注:原词是indirection，我理解也许是指间接引用，即不是直接使用数组，而是使用AtomicLongArray这种包装过的数组）和边界检查的消耗是显著的。  
据我所知，一些人建议加入@Contened注解来标记一个字段，让这个被标记的字段拥有独立的缓存行，我希望这个快点到来。

8.1楼：John  
你好，马丁，我看到在Disruptor当前的版本中Sequence类用的是unsafe.compareAndSwapLong(..)来更新第七个下标的long。  
为什么不数组的长度不是15或者是其他的数值？如果长度是15的话会把2级缓存的缓存行也填充掉么？  
谢谢。

8.2楼：马丁

因为用7个下标保证了会有56个字节填充在数值的任何一边，56字节的填充+8字节的long数值正好装进一行64字节的缓存行。  
———————————————–  
**9楼：Stanimir Simeonoff**

是的，马丁，我指的就是AtomicLongArray，如果你不想为间接引用和边界检查买单，Unsafe 是一个选项(甚至总是这样)。  
———————————————–  
**10楼：Mohan Radhakrishnan**

哪里有一些简单硬件说明书是讲述缓存行的关键概念么？我想找一些插图什么的来理解核心和缓存直接如何交互造成了伪共享。  
———————————————–  
**11楼：马丁**  
你可以参照下面这个PDF的第3和第4章：  
<http://img.delivery.net/cm50content/intel/ProductLibrary/100412_Parallel_Programming_02.pdf>  
———————————————–  
**12楼：ying**  
你的博客太NB了，多谢马丁，我关于填充有两个疑问：  
1.long占8字节，对象引用占16字节，但是这个实现是

public final static class VolatileLong // 16byte</pre>

**{**

public volatile long value **=** 0L**;** // 8 byte

public long p1**,** p2**,** p3**,** p4**,** p5**,** p6**;** // 6\*8 = 48byte

**}**

看起来好像是72个字节啊。  
2.你是发现这个问题的？是去查汇编代码吗？

12.1楼：马丁  
我不希望在缓存行中的标记字在取出锁或者垃圾回收器在老化对象的时候被修改。  
就算默认启用64位模式的压缩指针，它还是会包含类指针在对象的头部。  
<https://wikis.oracle.com/display/HotSpotInternals/CompressedOops>  
这个伪共享的问题我是在多年前发现的，但是我为一个应用做性能测试，发现性能时高时低，追查原因下去发现是伪共享问题。

12.2楼：ying  
那你是如何缩小问题的范围最后发现问题的呢？需要深入分析汇编代码么？

11.3楼：马丁  
汇编代码是不会显示出问题的，你需要去追查为什么CPU的2级缓存总是不命中，追查下去就知道了。  
———————————————–

**13楼：Joachim**

关于@Contended注解的提案在这里:  
<http://mail.openjdk.java.net/pipermail/hotspot-dev/2012-November/007309.html>  
牛文啊，赞！

***原创文章，转载请注明：****转载自*[*并发编程网 – ifeve.com*](http://ifeve.com/)***本文链接地址:***[*Java 7与伪共享的新仇旧恨*](http://ifeve.com/false-shareing-java-7-cn/)

伪共享和缓存行填充，从Java 6, Java 7 到Java 8

关于伪共享的文章已经很多了，对于多线程编程来说，特别是多线程处理列表和数组的时候，要非常注意伪共享的问题。否则不仅无法发挥多线程的优势，还可能比单线程性能还差。随着JAVA版本的更新，再各个版本上减少伪共享的做法都有区别，一不小心代码可能就失效了，要注意进行测试。这篇文章总结一下。

**JAVA 6下的方案**

解决伪共享的办法是使用缓存行填充，使一个对象占用的内存大小刚好为64bytes或它的整数倍，这样就保证了一个缓存行里不会有多个对象。《[剖析Disruptor:为什么会这么快？(三)伪共享](http://developer.51cto.com/art/201306/398232.htm)》提供了缓存行填充的例子：

public final class FalseSharing

**implements** Runnable

**{**

public final static int NUM\_THREADS **=** 4**;** // change

public final static long ITERATIONS **=** 500L **\*** 1000L **\*** 1000L**;**

private final int arrayIndex**;**

private static VolatileLong**[]** longs **=** **new** VolatileLong**[**NUM\_THREADS**];**

static

**{**

**for** **(**int i **=** 0**;** i **<** longs**.**length**;** i**++)**

**{**

longs**[**i**]** **=** **new** VolatileLong**();**

**}**

**}**

public FalseSharing**(**final int arrayIndex**)**

**{**

**this.**arrayIndex **=** arrayIndex**;**

**}**

public static void main**(**final String**[]** args**)** **throws** Exception

**{**

final long start **=** System**.**nanoTime**();**

runTest**();**

System**.**out**.**println**(**"duration = " **+** **(**System**.**nanoTime**()** **-** start**));**

**}**

private static void runTest**()** **throws** InterruptedException

**{**

Thread**[]** threads **=** **new** Thread**[**NUM\_THREADS**];**

**for** **(**int i **=** 0**;** i **<** threads**.**length**;** i**++)**

**{**

threads**[**i**]** **=** **new** Thread**(new** FalseSharing**(**i**));**

**}**

**for** **(**Thread t **:** threads**)**

**{**

t**.**start**();**

**}**

**for** **(**Thread t **:** threads**)**

**{**

t**.**join**();**

**}**

**}**

public void run**()**

**{**

long i **=** ITERATIONS **+** 1**;**

**while** **(**0 **!=** **--**i**)**

**{**

longs**[**arrayIndex**].**value **=** i**;**

**}**

**}**

public final static class VolatileLong

**{**

public volatile long value **=** 0L**;**

public long p1**,** p2**,** p3**,** p4**,** p5**,** p6**;** // comment out

**}**

**}**

VolatileLong通过填充一些无用的字段p1,p2,p3,p4,p5,p6，再考虑到对象头也占用8bit, 刚好把对象占用的内存扩展到刚好占64bytes（或者64bytes的整数倍）。这样就避免了一个缓存行中加载多个对象。但这个方法现在只能适应JAVA6 及以前的版本了。

（注：如果我们的填充使对象size大于64bytes，比如多填充16bytes– public long p1, p2, p3, p4, p5, p6, p7, p8;。理论上同样应该避免伪共享问题，但事实是这样的话执行速度同样慢几倍，只比没有使用填充好一些而已。还没有理解其原因。所以测试下来，必须是64bytes的整数倍）

**JAVA 7下的方案**

上面这个例子在JAVA 7下已经不适用了。因为JAVA 7会优化掉无用的字段，可以参考《[False Sharing && Java 7](http://ifeve.com/false-shareing-java-7-cn/)》。

因此，JAVA 7下做缓存行填充更麻烦了，需要使用继承的办法来避免填充被优化掉，《[False Sharing && Java 7](http://ifeve.com/false-shareing-java-7-cn/)》里的例子我觉得不是很好，于是我自己做了一些优化，使其更通用：

public final class FalseSharing **implements** Runnable **{**

public static int NUM\_THREADS **=** 4**;** // change

public final static long ITERATIONS **=** 500L **\*** 1000L **\*** 1000L**;**

private final int arrayIndex**;**

private static VolatileLong**[]** longs**;**

public FalseSharing**(**final int arrayIndex**)** **{**

**this.**arrayIndex **=** arrayIndex**;**

**}**

public static void main**(**final String**[]** args**)** **throws** Exception **{**

Thread**.**sleep**(**10000**);**

System**.**out**.**println**(**"starting...."**);**

**if** **(**args**.**length **==** 1**)** **{**

NUM\_THREADS **=** Integer**.**parseInt**(**args**[**0**]);**

**}**

longs **=** **new** VolatileLong**[**NUM\_THREADS**];**

**for** **(**int i **=** 0**;** i **<** longs**.**length**;** i**++)** **{**

longs**[**i**]** **=** **new** VolatileLong**();**

**}**

final long start **=** System**.**nanoTime**();**

runTest**();**

System**.**out**.**println**(**"duration = " **+** **(**System**.**nanoTime**()** **-** start**));**

**}**

private static void runTest**()** **throws** InterruptedException **{**

Thread**[]** threads **=** **new** Thread**[**NUM\_THREADS**];**

**for** **(**int i **=** 0**;** i **<** threads**.**length**;** i**++)** **{**

threads**[**i**]** **=** **new** Thread**(new** FalseSharing**(**i**));**

**}**

**for** **(**Thread t **:** threads**)** **{**

t**.**start**();**

**}**

**for** **(**Thread t **:** threads**)** **{**

t**.**join**();**

**}**

**}**

public void run**()** **{**

long i **=** ITERATIONS **+** 1**;**

**while** **(**0 **!=** **--**i**)** **{**

longs**[**arrayIndex**].**value **=** i**;**

**}**

**}**

**}**

public class VolatileLongPadding **{**

public volatile long p1**,** p2**,** p3**,** p4**,** p5**,** p6**;** // 注释

**}**

public class VolatileLong **extends** VolatileLongPadding **{**

public volatile long value **=** 0L**;**

**}**

把padding放在基类里面，可以避免优化。（这好像没有什么道理好讲的，JAVA7的内存优化算法问题，能绕则绕）。不过，这种办法怎么看都有点烦，借用另外一个博主的话：做个java程序员真难。

**JAVA 8下的方案**

在JAVA 8中，缓存行填充终于被JAVA原生支持了。JAVA 8中添加了一个@Contended的注解，添加这个的注解，将会在自动进行缓存行填充。以上的例子可以改为：

public final class FalseSharing **implements** Runnable **{**

public static int NUM\_THREADS **=** 4**;** // change

public final static long ITERATIONS **=** 500L **\*** 1000L **\*** 1000L**;**

private final int arrayIndex**;**

private static VolatileLong**[]** longs**;**

public FalseSharing**(**final int arrayIndex**)** **{**

**this.**arrayIndex **=** arrayIndex**;**

**}**

public static void main**(**final String**[]** args**)** **throws** Exception **{**

Thread**.**sleep**(**10000**);**

System**.**out**.**println**(**"starting...."**);**

**if** **(**args**.**length **==** 1**)** **{**

NUM\_THREADS **=** Integer**.**parseInt**(**args**[**0**]);**

**}**

longs **=** **new** VolatileLong**[**NUM\_THREADS**];**

**for** **(**int i **=** 0**;** i **<** longs**.**length**;** i**++)** **{**

longs**[**i**]** **=** **new** VolatileLong**();**

**}**

final long start **=** System**.**nanoTime**();**

runTest**();**

System**.**out**.**println**(**"duration = " **+** **(**System**.**nanoTime**()** **-** start**));**

**}**

private static void runTest**()** **throws** InterruptedException **{**

Thread**[]** threads **=** **new** Thread**[**NUM\_THREADS**];**

**for** **(**int i **=** 0**;** i **<** threads**.**length**;** i**++)** **{**

threads**[**i**]** **=** **new** Thread**(new** FalseSharing**(**i**));**

**}**

**for** **(**Thread t **:** threads**)** **{**

t**.**start**();**

**}**

**for** **(**Thread t **:** threads**)** **{**

t**.**join**();**

**}**

**}**

public void run**()** **{**

long i **=** ITERATIONS **+** 1**;**

**while** **(**0 **!=** **--**i**)** **{**

longs**[**arrayIndex**].**value **=** i**;**

**}**

**}**

**}**

**import** sun**.**misc**.**Contended**;**

@Contended

public class VolatileLong **{**

public volatile long value **=** 0L**;**

**}**

执行时，必须加上虚拟机参数-XX:-RestrictContended，@Contended注释才会生效。很多文章把这个漏掉了，那样的话实际上就没有起作用。

@Contended注释还可以添加在字段上，今后再写文章详细介绍它的用法。

（后记：以上代码基于32位JDK测试，64位JDK下，对象头大小不同，有空再测试一下）

参考

<http://mechanical-sympathy.blogspot.com/2011/07/false-sharing.html>

<http://mechanical-sympathy.blogspot.hk/2011/08/false-sharing-java-7.html>

<http://robsjava.blogspot.com/2014/03/what-is-false-sharing.html>

Java8的伪共享和缓存行填充--@Contended注释

在我的前一篇文章<[伪共享和缓存行填充，从Java 6, Java 7 到Java 8](http://www.cnblogs.com/Binhua-Liu/p/5620339.html)>中, 我们演示了在Java 8中，可以采用@Contended在类级别上的注释，来进行缓存行填充。这样，多线程情况下的伪共享冲突问题。 感兴趣的同学可以查看该文。

其实，@Contended注释还可以应用于字段级别（Field-Level），当应用于字段级别时，被注释的字段将和其他字段隔离开来，会被加载在独立的缓存行上。在字段级别上，@Contended还支持一个“contention group”属性（Class-Level不支持），同一group的字段们在内存上将是连续，但和其他他字段隔离开来。

上面只是泛泛的介绍一下。关于@Contended应用于Field-Level特别是contention group的相关的资料很少，源代码中的注释中有一些，还有关于[JEP-142](http://openjdk.java.net/jeps/142)（即关于增加@Contended的提议）的邮件讨论组中的描述（<http://mail.openjdk.java.net/pipermail/hotspot-dev/2012-November/007309.html>），其中的讲解是非常详细的（由于该讨论发生在@Contended实现的最初阶段，不能保证和现在的实现完全一致）， 我摘录和翻译如下：

*@Contended注释的行为如下所示：*

*A，在类上应用Contended：*

@Contended

public static class ContendedTest2 {

private Object plainField1;

private Object plainField2;

private Object plainField3;

private Object plainField4;

}

*将使整个字段块的两端都被填充：（以下是使用 –XX:+PrintFieldLayout的输出）（翻译注：注意前面的@140表示字段在类中的地址偏移）*

TestContended$ContendedTest2: field layout

Entire class is marked contended

@140 --- instance fields start ---

@140 "plainField1" Ljava.lang.Object;

@144 "plainField2" Ljava.lang.Object;

@148 "plainField3" Ljava.lang.Object;

@152 "plainField4" Ljava.lang.Object;

@288 --- instance fields end ---

@288 --- instance ends ---

*注意，我们使用了128bytes的填充 -- 2倍于大多数硬件缓存行的大小 -- 来避免相邻扇区预取导致的伪共享冲突。*

B，在字段上应用Contended：

public static class ContendedTest1 {

@Contended

private Object contendedField1;

private Object plainField1;

private Object plainField2;

private Object plainField3;

private Object plainField4;

}

*将导致该字段从连续的字段块中分离开来并高效的添加填充：*

TestContended$ContendedTest1: field layout

@ 12 --- instance fields start ---

@ 12 "plainField1" Ljava.lang.Object;

@ 16 "plainField2" Ljava.lang.Object;

@ 20 "plainField3" Ljava.lang.Object;

@ 24 "plainField4" Ljava.lang.Object;

@156 "contendedField1" Ljava.lang.Object; (contended, group = 0)

@288 --- instance fields end ---

@288 --- instance ends ---

*C, 注解多个字段使他们分别被填充：*

public static class ContendedTest4 {

@Contended

private Object contendedField1;

@Contended

private Object contendedField2;

private Object plainField3;

private Object plainField4;

}

*被注解的2个字段都被独立地填充：*

TestContended$ContendedTest4: field layout

@ 12 --- instance fields start ---

@ 12 "plainField3" Ljava.lang.Object;

@ 16 "plainField4" Ljava.lang.Object;

@148 "contendedField1" Ljava.lang.Object; (contended, group = 0)

@280 "contendedField2" Ljava.lang.Object; (contended, group = 0)

@416 --- instance fields end ---

@416 --- instance ends ---

*在有些cases中，你会想对字段进行分组，同一组的字段会和其他字段有访问冲突，但是和同一组的没有。例如，（同一个线程的）代码同时更新2个字段是很常见的情况。如果同时把2个字段都添加@Contended注解是足够的（翻译注：但是太足够了），但我们可以通过去掉他们之间的填充，来优化它们的内存空间占用。为了区分组，我们有一个参数“contention group”来描述：*

*所以：*

public static class ContendedTest5 {

@Contended("updater1")

private Object contendedField1;

@Contended("updater1")

private Object contendedField2;

@Contended("updater2")

private Object contendedField3;

private Object plainField5;

private Object plainField6;

}

内存布局是：

TestContended$ContendedTest5: field layout

@ 12 --- instance fields start ---

@ 12 "plainField5" Ljava.lang.Object;

@ 16 "plainField6" Ljava.lang.Object;

@148 "contendedField1" Ljava.lang.Object; (contended, group = 12)

@152 "contendedField2" Ljava.lang.Object; (contended, group = 12)

@284 "contendedField3" Ljava.lang.Object; (contended, group = 15)

@416 --- instance fields end ---

@416 --- instance ends ---

*注意$contendedField1 和$contendedField2和其他字段之间有填充，但是它们之间是紧挨着的。*

以上是对邮件组中大牛们原始实现解释的翻译。

下面我们来做一个测试，看@Contended在字段级别，并且带分组的情况下，是否能解决伪缓存问题。

import sun.misc.Contended;

public class VolatileLong {

@Contended("group0")

public volatile long value1 = 0L;

@Contended("group0")

public volatile long value2 = 0L;

@Contended("group1")

public volatile long value3 = 0L;

@Contended("group1")

public volatile long value4 = 0L;

}

我们用2个线程来修改字段--

测试1：线程0修改value1和value2；线程1修改value3和value4；他们都在同一组中。

测试2：线程0修改value1和value3；线程1修改value2和value4；他们在不同组中。

测试1：

public final class FalseSharing **implements** Runnable **{**

public final static long ITERATIONS **=** 500L **\*** 1000L **\*** 1000L**;**

private static VolatileLong volatileLong**;**

private String groupId**;**

public FalseSharing**(**String groupId**)** **{**

**this.**groupId **=** groupId**;**

**}**

public static void main**(**final String**[]** args**)** **throws** Exception **{**

// Thread.sleep(10000);

System**.**out**.**println**(**"starting...."**);**

volatileLong **=** **new** VolatileLong**();**

final long start **=** System**.**nanoTime**();**

runTest**();**

System**.**out**.**println**(**"duration = " **+** **(**System**.**nanoTime**()** **-** start**));**

**}**

private static void runTest**()** **throws** InterruptedException **{**

Thread t0 **=** **new** Thread**(new** FalseSharing**(**"t0"**));**

Thread t1 **=** **new** Thread**(new** FalseSharing**(**"t1"**));**

t0**.**start**();**

t1**.**start**();**

t0**.**join**();**

t1**.**join**();**

**}**

public void run**()** **{**

long i **=** ITERATIONS **+** 1**;**

**if** **(**groupId**.**equals**(**"t0"**))** **{**

**while** **(**0 **!=** **--**i**)** **{**

volatileLong**.**value1 **=** i**;**

volatileLong**.**value2 **=** i**;**

**}**

**}** **else** **if** **(**groupId**.**equals**(**"t1"**))** **{**

**while** **(**0 **!=** **--**i**)** **{**

volatileLong**.**value3 **=** i**;**

volatileLong**.**value4 **=** i**;**

**}**

**}**

**}**

**}**

测试2：（基于以上代码修改下面的部分）

public void run**()** **{**

long i **=** ITERATIONS **+** 1**;**

**if** **(**groupId**.**equals**(**"t0"**))** **{**

**while** **(**0 **!=** **--**i**)** **{**

volatileLong**.**value1 **=** i**;**

volatileLong**.**value3 **=** i**;**

**}**

**}** **else** **if** **(**groupId**.**equals**(**"t1"**))** **{**

**while** **(**0 **!=** **--**i**)** **{**

volatileLong**.**value2 **=** i**;**

volatileLong**.**value4 **=** i**;**

**}**

**}**

**}**

测试1：

starting....

duration = 16821484056

测试2：

starting....

duration = 39191867777

可以看出，如果同一线程修改的是同一“contention group”中的字段，没有伪共享冲突，比有伪共享冲突的情况要快1倍多。

后记：

测试3：不使用@Contended

public class VolatileLong **{**

public volatile long value1 **=** 0L**;**

public volatile long value2 **=** 0L**;**

public volatile long value3 **=** 0L**;**

public volatile long value4 **=** 0L**;**

**}**

结果：

starting....

duration = 38096777198

参考：

<http://grepcode.com/file/repository.grepcode.com/java/root/jdk/openjdk/8-b132/sun/misc/Contended.java>

<http://openjdk.java.net/jeps/142>

<http://mail.openjdk.java.net/pipermail/hotspot-dev/2012-November/007309.html>