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# АННОТАЦИЯ

В результаты данной курсовой работы написана программа на языке СИ, генерирующая тесты для исследования алгоритмов вставки и исключения из случайного дерева поиска. Результаты прогона алгоритмов выводятся в файл, на их основе генерируются изображения зависимости количества итераций алгоритма от размера входных данных. По сгенерированным изображениям можно эмпирически установить сложность алгоритмов вставки и исключения.

# СОДЕРЖАНИЕ

ВВЕДЕНИЕ

Цель работы.

Исследования алгоритмов вставки и исключения из случайного дерева поиска.

Задача.

Получить экспериментальные значения скорости работы алгоритмов и сопоставить их с теорией.

Методы решения поставленных задач.

На основе сгенерированных тестов инициализируются случайные деревья поиска. После прогона алгоритмов в файл записываются экспериментальные значения, такие как время работы и число проделанных сравнений. На их основе строится зависимость экспериментальных значений от объема входных. По зависимости определяется сложность алгоритма и сопоставляется с теорией.

# СЛУЧАЙНОЕ ДЕРЕВО ПОИСКА

* 1. **Определение.**

При решении многих типов задач объем данных заранее неизвестен, но необходима такая структура данных, для которой достаточно быстро выполняются операции поиска, добавления и удаления вершин. Одно из решений этой проблемы построение *случайного дерева поиска*. При построении случайного дерева поиска данные поступают последовательно в произвольном порядке и добавление нового элемента происходит в уже имеющееся дерево.
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Рисунок 1 – Случайное дерево поиска B 9 2 4 1 7 E F A D C 3 5 8 6

* 1. **Алгоритмы вставки.**

Алгоритм добавления вершины в СДП заключается в следующем. Если дерево пустое, то создается корневая вершина, в которую записываются данные. В противном случае вершина добавляется к левому или правому поддереву в зависимости от результата сравнения с данными в текущей вершине.

* 1. **Алгоритм удаления.**

Алгоритм удаления вершины с некоторым ключом из случайного дерева поиска состоит в следующем. Сначала нужно найти вершину с искомым ключом. Если найденная вершина – лист, то ее просто удаляем. Если вершина имеет одно поддерево, то перекидываем указатель родительского узла на дочернее. Если же вершина имеет два поддерева, то тогда порядок действий следующий. На место удаляемой вершины ставится наибольшая вершина из левого поддерева, т.е. самая правая вершина левого поддерева, которая не имеет правого поддерева.

![](data:image/png;base64,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)

Рисунок 2 – порядок перекидывания указателей при удалении

Трудоемкость удаления вершины складывается из конечного количества операций сравнения и присваивания на каждом шаге поиска в дереве. Таким образом, трудоемкость удаления и добавления, такая же как и в случае алгоритма поиска в бинарном дереве.

# Худший случай.

В худшем случае каждый элемент входной последовательности больше предыдущего. В таком случае дерево вырождается в линейный список. Для того, чтобы обратиться к N-му элементу списка необходимо N итераций, таким образом зависимость количества итераций от объема входных данных линейная, следовательно сложность алгоритмов вставки и исключения в худшем случае О(N).

* 1. **Средний случай.**

При поиске в случайном дереве поиска среднее число сравнений

, при получаем, что сложность алгоритма составляет O(log n). Как уже было сказано выше, трудоемкость алгоритмов поиска, вставки и удаления одна и та же, таким образом сделать выводы о характеристиках алгоритмов можно сделать посчитав количества проделанных сравнений.

# Реализация алгоритмов вставки и исключения.

* + 1. **Итеративная.**

Алгоритмы вставки и удаления по своей сути являются модификациями алгоритма поиска в бинарном дереве. Возможны два типа реализации алгоритмов: итеративная и рекурсивная. В итеративном случае алгоритмы начинаются с цикла, в котором происходит сравнения добавляемого/удаляемого ключа с корневым и, в зависимости от результата, переход к левому или правому поддереву до тех пор пока, в случае добавления цикл не наткнется на нулевой указатель, в случае удаления на узел с искомым ключом. При добавлении нулевой указатель перекидывается на новый узел, при удалении указатели перекидываются по описанным выше правилам.

* + 1. **Рекурсивная**

Рекурсивный тип реализации отличается тем, что после сравнения функция алгоритма вызывается рекурсивно для правого или левого поддерева. Преимущество этого типа реализацию, лишь в ясности кода, т.е. работа алгоритма соответствует рекурсивному определению бинарного дерева поиска. В данной работе используется хвостовая рекурсия, которую компилятор gcc оптимизирует. Рекурсия в функциях находится перед выходом, из этого следует, что возвращаемое значение будет находиться в самом последнем рекурсивном вызове, “понимая” это компилятор не сохраняет адреса возврата к старым функциям на вершине стека, а лишь заменяет передаваемые значения. Из этого следует, что при использовании хвостовой рекурсии не может произойти переполнение стека, не выделяется память для новых переменных и не сохраняется адрес возврата к прошлой функции. Несмотря на это, при исследовании алгоритмов в худшем случае будет заметна разница в скорости при большом объеме входных данных. В среднем случае разница не значительна.

# Генерация множества входных данных.

* + 1. **Генерация множества для алгоритма добавления.**

На вход программе дается объем входных данных, функция TestGenAdd возвращает указатель на массиву размером с переданный объем, каждый элемент массива – неповторяющийся, со случайным значением от 1 до переданного функции значения. Сгенерированное таким образом множество удовлетворяет определению последовательности характеризующей случайное дерево поиска.

* + 1. **Генерация множества для алгоритма удаления.**

Для генерации множества, которым исследуется алгоритм удаление, берется предыдущее множество, затем каждый элемент меняется с другим случайным элементом. Затем на вход алгоритму удаления последовательно подаются элементы множества.

* + 1. **Генерация множества для алгоритма добавления в худшем случае.**

В худшем случае бинарное дерево вырождается в линейный список, для этого каждый элемент входной последовательности должен быть больше (или меньше) предыдущего. На вход функции GenWorstAdd подается объем входных данных. Последовательность начинается с единицы, заканчивается входным значением, каждый элемент последовательности больше предыдущего на единицу.

* + 1. **Генерация множества для алгоритма удаления в худшем случае**

При исследовании алгоритма удаления, на вход алгоритму подается последовательность из предыдущего пункта, но с конца.

# Описание заголовочных файлов

# gen\_tests.h

Содержит функции генерирующие описанные выше множества входных последовательностей.

* + 1. **func\_rbt.h**

Содержит функции реализации случайного дерева поиска, в том числе функции исследуемых алгоритмов add\_iter, add\_rec, delete\_iter и delete\_rec.

* + 1. **func\_graph.h**

Содержит функции генерирующие, на основе полученных экспериментальных значений, изображение зависимости количества сравнений от объема входных данных.

* 1. **Исследование алгоритмов вставки и удаления**
     1. **Получение экспериментальных значений**

Программа генерирует 4 различных теста и прогоняет на них алгоритмы, полученные экспериментальные значения, такие как количество сравнений, проделанных алгоритмом, и тики, характеризующие время работы алгоритма, записываются в таблицы, в текстовые файлы rbt\_rec.txt, rbt\_iter.txt, rbt\_worst\_iter.txt, rbt\_worst\_rec.txt.

* + 1. **Анализ экспериментальных значений.**

На основе 4х прогонов алгоритма генерируется изображение с точками, каждая точка соответствует объему прогнанных входных данных и количеству сравнений проделанных алгоритмом для данного значения. Каждому из 4х прогонов соответствует свой цвет.

* + 1. **Асимптотический анализ.**

Прогнав алгоритмы несколько раз для разных деревьев с большим объемом входных данных и получив изображение зависимости, можно сделать выводы о сложности алгоритма. Алгоритм прогнан через 4 дерева, по 1000 узлов в каждом. На рисунке отдельное дерево характеризуется отдельным цветом.
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Рисунок 3 – зависимость количества сравнений от объема входных данных алгоритма вставки в случайное дерево поиска

Проанализировав рис. 3, можно сделать вывод, что зависимость логарифмическая, отсюда сложность алгоритма вставки – O(log n).

![](data:image/png;base64,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)

Рисунок 4 – зависимость количества сравнений от объема входных данных алгоритма удаления из случайного дерева поиска

Проанализировав рис. 4, можно сделать вывод, что зависимость логарифмическая, отсюда сложность алгоритма удаления – O(log n).
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Рисунок 5 – экспериментальные значения прогона алгоритма вставки в худшем случае.

Как видно из рис. 5, зависимость количества сравнений от объема входных данных имеет линейный характер. Таким образом сложность алгоритма в худшем случае – O(n). Аналогичную сложность имеет алгоритм удаления в худшем случае.

* + 1. Сравнение с теоретическими значениями.

Как и ожидалось, полученные экспериментальным путем характеристики алгоритмов совпадают с теоретическими, полученными в пунктах **1.4.** и **1.5.**

**заключение**

# В итоге курсовой работы была эмпирически установлена сложность алгоритмов вставки и удаления в случайном дереве поиска в среднем случае – O(log n) и в худшем случае – O(n). Полученные зависимости соотносятся с теоретическими.

# Случайное дерево поиска – отличная структура данных, в тех случаях, когда нужно часто обращаться с операциями вставки или удаления, если же обращения к структуре происходят, преимущественно, с целью поиска ключей, можно воспользоваться более сбалансированными видами бинарных деревьев поиска.

# ПРИЛОЖЕНИЕ А

# ИСХОДНЫЙ КОД ГОЛОВНОЙ ФУНКЦИИ

# #include <stdlib.h>

# #include <stdio.h>

# #include <string.h>

# #include <time.h>

# #include <math.h>

# #include "gen\_tests.h"

# #include "func\_rbt.h"

# #include "func\_graph.h"

# void study\_adding(char\* fname,int count,void (\*add)(Rbt\*\*,int,int\*)){

# Rbt\* tree=NULL;

# int iter=0,time1,n=0,i;

# FILE\* ptr=fopen(fname,"w");

# if(ptr==NULL){printf("не удалось открыть файл\n"); return;}

# fputs("adding: \n",ptr);

# int compl[count];

# 

# int time=clock();

# int\* rbt=TestGenAdd(count);

# 

# fopen(res\_add,"w");

# remove(res\_add);

# for(i=0;i<4;i++){

# fprintf(ptr,TABLE\_HAT1);

# rbt=TestGenAdd(count);

# n=0;

# while(n<count){

# time1=clock();

# add(&tree,rbt[n],&iter);

# fprintf(ptr,TABLE2,n,rbt[n],iter,(int)clock()-time1);

# compl[n]=iter;

# iter=0;

# n++;

# 

# }

# fprintf(ptr,TABLE1);

# graph(compl,100,count,i,res\_add);

# free\_rbt(tree);

# tree=NULL;

# }

# }

# void study\_deleting(char\* fname,int count,void(\*delete)(Rbt\*\*,int,int\*),void (\*add)(Rbt\*\*,int,int\*)){

# int i,n,iter=0,time1;

# int\* rbt;

# int compl[count];

# FILE\* ptr=fopen(fname,"a+");

# if(ptr==NULL){printf("не удалось открыть файл\n"); return;}

# 

# Rbt\* tree=NULL;

# fopen(res\_del,"w");

# remove(res\_del);

# for(i=0;i<4;i++){

# n=0;

# rbt=TestGenAdd(count);

# while(n<count){

# add(&tree,rbt[n],&iter);

# iter=0;

# n++;

# 

# }

# TestGenDel(rbt,count);

# 

# n=0,iter=0;

# fprintf(ptr,TABLE\_HAT2);

# while(n<count){

# time1=clock();

# delete(&tree,rbt[n],&iter);

# compl[n]=iter;

# fprintf(ptr,TABLE2,n,rbt[n],iter,(int)clock()-time1);

# 

# iter=0;

# n++;

# }

# graph(compl,100,count,i,res\_del);

# fprintf(ptr,TABLE1);

# }

# }

# void study\_worst(char\* fname,void(\*delete)(Rbt\*\*,int,int\*),void (\*add)(Rbt\*\*,int,int\*)){

# int count,n,time1,iter=0;

# Rbt\* tree=NULL;

# FILE\* ptr=fopen(fname,"w");

# if(ptr==NULL){printf("не удалось открыть файл\n"); return ;}

# 

# printf("Введите кол-во узлов в худшем случае\n");

# scanf("%d",&count);

# int\* rbt=GenWorstAdd(count);

# n=0;

# 

# fprintf(ptr,TABLE\_HAT1);

# while(n<count){

# time1=clock();

# add(&tree,rbt[n],&iter);

# fprintf(ptr,TABLE2,n,rbt[n],iter,(int)clock()-time1);

# iter=0;

# n++;

# }

# fprintf(ptr,TABLE1);

# 

# fprintf(ptr,TABLE\_HAT2);

# n--;

# while(n>0){

# time1=clock();

# delete(&tree,rbt[n],&iter);

# fprintf(ptr,TABLE2,count-n-1,rbt[n],iter,(int)clock()-time1);

# iter=0;

# n--;

# }

# fprintf(ptr,TABLE1);

# fclose(ptr);

# }

# int main()

# {

# void (\*add) (Rbt\*\*,int,int\*);

# void (\*delete) (Rbt\*\*,int,int\*);

# char\* fname;

# char\* fname\_worst;

# printf("Исследовать итерационный тип реализации - 0\nРекурсивный - 1\n");

# int flag;

# scanf("%d",&flag);

# 

# if(flag==0){add=add\_iter; delete=delete\_iter;fname=f\_iter;fname\_worst=fworst\_iter;}

# if(flag==1){add=add\_rec; delete=delete\_rec;fname=f\_rec;fname\_worst=fworst\_rec;}

# if(flag!=0 && flag!=1)return 0;

# 

# 

# int count;

# printf("Введите кол-во узлов\n");

# scanf("%d",&count);

# 

# study\_adding(fname,count,add);

# 

# study\_deleting(fname,count,\*delete,add);

# 

# study\_worst(fname\_worst,\*delete,add);

# 

# return 0;

# }

**ПРИЛОЖЕНИЕ Б**

**ИСХОДНЫЙ КОД ФАЙЛА gen\_tests.c**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include <time.h>

#include "gen\_tests.h"

void swap(int\* a,int\* b){int c=\*a; \*a=\*b; \*b=c;}

int\* TestGenAdd(int count){

srand(clock());

int\* arr=(int\*)malloc(count\*sizeof(int));

int n=0,i=0,j=0;

int dup\_flag;

int rand\_val;

char fname[100];

FILE\* ptr=fopen("test\_rbt.txt","w");

if(ptr==NULL){printf("не удалось открыть файл\n"); return NULL;}

fputs("add:\n",ptr);

for ( i= 0; i<count; i++ ) {

for ( ; ; ) {

rand\_val= 1+rand()%count;

dup\_flag= 0;

for ( j= 0; j<i; j++ ) {

if ( rand\_val == arr[j] ) { dup\_flag= 1; break; }

}

if ( !dup\_flag ) { break; }

}

arr[i]= rand\_val;

fprintf(ptr,"%d ",rand\_val);

}

fputs("\n",ptr);

fclose(ptr);

return arr;

}

int\* GenWorstAdd(int count){

int\* arr=(int\*)malloc(sizeof(int)\*count);

int i=0;

for(i;i<count;i++)

arr[i]=i+1;

return arr;

}

void TestGenDel(int\* arr,int size){

int i;

FILE\* ptr=fopen("test\_rbt.txt","a+");

if(ptr==NULL){printf("не удалось открыть файл\n"); return;}

fputs("\ndel:\n",ptr);

srand(clock());

for(i=0;i<size;i++)

swap(&arr[i],&arr[rand()%size]);

for(i=0;i<size;i++)

fprintf(ptr,"%d ",arr[i]);

fputs("\n",ptr);

fclose(ptr);

return;

}

**ПРИЛОЖЕНИЕ В**

**ИСХОДНЫЙ КОД ФАЙЛА gen\_tests.h**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

void swap(int\* ,int\* );

int\* TestGenAdd(int );

void TestGenDel(int\* ,int );

int\* GenWorstAdd(int );

**ПРИЛОЖЕНИЕ Г**

**ИСХОДНЫЙ КОД ФАЙЛА gen\_graph.c**

**#include <stdio.h>**

**#include <stdlib.h>**

**#include <string.h>**

**#include "func\_graph.h"**

**void newPIC(BMPHEADER\* bmphd,INFOHEADER\* infohd,CLR\*\* arr,char\* fname){**

**FILE\* f=fopen(fname,"w");**

**size\_t pad = 0;**

**while(((infohd->w\*3+pad) % 4)!=0)**

**pad++;**

**fwrite(bmphd,sizeof(BMPHEADER),1,f);**

**fwrite(infohd,sizeof(INFOHEADER),1,f);**

**int i,j;**

**for(i=0;i< infohd->h;i++){**

**for(j=0;j< infohd->w;j++)**

**fwrite(&arr[i][j],sizeof(CLR),1,f);**

**if(pad!=0)**

**fseek(f,pad,SEEK\_CUR);**

**}**

**fclose(f);**

**return;**

**}**

**CLR\*\* initCLR(int w){**

**int i,j;**

**CLR\*\* clr=(CLR\*\*)malloc(100 \* sizeof(CLR\*));**

**for(i=0; i < 100; i++)**

**clr[i]=(CLR\*)malloc(w \* sizeof(CLR));**

**for(i=0;i< 100;i++)**

**for(j=0;j< w; j++){**

**clr[i][j].r=255;**

**clr[i][j].g=255;**

**clr[i][j].b=255;**

**}**

**return clr;**

**}**

**CLR\*\* crtCLRS(int\* arr,int h, int w){**

**CLR\*\* clr=initCLR(w);**

**int k,j,i=0;**

**for(i=0;i<w;i++){**

**clr[arr[i]][i].r=0;**

**clr[arr[i]][i].g=0;**

**clr[arr[i]][i].b=0;**

**}**

**return clr;**

**}**

**CLR\*\* getCLRS(FILE\* f, BMPHEADER\* bmphd, INFOHEADER\* infohd){**

**size\_t pad = 0;**

**while(((infohd->w\*3+pad) % 4)!=0)**

**pad++;**

**CLR\*\* arr=(CLR\*\*)malloc((infohd->h) \* sizeof(CLR\*));**

**int i=0;**

**for(i; i < infohd->h; i++)**

**arr[i]=(CLR\*)malloc((infohd->w) \* sizeof(CLR));**

**int k,j;**

**for(i=0;i< infohd->h;i++){**

**for(j=0;j< infohd->w; j++)**

**fread(&arr[i][j],sizeof(CLR),1,f);**

**if(pad!=0)**

**fseek(f,pad,SEEK\_CUR);**

**}**

**return arr;**

**}**

**void graph(int\* arr,int h,int w,int colour,char\* fname){**

**int i,j;**

**FILE\* f;**

**BMPHEADER\* bmphd=(BMPHEADER\*)malloc(sizeof(BMPHEADER));**

**INFOHEADER\* infohd=(INFOHEADER\*)malloc(sizeof(INFOHEADER));**

**if((f=fopen(fname,"rb"))==NULL){**

**CLR\*\* clr=crtCLRS(arr,h,w);**

**f=fopen(fname,"w");**

**bmphd->type=19778;**

**bmphd->size=h\*w\*3;**

**bmphd->reserved=0;**

**bmphd->offset=54;**

**infohd->size=40;**

**infohd->w=w;**

**infohd->h=h;**

**infohd->planes=1;**

**infohd->bits=24;**

**infohd->compression=0;**

**infohd->imsize=sizeof(BMPHEADER)+sizeof(INFOHEADER)+h\*w\*3;**

**infohd->xres=0;**

**infohd->yres=0;**

**infohd->nclrs=0;**

**infohd->importantclrs=0;**

**size\_t pad = 0;**

**while(((infohd->w\*3+pad) % 4)!=0)**

**pad++;**

**fwrite(bmphd,sizeof(BMPHEADER),1,f);**

**fwrite(infohd,sizeof(INFOHEADER),1,f);**

**for(i=0;i< infohd->h;i++){**

**for(j=0;j< infohd->w;j++)**

**fwrite(&clr[i][j],sizeof(CLR),1,f);**

**if(pad!=0)**

**fseek(f,pad,SEEK\_CUR);**

**}**

**}**

**else{**

**fread(bmphd,sizeof(BMPHEADER),1,f);**

**fread(infohd,sizeof(INFOHEADER),1,f);**

**CLR\*\* clr=getCLRS(f,bmphd,infohd);**

**for(i=0;i<infohd->w;i++){**

**switch (colour){**

**case 0:**

**clr[arr[i]][i].r=0;**

**clr[arr[i]][i].g=0;**

**clr[arr[i]][i].b=255;**

**break;**

**case 1:**

**clr[arr[i]][i].r=0;**

**clr[arr[i]][i].g=255;**

**clr[arr[i]][i].b=0;**

**break;**

**case 2:**

**clr[arr[i]][i].r=255;**

**clr[arr[i]][i].g=0;**

**clr[arr[i]][i].b=0;**

**break;**

**case 3:**

**clr[arr[i]][i].r=255;**

**clr[arr[i]][i].g=255;**

**clr[arr[i]][i].b=0;**

**break;**

**}**

**}**

**newPIC(bmphd,infohd,clr,fname);**

**}**

**fclose(f);**

**return;**

**}**

**ПРИЛОЖЕНИЕ Д**

**ИСХОДНЫЙ КОД ФАЙЛА gen\_graph.h**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#define res\_add "../result\_add.bmp"

#define res\_del "../result\_del.bmp"

#define res\_worst\_add "../result\_worst\_add.bmp"

#define res\_worst\_del "../result\_worst\_del.bmp"

#pragma pack(1)

typedef struct {

unsigned short type;

unsigned int size;

unsigned int reserved;

unsigned int offset;

} BMPHEADER;

typedef struct {

unsigned size;

int w,h;

unsigned short planes;

unsigned short bits;

unsigned int compression;

unsigned int imsize;

int xres,yres;

unsigned int nclrs;

unsigned int importantclrs;

} INFOHEADER;

#pragma pack(0)

typedef struct {

char b,g,r;

} CLR;

void newPIC(BMPHEADER\*,INFOHEADER\* ,CLR\*\*,char\*);

CLR\*\* getCLRS(FILE\* , BMPHEADER\* , INFOHEADER\* );

CLR\*\* initCLR(int );

CLR\*\* crtCLRS(int\* , int, int);

void graph(int\*,int,int,int ,char\*);

**ПРИЛОЖЕНИЕ Е**

**ИСХОДНЫЙ КОД ФАЙЛА func\_rbt.h**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include <time.h>

#include <math.h>

#define max(a,b) (((a) > (b)) ? (a) : (b))

#define TABLE\_HAT1 "adding\n========================================\n|| i || узел || iter || nsec ||\n========================================\n"

#define TABLE\_HAT2 "deleting\n========================================\n|| i || узел || iter || nsec ||\n========================================\n"

#define TABLE1 "========================================\n"

#define TABLE2 "||% 5d||% 5d || % 5d ||% 5d ||\n"

#define f\_rec "../rbt\_rec.txt"

#define f\_iter "../rbe\_iter.txt"

#define fworst\_rec "../rbt\_worst\_rec.txt"

#define fworst\_iter "../rbt\_worst\_iter.txt"

typedef struct node{

int key;

struct node\* left;

struct node\* right;

}Rbt;

void swap(int\* ,int\* );

void free\_rbt(Rbt\* );

int height(Rbt\* );

void add\_iter(Rbt\*\* , int ,int\*);

void add\_rec(Rbt\*\* ,int ,int\* );

void delete\_iter(Rbt\*\* ,int ,int\* );

void delete\_rec(Rbt\*\* , int ,int\* );

**ПРИЛОЖЕНИЕ Ж**

**ИСХОДНЫЙ КОД MAKEFILE**

all: main.o func\_graph.o func\_rbt.o gen\_tests.o

gcc main.o func\_graph.o func\_rbt.o gen\_tests.o -lm

main.o: main.c func\_graph.h gen\_tests.h func\_rbt.h

gcc -c main.c

func\_grapf.o: func\_graph.c

gcc -c func\_graph.c

func\_rbt.o: func\_rbt.c

gcc -c func\_rbt.c

gen\_tests.o: gen\_tests.c

gcc -c gen\_tests.c

clean:

rm main.o func\_rbt.o gen\_tests.o func\_graph.o