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# Experiment Description

## Aim of the Experiment

The aim of the experiment was to test if AVL trees really do balance nodes and whether they provide good performance regardless of the order in which data is inserted. The experiment was executed through the use of an array which, by default, stored the values of vaccination information in alphabetical order. The user inputs an integer that determines the randomization level which is then inserted into an AVL tree in that order. The experiment compares the level of randomization to the quality of performance, which is quantified by using the number of data comparisons for insertions and searching as indicators of performance.

## Outline of Classes Used

The main application of the experiment was the AVLExperiment class. To create this class, I utilized the Vaccine class which I made in Assignment 1. An instance of the Vaccine class is invoked for every line of data inputted, it then splits the line at the commas (“,”) and stores the country, date and vaccination information. Classes that were given such as BTQueueNode, BTQueue, BinaryTreeNode, BinaryTree, AVLTreeTest and AVLTree were all used and depended on by the AVLExperiment class.

## AVLExperiment

The AVLExperiment class begins by making an array of Vaccines which are originally inserted in alphabetical order. The data is read from the vaccination.txt file. The function Randomization takes an integer parameter ranging between 0 and 20 which the user inserts. This determines the level of randomization. The array is shuffled according to the level of randomization and then using iteration, is inserted into an AVL tree. More detail regarding the randomization algorithm will follow. The function randomizedFile outputs the results to a specified file and finds the worst, best and average case. The main method invokes the creation of an AVLExperiment object and allows the user to enter the randomization level. Finally, to get the results of the 20 levels of randomization, a counter-controlled for-loop was used which invoked both functions and printed each result to a file, leaving 20 files from which the results could be extracted from.

# Randomization of Data

Randomizing data can easily be performed using built-in functions however, for this experiment a user inputs an integer which determines the level of randomization. I created a range between 0 and 20 for which the user can input, 0 being complete alphabetical order and 20 being the most randomized. In total there are 9919 inputs of data which I then divided by 20 to get 495 which will be used to create the ranges. The number the user inputs multiplied by 495 will give the range for which data within will be randomized. For example, if the user enters 8, of the total 9919 items of data, data items within the range 0 to 3960 will be randomized and the rest will be in the original alphabetical order.

After the ranges were created, a method was needed to actually randomize the data. After doing research I found the Fisher-Yates shuffle array method and adapted it to the experiment’s specifications. This method consisted of starting from the last item in the array and swapping it with a random item with the array. This was the most effective randomization algorithm as it created unbiased random permutations as well as having a respectable linear time efficiency.

A Table Showing the Number of search and insert-related data comparisons at various levels of randomization

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Level Of Randomization | Number Of Search-Related Data Comparisons | | | Number Of Insert-Related Data Comparisons |
| Best Case | Average Case | Worst Case |
| 1 | 1 | 27 | 29 | 123276 |
| 2 | 1 | 19 | 31 | 126000 |
| 3 | 1 | 23 | 29 | 123078 |
| 4 | 1 | 21 | 29 | 123499 |
| 5 | 1 | 23 | 31 | 126552 |
| 6 | 1 | 23 | 31 | 126489 |
| 7 | 1 | 23 | 29 | 124109 |
| 8 | 1 | 25 | 31 | 125203 |
| 9 | 1 | 25 | 29 | 123746 |
| 10 | 1 | 23 | 31 | 124131 |
| 11 | 1 | 27 | 31 | 123684 |
| 12 | 1 | 29 | 31 | 126463 |
| 13 | 1 | 23 | 29 | 123889 |
| 14 | 1 | 25 | 29 | 123867 |
| 15 | 1 | 25 | 31 | 126272 |
| 16 | 1 | 27 | 29 | 123051 |
| 17 | 1 | 25 | 31 | 123185 |
| 18 | 1 | 23 | 31 | 122776 |
| 19 | 1 | 23 | 29 | 120705 |
| 20 | 1 | 27 | 29 | 119704 |

# Discussion on Results

Referring to the graph comparing the best, average and worst case for search-related data comparisons at various levels of randomization we are able to see a consistent trend across all levels of randomization. The line of best fit for the worst case is almost constant as it alternates between 29 and 31. For the average case, there is a higher degree of variation between the levels however, with the difference of only 10 between the upper and lower bounds, it still displays a very consistent trend which is illustrated via the line of best fit which is increasing slightly. The best case stays at 1 for all levels which is expected. Looking at the graph comparing the number of insert-related data comparisons at various levels we see a decreasing trend which makes sense as the data becomes less linear and more randomized. However, once again the changes are not drastic.

In conclusion, the consistent trends allude to the fact that AVL trees have the innate ability to balance nodes well irrespective of the order in which data is inserted. There are slight, almost negligible variations in performance which align with the idea that AVL trees produce good, consistent performance despite the order of data insertion.

# Creativity

Creativity was displayed in the main method where I created a system which automated the writing of the results to files, all the user enters is the generic file name and it will print all 20 files with the generic name plus the level of randomization next to it for convenience.
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