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# 第一章 点亮开发板

## 一、交叉编译工具链

### 1.1 下载交叉编译工具链

使用Linaro（<https://www.linaro.org/>）提供的arm-linux-gnueabi-hf-工具链，下载地址：

<https://releases.linaro.org/components/toolchain/binaries/>

这里使用的是7.4版本，由于宿主机使用的是64位Linux，所以，选用x86\_64的，具体下载链接如下：

<https://releases.linaro.org/components/toolchain/binaries/7.4-2019.02/arm-linux-gnueabihf/gcc-linaro-7.4.1-2019.02-x86_64_arm-linux-gnueabihf.tar.xz>

其他版本也可以自行尝试。

### 1.2 配置交叉编译工具到环境变量

#### 1、选择合适的地方放置下载的压缩包，并且解压

解压命令 tar –xvJf gcc-linaro-7.4.1-2019.02-x86\_64\_arm-linux-gnueabihf.tar.xz

#### 2、将交叉编译工具链的bin目录配置到宿主机的PATH环境变量

也就是这个目录gcc-linaro-7.4.1-2019.02-i686\_arm-linux-gnueabihf/bin

配置环境变量的位置有几个：

/etc/profile（这个是全局的，不建议使用）

/etc/rc.local（这个也是全局的，并且执行的更早，不建议使用）

~/.profile（这个是当前用户的，建议使用）

或者临时配置，直接执行：

export PATH=”/xxx/gcc-linaro-7…\_arm-linux-gnueabihf/bin:$PATH”

回车即可，但是每次重新登录终端，都要配置，不建议使用。

## 二、BootLoader选用U-boot

### 2.1 从官网下载u-boot源码

官网地址： <http://www.denx.de/> （可能需要科学上网）

建议到FTP站点上去下，并且选择2019.10（含）以前的版本，更新的版本不能直接支持OrangePi Zero的Linux内核启动，具体地址如下：

<ftp://ftp.denx.de/pub/u-boot/>

这里选择u-boot-2019.10.tar.bz2作为实验，选择一个地方，下载U-Boot源码：

wget 'ftp://ftp.denx.de/pub/u-boot/u-boot-201 9.10.tar.bz2'

解压：

tar -xvjf u-boot-2019.10.tar.bz2

### 2.2 编译U-Boot

直接编译：

make orangepi\_zero\_defconfig

make ARCH=arm CROSS\_COMPILE=arm-linux-gnueabihf- -j32 V=s

编译成功后，会在u-boot源码的根目录生成u-boot-sunxi-with-spl.bin文件

否则，请检查编译环境，此版本的源码本身没有问题，可以编译成功。

### 2.3 烧写U-Boot到TF卡并测试

#### 1、准备TF卡

超过256MB就好了。用读卡器把TF卡插入到Linux主机上，假设Linux读到的设备是/dev/sdb

#### 2、uboot刷到TF卡8192字节处

dd if=u-boot-sunxi-with-spl.bin of=/dev/sdb bs=1024 seek=8

得到类似以下结果即可插卡到开发板上测试了：

记录了441+1 的读入

记录了441+1 的写出

452024 bytes (452 kB, 441 KiB) copied, 0.361404 s, 1.3 MB/s

通过串口看开发板的输出，得到类似以下的结果，即说明U-Boot已经成功的运行了：

U-Boot SPL 2019.10 (Apr 07 2020 - 15:23:00 +0800)

DRAM: 512 MiB

Trying to boot from MMC1

U-Boot 2019.10 (Apr 07 2020 - 15:23:00 +0800) Allwinner Technology

CPU: Allwinner H3 (SUN8I 1680)

Model: Xunlong Orange Pi Zero

DRAM: 512 MiB

----- 略 -----

## 三、Linux内核

### 3.1 从官网下载Linux内核源码

官网地址：

<https://www.kernel.org/> （可能需要科学上网）

这里选择linux-5.6.2.tar.xz作为实验，选择一个地方，下载U-Boot源码：

wget 'https://cdn.kernel.org/pub/linux/kernel/v5.x/linux-5.6.2.tar.xz'

解压：

tar -xvJf linux-5.6.2.tar.xz

### 3.2 编译Linux内核

直接编译：

make ARCH=arm sunxi\_defconfig

make ARCH=arm CROSS\_COMPILE=arm-linux-gnueabihf- -j32 V=s

编译成功后，会生成两个目标文件：

zImage (arch/arm/boot/zImage)

sun8i-h2-plus-orangepi-zero.dtb (arch/arm/boot/dts/sun8i-h2-plus-orangepi-zero.dtb)

否则，请检查编译环境，此版本的源码本身没有问题，可以编译成功。

### 3.3测试Linux内核

#### 1、准备TF卡

保证TF卡的第一个分区为FAT文件系统，可以格式化，不影响之前刷写的U-Boot。

然后将编译出来的两个文件（zImage和sun8i-h2-plus-orangepi-zero.dtb）复制到TF卡的第一个FAT分区中。

将TF卡插入开发板，接串口，上电，等待箭头符号出现（就是这个 =>）。

#### 2、启动Linux内核

以下操作均属于操作U-Boot，暂时使用手动操作，后续章节搞自动启动。

1. 设置启动参数：

setenv bootargs 'console=ttyS0,115200n8 earlyprintk'

1. 从TF卡的第一个FAT分区读入zImage到内存的0x46000000地址处

fatload mmc 0 0x46000000 zImage

输出类似以下内容则表示读取成功，否则请检查TF卡分区的文件系统，必须是FAT，其他格式（如exFAT）不可以，如果TF卡太大，格式化的时候没有FAT选项，可以进行分区，分出来一个比较小的区（8MB左右），然后进行格式化处理即可。

4364560 bytes read in 406 ms (10.3 MiB/s)

1. 从TF卡的第一个FAT分区读入设备树到内存的0x49000000地址处，

此地址根据zImage的大小进行推算，保证设备树与内核代码不会重合，并且不要偏移太多，以免超出内存范围。

fatload mmc 0 0x49000000 sun8i-h2-plus-orangepi-zero.dtb

输出类似以下内容则表示读取成功，否则请检查TF卡分区的文件系统。

21734 bytes read in 4 ms (5.2 MiB/s)

1. 启动Linux内核，第一个地址为zImage起始地址，第二个为设备树起始地址

bootz 0x46000000 - 0x49000000

输出类似以下内容则表示Linux内核已启动

## Flattened Device Tree blob at 49000000

Booting using the fdt blob at 0x49000000

EHCI failed to shut down host controller.

Loading Device Tree to 49ff7000, end 49fff4e5 ... OK

Starting kernel ...

[ 0.000000] Booting Linux on physical CPU 0x0

[ 0.000000] Linux version 5.6.2

----- 略 -----

## 四、根文件系统选用Busybox制作

### 4.1 从官网下载Busybox源码

官网地址：

<https://busybox.net/>

这里选择busybox-1.31.1.tar.bz2作为实验，选择一个地方，下载U-Boot源码：

wget 'https://busybox.net/downloads/busybox-1.31.1.tar.bz2'

解压：

tar -xvjf busybox-1.31.1.tar.bz2

### 4.2 编译Busybox

#### 1、配置Busybox

执行命令：

make menuconfig

#### 2、设置静态编译、交叉编译工具链名称、安装路径

下面是具体配置位置，更早的版本可能没有Settings这一层。

Settings --->

[\*] Build static binary (no shared libs)

(arm-linux-gnueabihf-) Cross compiler prefix

(./\_install) Destination path for 'make install' (NEW)

#### 3、编译并安装Busybox

A、执行编译命令：

make –j32

make install

编译成功后，会在Busybox源码根目录生成名为 \_install的文件夹，并且 \_install/bin/中有busybox可执行文件，以及其他很多指向busybox的软连接。

若没有，则检查编译环境，此版本代码经过验证没有问题。

B、给TF卡分区：

确保TF卡第一个分区为FAT文件系统，并且容量可以存下Linux内核和设备树；

TF卡第二个分区为ext4文件系统；

分区工具可以使用Linux下的fdisk命令。

C、部署跟文件系统：

将编译好的内容（\_install文件夹中的内容）复制到TF卡的ext4分区中即可。

#### 4、启动测试跟文件系统

A、将TF卡插入开发板，接串口，上电；

B、按照“启动Linux内核”的步骤进行操作，但是需要将设置启动参数改为：

setenv bootargs 'console=ttyS0,115200n8 earlyprintk root=/dev/mmcblk0p2 rootwait

C、操作之后，串口显示类似以下信息，说明启动成功：

[ 1.754985] EXT4-fs (mmcblk0p2): mounted filesystem with ordered data mode. Opts: (null)

[ 1.763172] VFS: Mounted root (ext4 filesystem) readonly on device 179:2.

[ 1.773492] devtmpfs: error mounting -2

[ 1.778433] Freeing unused kernel memory: 1024K

[ 1.783174] Run /sbin/init as init process

[ 1.790196] mmc1: new high speed SDIO card at address 0001

can't run '/etc/init.d/rcS': No such file or directory

can't open /dev/tty2: No such file or directory

can't open /dev/tty3: No such file or directory

can't open /dev/tty4: No such file or directory

can't open /dev/tty2: No such file or directory

# 第二章 让系统自动启动

## 一、固化U-Boot启动参数

### 1.1 配置启动参数与启动命令

在U-Boot源码根目录执行命令（进入配置菜单）：

make orangepi\_zero\_defconfig

make ARCH=arm menuconfig

以下操作都在此菜单内完成。

#### 1、配置启动参数（bootargs）：

[\*] Enable boot arguments

() Boot arguments

在() Boot arguments中填入：

console=ttyS0,115200n8 earlyprintk root=/dev/mmcblk0p2 rootwait panic=10 no\_console\_suspend quiet

注释：

* console=ttyS0,115200n8

设置控制台参数，使用串口0（ttyS0）作为控制台，波特率115200，8个数据位，1个停止位

* earlyprintk

允许Linux内核在启动初期就输出打印信息（不是启动必须的，但有助于调试）

* root=/dev/mmcblk0p2

设置根文件系统的位置，在mmc0（TF卡）的第2个分区（数字从1开始）。起初TF卡分两个区，第一个分区为FAT，放置内核跟设备树，第二个分区就是根文件系统的分区

* rootwait

等待根文件系统所在的设备初始化完成后再挂载根文件系统。若不使用此参数，当TF卡还没初始化完成，就去挂载根文件系统，则会报错

* panic=10

当出现kernel panic，等待10秒后自动重启系统（不是启动必须的）

* no\_console\_suspend

加此选项后，当系统进入休眠时，控制台依然会输出信息（不是启动必须的，调试低功耗时使用）

* quiet

减少启动时的打印信息，有助于加速启动（不是启动必须的）

备注：

详细的U-Boot操作文档请点击

<http://www.denx.de/wiki/DULG/Manual>

#### 2、配置启动命令（bootcmd）

[\*] Enable a default value for bootcmd

(run distro\_bootcmd) bootcmd value

将括号中的run distro\_bootcmd修改为下面内容（实际输入时不要换行，下面前两条末尾有分号，最后一条不需要加分号）：

fatload mmc 0 0x40000000 zImage;

fatload mmc 0 0x45000000 sun8i-h2-plus-orangepi-zero.dtb;

bootz 0x40000000 - 0x45000000

注释：

* fatload mmc 0 0x40000000 zImage;

从FAT分区装载装载源设备为mmc第0个分区装到内存的这个地址处被装载的文件名

连起来解释为：从mmc（TF卡）的第0个FAT分区读取zImage文件，并从内存的0x40000000地址处开始放置此文件的内容，最后的分号表示本条指令结束，与下一条指令分开

* fatload mmc 0 0x45000000 sun8i-h2-plus-orangepi-zero.dtb;

意思同上，上条命令为加载Linux内核，本条命令加载设备树

* bootz 0x40000000 - 0x45000000

启动 内核地址 分隔符 设备树地址

本条命令会设置CPU的PC指针，完成跳转动作，执行后，会启动内核。

备注：

1. fatload命令仅用于FAT文件系统，其他文件系统请参考官方文档：<http://www.denx.de/wiki/DULG/Manual>
2. mmc指的是TF卡、SD卡、eMMC等存储器，与NandFlash、NorFlash使用的命令不同
3. 内存地址的来历：

* 根据Allwinner\_H3\_Datasheet\_V1.0.pdf中的85页靠下的位置可知，该SOC的内存地址是从0x40000000开始的，如截图所示：

![](data:image/png;base64,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)

* 根据orange\_pi-zero-v1\_11.pdf中的第5页上方位置可知，开发板上只有一块内存芯片，内存芯片的片选信号（CS#）接在主控的SCS0引脚上，内存芯片的CS1#引脚接在主控的SCS0引脚上。并且地址线没有空位，可知RAM的地址没有偏移，直接从主控规定的RAM起始地址开始。又因为此内存芯片为512MB，则此开发板的RAM地址空间范围是0x40000000 ~ 0x60000000
* 根据U-Boot的配置菜单（menuconfig）中

Boot images --->

(0x4a000000) Text Base

可知，U-Boot的运行地址是从0x4a000000开始的，大约450KB，所以，内核地址、设备树地址只要在开发板的RAM空间内，并且与U-Boot所在的空间不重合即可。

1. 开发板启动顺序：

由Allwinner\_H3\_Datasheet\_V1.0.pdf中的56、86页可知，主控芯片上电后执行芯片内部BootROM中的启动程序，然后启动程序去TF卡中执行U-Boot开头一部分代码，随后，U-Boot开头的一段代码将U-Boot自身完整的代码搬运到RAM中的0x4a000000位置继续执行。接着根据Bootcmd命令与Bootargs内容去TF卡中加载并执行Linux内核。

### 1.2 烧写TF卡并测试

烧写TF卡的方法同第一章，给开发板上电时，不要手动输入任何内容，观察串口输出即可。

当串口输出类似以下内容则代表成功：

Hit any key to stop autoboot: 0

4364560 bytes read in 196 ms (21.2 MiB/s)

21734 bytes read in 3 ms (6.9 MiB/s)

## Flattened Device Tree blob at 45000000

Booting using the fdt blob at 0x45000000

EHCI failed to shut down host controller.

Loading Device Tree to 49ff7000, end 49fff4e5 ... OK

Starting kernel ...

[ 0.001377] /cpus/cpu@0 missing clock-frequency property

[ 0.001401] /cpus/cpu@1 missing clock-frequency property

[ 0.001417] /cpus/cpu@2 missing clock-frequency property

[ 0.001432] /cpus/cpu@3 missing clock-frequency property

## 二、优化U-Boot启动速度

### 2.1 关闭U-Boot的USB支持

执行命令make ARCH=arm menuconfig

找到以下路径：

Device Drivers --->

-\*- USB support --->

去掉该路径内的所有选项。

### 2.2 去掉自动启动前的等待

执行命令make ARCH=arm menuconfig

找到：(2) delay in seconds before automatically booting

将括号内的2改为0

## 三、完善根文件系统的基本内容

### 3.1 创建必要的以及常用的文件夹

以编译好的Busybox中的\_install为基础，创建这些文件夹：

bin boot dev etc lib linuxrc mnt proc root run sbin share sys tmp usr var

在etc中创建init.d文件夹

### 3.2 创建/etc/inittab文件

内容如下：

# /etc/inittab

::sysinit:/etc/init.d/rcS

ttyS0::sysinit:/bin/ash

::ctrlaltdel:/sbin/reboot

::shutdown:/bin/umount -a -r

注：此文件用来控制文件系统挂载后，系统的一些动作，例如，第一个执行的脚本为rcS、终端默认使用ttyS0、关机命令发出时执行umount -a –r等

### 3.3 创建/etc/fstab文件

内容如下：

# device mount-point type options dump fsck order

proc /proc proc defaults 0 0

tmpfs /tmp tmpfs defaults 0 0

sysfs /sys sysfs defaults 0 0

debugfs /sys/kernel/debug debugfs defaults 0 0

注：此文件用来指导文件系统的挂载动作

### 3.4 创建/etc/init.d/rcS文件

内容如下：

#! /bin/sh

mount -a

mount -o remount,rw /

mount /dev/mmcblk0p1 /boot

dmesg -n 1

注：此文件为挂载文件系统完成后第一个被执行的脚本，必须有x权限

## 四、制作镜像

### 4.1 制作固定大小的镜像

* 创建一个128MB空文件：OrangePiZero.img

dd if=/dev/zero of= OrangePiZero.img bs=1M count=128

* 将空文件看做磁盘，进行分区，一个8MB的FAT分区，剩下的是EXT4分区

echo 'n\np\n1\n2048\n18432\nt\nb\nn\np\n2\n18433\n\nw\n' |fdisk OrangePiZero.img

* 将镜像文件映射到系统的loop设备上，大约需要等待100ms左右

sudo kpartx -av OrangePiZero.img

* 分别格式化2个分区

sudo mkfs.vfat /dev/mapper/loop0p1

sudo mkfs.ext4 /dev/mapper/loop0p2

* 分别设置两个分区的卷标（非必须，卷名随意起）

sudo dosfslabel /dev/mapper/loop0p1 "BOOT"

sudo e2label /dev/mapper/loop0p2 "Linux"

* 在系统上创建临时挂载点（位置和名称随意），用于挂载镜像的两个分区

sudo mkdir -p /mnt/BOOT

sudo mkdir -p /mnt/Linux

* 分别挂载两个分区

sudo mount -o loop -t vfat /dev/mapper/loop0p1 /mnt/BOOT

sudo mount -o loop -t ext4 /dev/mapper/loop0p2 /mnt/Linux

* 将准备好的文件放入对应的分区：zImage和dtb放到FAT分区，根文件系统放到EXT4分区

sudo cp -v zImage sun8i-h2-plus-orangepi-zero.dtb /mnt/BOOT

sudo cp -v -r rootfs/\* /mnt/Linux/

sync # 同步一下磁盘，保证物理写入

* 卸载分区

sudo umount -l /mnt/BOOT

sudo umount -l /mnt/Linux

* 删除临时挂载点

sudo rm -rf /mnt/BOOT

sudo rm -rf /mnt/Linux

* 将U-Boot写入镜像文件

sudo dd if=u-boot-sunxi-with-spl.bin of=/dev/loop0 bs=1024 seek=8

* 取消镜像文件在系统上映射的loop设备

sudo kpartx -d OrangePiZero.img

### 4.2 写入TF卡测试镜像

先使用umount卸载已挂载的TF卡分区，假设TF卡是sdb

sudo dd if=OrangePiZero.img of=/dev/sdb bs=4M

执行完上面命令后，即可测试是否成功。

### 4.3 整理制作镜像的命令为脚本文件

#! /bin/sh

IMG\_NAME="OrangePiZero.img"

# Create a new disk image: 128MB

dd if=/dev/zero of=$IMG\_NAME bs=1M count=128

# Partition the image, part1: 8MB@FAT32, part2:@EXT4

echo 'n\np\n1\n2048\n18432\nt\nb\nn\np\n2\n18433\n\nw\n' |fdisk $IMG\_NAME > /dev/null

fdisk -l $IMG\_NAME |tail -n 3

# Mapping the image to host system

sudo kpartx -av $IMG\_NAME

[ $? -ne 0 ] && echo "Please use right root password." && exit 1

sleep 0.1s

# Format the partion: part1@FAT32

sudo mkfs.vfat /dev/mapper/loop0p1

# Format the partion: part2@EXT4

sudo mkfs.ext4 /dev/mapper/loop0p2

sleep 0.1s

# Change the label of partion: part1@BOOT

sudo dosfslabel /dev/mapper/loop0p1 "BOOT"

# Change the label of partion: part2@Linux

sudo e2label /dev/mapper/loop0p2 "Linux"

# Create mountpoints

sudo mkdir -p /mnt/BOOT

sudo mkdir -p /mnt/Linux

# Mount partions

sudo mount -o loop -t vfat /dev/mapper/loop0p1 /mnt/BOOT

sudo mount -o loop -t ext4 /dev/mapper/loop0p2 /mnt/Linux

# Copy files to image partions

sudo cp -v zImage sun8i-h2-plus-orangepi-zero.dtb /mnt/BOOT

sudo cp -v -r rootfs/\* /mnt/Linux/

sync

# Unmount partions

sudo umount -l /mnt/BOOT

sudo umount -l /mnt/Linux

# Delete mountpoints

sudo rm -rf /mnt/BOOT

sudo rm -rf /mnt/Linux

# Install u-boot to image

sudo dd if=u-boot-sunxi-with-spl.bin of=/dev/loop0 bs=1024 seek=8

# Unmap the image from host system

sudo kpartx -d $IMG\_NAME

[ $? -ne 0 ] && echo "Please use right root password." && exit 1

## 五、调整根分区大小填充整个TF卡

### 5.1 使用fdisk命令修改根分区大小

#### 1、查看当前TF卡分区情况

# fdisk –l

Disk /dev/mmcblk0: 125 GB, 134217728000 bytes, 262144000 sectors

4096000 cylinders, 4 heads, 16 sectors/track

Units: sectors of 1 \* 512 = 512 bytes

Device Boot StartCHS EndCHS StartLBA EndLBA Sectors Size Id Type

/dev/mmcblk0p1 0,32,33 1,37,37 2048 18432 16385 8192K b Win95 FAT32

/dev/mmcblk0p2 1,37,38 16,81,1 18433 262143 243711 118M 83 Linux

由上述输出可以看出，第二个分区只有118MB，TF卡总大小为125GB。只需要将第二个分区的范围默认为TF卡剩余的空间即可。记住第二个分区的StartLBA为18433即可。

#### 2、重新分区

# fdisk /dev/mmcblk0

依次输入下列命令：

d<回车>

2<回车>

n<回车>

p<回车>

2<回车>

18433<回车>

<回车>

w<回车>

注：18433后面是两个回车

命令执行完毕后，再使用fdisk –l命令查看分区情况：

Disk /dev/mmcblk0: 125 GB, 134217728000 bytes, 262144000 sectors

4096000 cylinders, 4 heads, 16 sectors/track

Units: sectors of 1 \* 512 = 512 bytes

Device Boot StartCHS EndCHS StartLBA EndLBA Sectors Size Id Type

/dev/mmcblk0p1 0,32,33 1,37,37 2048 18432 16385 8192K b Win95 FAT32

/dev/mmcblk0p2 288,0,2 1023,3,16 18433 262143999 262125567 124G 83 Linux

#### 3、重新读入分区表

使用fdisk分区后，并不能直接生效，需要**重启**系统**后**使用resize2fs命令才能生效。

# resize2fs /dev/mmcblk0p2

但是，Busybox内没有resize2fs命令需要移植。

* 移植resize2fs命令所在的e2fsprogs工具包，在kernel.org网站上有源码：

<https://mirrors.edge.kernel.org/pub/linux/kernel/people/tytso/e2fsprogs/>

这里使用新版本1.45.6：

<https://mirrors.edge.kernel.org/pub/linux/kernel/people/tytso/e2fsprogs/v1.45.6/e2fsprogs-1.45.6.tar.xz>

* 下载并解压，然后进入文件夹进行配置：

./configure --prefix=${PWD}/\_install --host=arm-linux-gnueabihf

make –j32

make install

* 将生成的\_install/sbin/resize2fs复制到镜像中根文件系统/sbin即可

### 5.2 使用脚本自动调整分区大小

#### 1、编写脚本resize.sh放在镜像根文件系统/root/位置

此脚本完成fdisk分区操作，部署下次开机启动命令，完成重启工作。

#! /bin/sh

cat << EOF > /tmp/partargs.txt

d

2

n

p

2

18433

w

EOF

#echo 'd\n2\nn\np\n2\n18433\n\nw\n' |fdisk /dev/mmcblk0 > /dev/null

fdisk /dev/mmcblk0 < /tmp/partargs.txt

sed -i '/#Remove this line/d' /etc/init.d/rcS

sync

echo "resize2fs /dev/mmcblk0p2 #Remove this line" >> /etc/init.d/rcS

echo "rm $0 #Remove this line" >> /etc/init.d/rcS

echo "sed -i '/#Remove this line/d' /etc/init.d/rcS" >> /etc/init.d/rcS

sync

reboot -f

#### 2、修改/etc/init.d/rcS文件

在末尾加入

/root/resize.sh #Remove this line

rm /root/resize.sh #Remove this line