二叉树实现（数组和链表）

**树**

是一种数据结构，树的一些相关的术语：

结点的度：一个结点的后继结点的个数。

树的度：树中度值最大的结点的度被称为树的度。

树的深度：树的层次数。

分支结点：度值大于0的结点，分支结点至少含有一个后继，分支结点也称为非终端结点。

叶子结点：树中的度值为0的结点。

双亲结点：树中某个结点的前驱结点，也成为父节点。

子女结点：树中某结点的后继结点。

兄弟结点：树中同一层的结点。

**二叉树**

（1）二叉树是一种特殊的树，树的度值最大为2.

（2）二叉树的表示：

           A

         /      \

       B        C

      /     \     /   \

     D   E   F   G

二元表示：

Binary-tree = (D, S)

D={A, B, C, D, E, F, G}

S={<A,B>, <A,C>, <B,D>, <B,E>, <C,F>, <C,G>}

**3.二叉树的特点**

（1）任何一棵二叉树的叶子结点总比双分支结点个数多一个。

分别设叶子结点，单分子结点，双分子结点的个数为：n0, n1, n2，则有：

n0+n1+n2 = 2n2+n1+1 ==>  n0 = n2+1

2n2+n1+1：n2结点每个节点有两个叶子节点，n1结点每个结点有一个叶子结点，+1的原因是根结点不属于任何一个结点的子节点，所以根结点需要单独加上。

（2）二叉树的第i层最多有2^(i-1)个元素。

（3）一棵h层的二叉树最多有2^h - 1个元素。

**4.满二叉树**：h层的二叉树共有2^h - 1个元素。

**完全二叉树**：h层的二叉树若前h-1层是满的，最后一层是连续缺失右边的若干个结点。

用数组实现二叉树，父亲节点和孩子节点下标分二种情况,.

如果根节点下标从1开始存储，则编号为i的结点的主要关系为：  
双亲：下取整 （i/2）  
左孩子：2i  
右孩子：2i+1  
  
如果根节点下标从0开始存储，则编号为i的结点的主要关系为：  
双亲：下取整 （(i-1)/2）  
左孩子：2i+1  
右孩子：2i+2

二叉树存储的实现：

（1）顺序存储：将二叉树存储在内存中一块连续的存储单元中，数组的元素个数取决于二叉树的层数。

（2）将二叉树的每个结点的编号作为该结点在数组中的存储下标。

（3）将根节点存放在下标为1的单元里。

（4）若下标为i的单元存在左子女，则左子女的下标为2i，若存在右子女，右子女的下标为2i+1。

6.中根查找顺序

对于一个给定的二叉树，如果要对其进行遍历可以有前序遍历、中序遍历、后序遍历基本的三种遍历方式，这三种遍历方式都是相对于根而言的。比如中序遍历，就是先访问左子树，再访问根，最后访问右子树，意思就是根的访问顺序在中间。

对于一棵给定的二叉树：
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中序遍历的顺序为：10, 42, 45, 55, 58, 63, 67, 70, 83, 90, 98。

从这个遍历顺序可以看出正好是一个从小到大的排过序的顺序，这是在构建二叉树的时候就可以做到的，在构建二叉树的时候，选择好根节点，比根节点小的数放到根节点的左子树，比根节点大的数放到根节点的右子树即可。

例如给出一个序列：63, 42, 45, 67, 70。

访问到63，将其作为根节点，访问到42<63则作为63的左子树，访问到45<63放到63的左子树上，而45>42所以放到42的右子树上，访问到67>63，则将67作为63的右子树，访问到70>63应该放在63的右子树上，而进一步有70>67，则70应该作为67的右子树，所以可以得到下面的二叉树：

                        63

                      /    \

                    42      67

                      \       \

                       45      70

7.二叉树的链式存储

结点类型：left域、data域、right域

left域：用来存放左子女的地址，若不存在左子女，left域为空。

data域：用来存放该结点的数据。

right域：用来存放右子女的地址，若不存在右子女，right域为空。

8.二叉搜索树

若树中左子女的值都小于根节点的值，右子女的值都大于根节点的值，这样的二叉树叫做二叉搜索树。

9.二叉树的数组实现方式

分析：首先给定一个二叉树之后，就可以知道该二叉树的层次数h，然后创建一个2^h = 2^h - 1 + 1个元素的数组，加1的目的是因为数组的0下标是不用的，根节点存放在下标为1的单元中。所有数组中没有用到的单元，均赋值为二叉树中数值域不包含的值，这样在遍历的时候就可以将这个值作为判断的依据。

#**include** <stdio.h>

**void** **create\_btree**(**int** list[], **int** bt[], **int** n) /\*n表示list数组中元素的个数\*/{

**int** i, order;

bt[1] = list[0];

**for**(i = 1; i < n; i++)

{

order = 1; /\*每次进来从根结点开始比较\*/

**while**(bt[order] != 0)

{

**if**(list[i] < bt[order])

order \*= 2;

**else**

order = order\*2 + 1;

}

bt[order] = list[i];

}

}

**int** **main**(){

**int** list[7] = {30, 18, 16, 25, 34, 7, 31};

**int** bt[16] = {0};

**int** i;

create\_btree(list, bt, 7);

**for**(i = 0; i < 16; i++) /\*按层输出\*/

**if**(bt[i] != 0)

printf("%4d", bt[i]);

printf("\n");

**return** 0;

}

程序的输出结果：

![IMG_257](data:image/jpeg;base64,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)

二叉树的链表实现：

#**include** <stdio.h>#**include** <malloc.h>

#**define** NULL 0

**typedef** **struct** tree

{

**int** data;

**struct** tree \*left, \*right;

}ElemBT;

**void** **create\_btree**(ElemBT \*root, **int** list[], **int** n) /\*n表示list数组中元素的个数\*/{

**int** i;

ElemBT \*current, \*parent, \*p;

**for**(i = 1; i < n; i++)

{

p = (ElemBT \*)malloc(**sizeof**(ElemBT));

p->left = p->right = NULL;

p->data = list[i];

current = root;

**while**(current != NULL)

{

parent = current;

**if**(current->data > p->data)

current = current->left;

**else**

current = current->right;

}

**if**(parent->data > p->data)

parent->left = p;

**else**

parent->right = p;

}

}

**int** **main**(){

**int** list[7] = {30, 18, 16, 25, 34, 7, 31};

ElemBT \*root;

root = (ElemBT \*)malloc(**sizeof**(ElemBT));

root->data = list[0];

root->left = root->right = NULL;

create\_btree(root, list, 7);

**return** 0;

递归建二叉树

1. **struct** binary\_tree\_node
2. {
3. **int** data;
4. binary\_tree\_node\* left\_child;
5. binary\_tree\_node\* right\_child;
6. };
8. **void** create\_tree(binary\_tree\_node\* &tree, **int** a[], **int** len, **int** index)
9. {
10. **if** (index >= len)
11. **return**;
12. tree = **new** binary\_tree\_node;
13. tree->data = a[index];
14. tree->left\_child = NULL;
15. tree->right\_child = NULL;
16. create\_tree(tree->left\_child, a, len, 2 \* index + 1);
17. create\_tree(tree->right\_child, a, len, 2 \* index + 2);
18. }
20. **void** Print(binary\_tree\_node\* p)
21. {
22. **if** (NULL == p)
23. **return**;
24. cout << p->data;
25. Print(p->left\_child);
26. Print(p->right\_child);
27. }
29. **int** main()
30. {
31. **int** p[7] = { 0, 1, 2, 3, 4, 5, 6 };
32. binary\_tree\_node\*tree;
33. create\_tree(tree, p, 7, 0);
34. Print(tree);
35. **return** 0;
36. }