**单链表的部分反转**

问题：

         给出一个单链表（不带头节点）和一个数K，请翻转此单链表？

例如：1->2->3->4->5       k = 0;   翻转过后：1->2->3->4->5

          1->2->3->4->5       K = 2;   翻转过后：2->1->4->3->5

          1->2->3->4->5       K = 10; 翻转过后：5->4->3->2->1

        在讨论链表的‘部分’翻转问题之前，先回顾一下链表的逆置问题，如何将一个链表进行逆置？我们以前采用的方式是‘摘节点头插’的方法。假设右链表1->2->3->4->5，新建一个节点指针newHead=NULL，用cur指针指向链表的头节点，将摘下的节点用tmp进行保存，然后将tmp和newHead进行连接，将newHead指向tmp的位置上，如此循环直到cur为NULL结束。

■下面是‘摘节点头插’的简单图示：
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1. //链表节点的结构
2. **struct** Node
3. {
4. **int** data;
5. Node\* \_next;
6. };
8. **void** Reverse(Node\* list)
9. {
10. **if** (list == NULL)
11. {
12. **return**;
13. }
14. Node\* cur = list;
15. Node\* newHead = NULL;
16. **while** (cur)
17. {
18. Node\* tmp = cur;
19. cur = cur->\_next;
20. tmp->\_next = newHead;
21. newHead = tmp;
22. }
23. }

通过上面的解释，读者应该对链表的逆置应该不会陌生了，下面就还看一下链表的‘部分’翻转的问题：

        链表的‘部分’翻转，它和链表的逆置还是不一样的，对于给定的K，其实就是没此逆置K个节点，然后连接上后面翻转过后的K个节点，若最后剩余的不足K个节点，同样也对其进行翻转，然后进行连接。所以我们可以借助一下‘摘节点头插’的方式，分部分进行‘摘节点头插’。

        假设1->2->3->4->5,k = 2; 即就是将1和2进行翻转，3和4进行翻转，5进行翻转，然后将1和2翻转后的结果与3和4翻转后的结果和5翻转后的结果进行连接，得到2->1->4->3->5.

        在完成代码之前，**先考虑链表若为空的情况，针对这个问题，如果k =0/1时的情况，k若大于链表节点的总个数又是什么情况？**当链表为空时，可以直接返回，或者k=0/1时，就不需要对其进行翻转，也可以直接进行返回。若K大于链表节点的总个数，即就是相当于对链表进行逆置。

        在完成链表‘部分’的翻转，需要sectionHead（指向‘部分’的头节点）、sectionTail（指向‘部分’的尾节点）、cur（指向整个链表）、newHead（指向翻转完成的链表头节点）、prevsectionTail（指向这一部分之前部分的尾节点）、tmp（用来做中间保存节点的指针）这几个节点指针，sectionNum用来标识翻转的是第几部分。下面是‘部分’翻转的简单图示：

[![无标题.png](data:image/png;base64,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)](http://s4.51cto.com/wyfs02/M00/80/87/wKiom1dDxTWTny68AAAksTjP87k777.png" \t "http://blog.csdn.net/ttyue_123/article/details/_blank)

■下面是‘部分’翻转的实现代码：

1. Node\* RolloverList(Node\* list, **int** k)
2. {
3. **if** (k <= 1 || list == NULL)
4. {
5. **return** list;
6. }
8. Node\* cur = list;      //指向链表的头节点
9. Node\* newHead = NULL;      //指向逆置后的链表
10. Node\* sectionHead = NULL;     //指向需要逆置部分的头节点
11. Node\* sectionTail = NULL;      //指向需要逆置部分的尾节点
12. Node\* prevsectionTail = NULL;    //指向前部分尾节点的指针
13. **int** sectionNum = 0;   //用来标记链表翻转到第几部分
15. **while** (cur)
16. {
17. **int** count = k;     //记录部分逆置的节点数
18. prevsectionTail = sectionTail;
19. sectionTail = cur;
21. **while** (count-- && cur != NULL)     //使用的方法还是摘节点头插(进行部分逆置)
22. {
23. Node\* tmp = cur;
24. cur = cur->\_next;
25. tmp->\_next = sectionHead;     //sectionHead相当于链表逆置中的newHead（先将部分进行逆置）
26. sectionHead = tmp;
27. }
29. ++sectionNum;   //统计逆置了几部分
30. //如果sectionNum为1时，逆置的部分为第一部分，就应该确定逆置后的链表的头节点
31. **if** (sectionNum == 1)
32. {
33. newHead = sectionHead;
34. }
35. **else**    //证明逆置的为链表后面的部分，需要将后面的部分和前面的部分进行连接起来
36. {
37. prevsectionTail->\_next = sectionHead;
38. }
39. }
41. //出循环cur == NULL
42. sectionTail->\_next = NULL;
43. **return** newHead;
44. }

题目：反转链表从m-n位置的结点

For example:  
Given1->2->3->4->5->NULL, m = 2 and n = 4,

return1->4->3->2->5->NULL.

从第二到第四的结点被反转了。

其中m和n满足条件：  
1 ≤ m ≤ n ≤ length of list.

对于链表的问题，根据以往的经验一般都是要建一个dummy node，连上原链表的头结点，这样的话就算头结点变动了，我们还可以通过dummy->next来获得新链表的头结点。这道题的要求是只通过一次遍历完成，就拿题目中的例子来说，变换的是2,3,4这三个点，那么我们可以先取出2，用front指针指向2，然后当取出3的时候，我们把3加到2的前面，把front指针前移到3，依次类推，到4后停止，这样我们得到一个新链表4->3->2, front指针指向4。对于原链表连说，有两个点的位置很重要，需要用指针记录下来，分别是1和5，因为当2,3,4被取走时，原链表就变成了1->5->NULL，要把新链表插入的时候需要这两个点的位置。1的位置很好找，因为知道m的值，我们用pre指针记录1的位置，5的位置最后才能记录，当4结点被取走后，5的位置需要记下来，这样我们就可以把倒置后的那一小段链表加入到原链表中。代码如下：

/\*\*

\* Definition for singly-linked list.

\* struct ListNode {

\* int val;

\* ListNode \*next;

\* ListNode(int x) : val(x), next(NULL) {}

\* };

\*/

class Solution {

public:

ListNode \*reverseBetween(ListNode \*head, int m, int n) {

ListNode \*dummy = new ListNode(-1);

dummy->next = head;

ListNode \*cur = dummy;

ListNode \*pre, \*front, \*last;

for (int i = 1; i <= m - 1; ++i) cur = cur->next;

pre = cur;

last = cur->next;

for (int i = m; i <= n; ++i) {

cur = pre->next;

pre->next = cur->next;

cur->next = front;

front = cur;

}

cur = pre->next;

pre->next = front;

last->next = cur;

return dummy->next;

}

};

仍是逆序，仍考虑到用辅助空间stack.

将m-n的结点依次入栈，并标记与入栈结点相邻的前后两个结点pfirst和psecond

(若m==1，pfirst=null，不管n是否为length of list，对psecond的情况无影响。)

代码如下：

1. **import** java.util.\*;
2. **public** **class** Solution {
3. **public** ListNode reverseBetween(ListNode head, **int** m, **int** n) {
4. **if**(head==**null**)
5. **return** **null**;
6. **if**(m==n)
7. **return** head;
8. Stack<ListNode> stack=**new** Stack();
9. //将m-n的结点入栈，将前后相邻的两个结点标记;
10. **int** num=1;
11. ListNode pfirst=**null**;
12. ListNode psecond=**null**;
13. ListNode p=head;
14. //特殊情况，m==1时，头结点变更;
15. **if**(m==1)
16. pfirst=**null**;
17. **for**(;num<=n;num++)
18. {
19. //记录pfirst;
20. **if**(num<m)
21. {
22. **if**(num==m-1)
23. {
24. pfirst=p;
25. }
26. p=p.next;
27. }
28. **else** **if**(num>=m&&num<=n)
29. {
30. stack.push(p);
31. p=p.next;
32. }
33. }
34. //记录psecond,psecond的一般情况仍适用于n=length of list的特殊情况;
35. psecond=p;
36. //开始操作链表;
37. **if**(pfirst==**null**)
38. {
39. head=stack.pop();
40. pfirst=head;
41. }
42. **while**(!stack.empty())
43. {
44. pfirst.next=stack.pop();
45. pfirst=pfirst.next;
46. }
47. pfirst.next=psecond;
48. **return** head;
49. }
50. }

public class TreeNode {

int val;

TreeNode left;

TreeNode right;

TreeNode(int x) {

val = x;

}

}

算法实现类

import java.util.Deque;import java.util.LinkedList;import java.util.List;

\*/public class Solution {

public List<List<Integer>> zigzagLevelOrder(TreeNode root) {

List<List<Integer>> result = new LinkedList<>();

if (root == null) {

return result;

}

// 遍历标志，0表示从左到右，1表示从右到左

int flag = 0;

TreeNode node;

// 记录每一层的元素

List<Integer> lay = new LinkedList<>();

// 双向队列，当作栈来使用，记录当前层待处理结点

Deque<TreeNode> stack = new LinkedList<>();

// 记录下一层待处理结点

Deque<TreeNode> nextStack = new LinkedList<>();

stack.add(root);

while (!stack.isEmpty()) {

// 删除栈顶元素

node = stack.removeLast();

// 结果入队

lay.add(node.val);

// 如果当前是从左到右遍历，按左子树右子树的顺序添加

if (flag == 0) {

if (node.left != null) {

nextStack.addLast(node.left);

}

if (node.right != null) {

nextStack.addLast(node.right);

}

}

// 如果当前是从右到左遍历，按右子树左子树的顺序添加

else {

if (node.right != null) {

nextStack.addLast(node.right);

}

if (node.left != null) {

nextStack.addLast(node.left);

}

}

// 当前层已经处理完了

if (stack.isEmpty()) {

Deque<TreeNode> temp = nextStack;

nextStack = stack;

stack = temp;

// 标记下一层处理的方向

flag = 1 - flag;

// 保存本层结果

result.add(lay);

// 创建新的链表处理下一层的结果

lay = new LinkedList<>();

}

}

return result;

}

}