## compare function to be used in sort(),and next\_permutation() in order to sort them in alphabetic order……

int order(char a)

{

if(isupper(a))

{

return (a-'A')\*2;

}

else

{

return (a-'a')\*2+1;

}

}

bool comp(const char &a,const char &b)

{

return order(a) < order(b);

}

##...........##

##.................##......................##.....................##

**Divisor Count through Prime Factorization**

We won’t be able to optimize our current algorithm more, so if we want a faster solution, we are going to have to think of a better way than checking each number.

Once again, let’s assume ![n = 24](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAMBAMAAADWlCNiAAAAMFBMVEX///8AAACYmJhmZma6urqqqqp2dnaIiIjc3NwiIiLu7u4QEBBUVFRERETMzMwyMjJAqpb1AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAnElEQVQYlWNgQAflZkCCB0OYgY2Bx4CBQRtTYhkDiwADVzamRKMDnwQD02sGBiaT0HRkCRYGpg0ML4ASAcYMnSCjjYHABCzFGcCgAJRgmMEQjGqYEQMrA1CCawPDERRxpgcMLSAJ1gNcGwIYGJjhRkUweIWXW9cxMBewHAhAtlxrVQEDgzcDA+8DLtMFSBILBQU/MLAerMD0CBQAAE5mHckKw3BJAAAAAElFTkSuQmCC). We all know how to find the prime factors (aka. the prime factorization) of a number (and if not, take a look at [Wikipedia](http://en.wikipedia.org/wiki/Prime_factor)), and since we’re trying to find some patterns, we might as well factorize ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAHBAMAAADDgsFQAAAAKlBMVEX///+YmJhmZma6urqqqqp2dnaIiIjc3NwiIiLu7u4QEBBUVFRERETMzMwoq47yAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAM0lEQVQImWNgVHYJY2BwUGKoYGBgaGdwYmDgXMCwmYGBZQPnAgcGpgTmDQ4MPBc4VSYAAJKdCEklN7V1AAAAAElFTkSuQmCC). The prime factorization of ![24](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAMBAMAAACZySCyAAAALVBMVEX///8AAACIiIhmZmZ2dnZUVFTu7u66urrc3NzMzMyYmJgQEBAiIiKqqqoyMjIxf1/4AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZUlEQVQImWNgUDJhYGBgZWBgYWA1YGBYzcCQwsAuwMDmzcDQWMApwcA1m4GBnYFrA8MMIIOBgecCwwIww4qBlwHE4JrA0A5m3GAou6RkrcnAvixNgYGhmoEhUVDwAQNvoAYDDAAAQYgQqW7K1DAAAAAASUVORK5CYII=)is ![\displaystyle 24 = 2^3 \times 3^1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFYAAAAPBAMAAACM+SX7AAAAMFBMVEX///8AAACIiIhmZmZ2dnZUVFTu7u66urrc3NzMzMyYmJgQEBAiIiKqqqoyMjJEREQrOPzpAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABF0lEQVQokWNgwA64LimgiXCiC8BBD4MAmshSnGrZOD+g2wRUq2QCZLCiCIOE7jcgCSQtMgCpZWFgNWBgWI2sFCzEdgxJxI0hGKQ2hYFdgIHNG1ktWIjhLZLIEQYfkNrGAk4JBq7ZyGpBQsoMO4CsVQwMTAVAuo0hFKSWnYFrA8MMFLUgodwrC0CuWcCgBRbiOMFw9S+Q5rnAsACs1tkYCEDGgIQgwItFARwq9wsgfCsGXgYUc0FCMG9+gjJCwCTXBIZ2NLVAIZjaX1BGYQOIvMFQdknJWhPIMoa5ASgEdwPI2UDfF4K0sy9LAzqpGsVvYCEGiN+8QD4LAIYZECQKCj5g4A3UQFILFgIDYJixgCyatCSMgTQAAM8tOb8cDPNkAAAAAElFTkSuQmCC). Now that we’ve factorized ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAHBAMAAADDgsFQAAAAKlBMVEX///+YmJhmZma6urqqqqp2dnaIiIjc3NwiIiLu7u4QEBBUVFRERETMzMwoq47yAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAM0lEQVQImWNgVHYJY2BwUGKoYGBgaGdwYmDgXMCwmYGBZQPnAgcGpgTmDQ4MPBc4VSYAAJKdCEklN7V1AAAAAElFTkSuQmCC), we might as well factorize it’s divisors (smiley-face).

![\displaystyle 1 = 2^0 \times 3^0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE4AAAAOBAMAAABz3DdCAAAAMFBMVEX///8AAADMzMxmZmaIiIhUVFREREQyMjIQEBC6urp2dnbu7u7c3NyYmJgiIiKqqqpaTEkfAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA70lEQVQokWNgwAT376MJ8P79gEUZjwEbmshhhgQs6lgcmCegirgwWDIwKKMqcl7A5cB8ASHA7evMsITBlkElDEXdAoZgVHVcG1gNQOoY3JCVcS9gmIhqL98Crgdge1HU8UgyKJ4JYNsA9CPQTE+QyAbWgKMM2WjqGCYw3GC4Cw6XtQwsEOvPHeC9+wGqjssYCCzBwu9hDruwBEzvz4TwUc1jQPhhmQOEZl2ATd0lOGsZVAenDEIdM8xe/gOcG2D2rgVRigc4hbCYN3f3FihrLVAlkDrKwPUAxFWp8ERSxi0oKA5hgcJlJZBm8l0KsgAAkOw6aqxN+YsAAAAASUVORK5CYII=)

![\displaystyle 2 = 2^1 \times 3^0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAAOBAMAAACcHlx8AAAAMFBMVEX///8AAACIiIhmZmZ2dnZUVFTu7u66urrc3NzMzMyYmJgQEBAiIiKqqqoyMjJEREQrOPzpAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA7ElEQVQokWNgwAImoQusXYtNGQNXEJoAhwE/VoUMi9D4TArMBQwMSiYogiAuisKkRQYsCswLGFgYWA2QhMFcFIVuDMFghSkM7AJIwmAuisIjDD5gqxsLOCWQhMFcsMJVQLcBXcbQxhDKEcCfwMDOwLUBSSGIyxt/AeSIBQxaED+fYFgFDh4ekLCzMRAUwLkg4MWiAKLY7hdABaxQwwLOZfkEZYRAKK4JKOoQXJZfUEZhA5i6wVAGJI1hVkO4EKsXAEmg3wrBetmXpSkgewbOBSrzAnklgMEHzE8UFHyApBDBBQYPC8iKSUvCQFwAoYExVvCzSkIAAAAASUVORK5CYII=)

![\displaystyle 4 = 2^2 \times 3^0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAAPBAMAAABXQo/ZAAAAMFBMVEX///8AAABUVFSYmJgQEBDu7u52dnbMzMzc3Nyqqqq6urqIiIhmZmYiIiIyMjJERETTCx/QAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABCUlEQVQokWNgwATMNhPQRCwtsShjYKhicEUV4DjAj1XhJIZXqALcG3gWACkmFMHdxxhYWUWRBKKtD7Bt4DEAskyQ1bExMB1gYDJAEkll0IEoZE1BVhjGwCXAsBlZ5BpDLsRq5hJk4cYF7BJcC9qBLGOg20Aua2VQ4lDgD2BgqEBRyMXA7FDoIgByhAHUZI4bDMag4DEAK8w5AwQgAxh4YYGYzLYBRLHOBwszcDKgmMjAcBjur99QhhqY7EJTyFwAV/gZyljYACJn7z6yHUidgVk9g2Ep3GpQKLFLMCyE6l2C4hnT0A1QAw0YkkFeUWDIhQhwKu5AUhgoKPgAwgIGDxvIimozVQZSAACvfTjsBMw3vgAAAABJRU5ErkJggg==)

![\displaystyle 8 = 2^3 \times 3^0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAAOBAMAAACcHlx8AAAAMFBMVEX///8AAACYmJh2dnbu7u6IiIhmZmZERERUVFTMzMzc3NwiIiIQEBAyMjK6urqqqqqC7Yu7AAAACXBIWXMAAA7EAAAOxAGVKw4bAAABGElEQVQokWNgwARMXwPQRPT1sShjYFjNIIAqwJXAjlUhC2cBqgBrANsDBgYlZQdkwdBkBobvC5AEXFUTmAPYFBhYGVgSkISZGTgSGFi2IImYMLSBFQJtb0ASdmbgAzrwPpLIZgZrsNXsJZzIflz4gFMqjOEUkKUEdBvQZQxLGDq4GtgdGLj2BCE7kY+B6YD/ZwWQIxQYIDJcuxiUQMGjIQ7yjFkaEIAMYOD+ANVjxAy2iuU7WJiBbcHsCyhhkQT3VymU0QwmJzMw3ERWxzQBrrAIyni4AEQ+ZWCIBFJpMKt/MTyBWw1yKqcUw0OwXmDwJCB7RsUFGghAZUYgrzQwWEP8ZKrqgKTQUVAQ6mRg8DCDrJiq3ALiAgCpDTbsWKWALAAAAABJRU5ErkJggg==)

![\displaystyle 3 = 2^0 \times 3^1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE4AAAAOBAMAAABz3DdCAAAAMFBMVEX///8AAADu7u6IiIiYmJhmZmZ2dnZUVFQiIiLc3NyqqqpERES6urrMzMwQEBAyMjIMwliuAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABBElEQVQokWNgwAQsSxagifAaYFHGMJVhA5qIO1Z1xgwx6DYYMDCZmKIqCmNIZghBElB2DgCpY1NgD0ASZWNgD0BVl8RQClLHkcDWgCSqxsAjgGpvG0MGSB2nAnsBkujEA7yS0xk2AVkuDAzMB4D0JIZykDoGhhkTkNTxMLA8YHFZAHKBA4MJWIizk2H5LgYGrT0gTmooEIC0M3AsgGpJYQOHBtPqAxA+ewKKh+F+YNsMZZRBrZJEVsZyAa5uC5RxEOSwixN4ZIFUKMzelQyH4PY6AEleSYaDIK3TGVDChcdJCRpHQFUpIF8UAMMFpN4kXQFJnaKg4AcICxgubCALLrsVAUkADa0xuwTjFtAAAAAASUVORK5CYII=)

![\displaystyle 6 = 2^1 \times 3^1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE4AAAAOBAMAAABz3DdCAAAAMFBMVEX///8AAADc3Nx2dnaYmJiqqqru7u4yMjIiIiJUVFS6urrMzMxEREQQEBCIiIhmZmZTMO6kAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA+0lEQVQokWNgwAL2oQtwP8CmjGUeuognVnUMfhg6geqUXQKQhd59RlOX5/cBpI6tjKUBSZSZgfMDqjozhvkgdZwODApIoskMXAKo6poZLEDqGJFVMTAoLuAWgqhzYWDgWwCk1RhmgtQt3BqcgKSOi4HlAusckIuZHRiegIWYmhgijzIELuA6AOTY/wcCkHYGDpi3TJgfgCi2GLDwwgQ2IRSbv8C9dA7KmAx2EAODFLIylg1wdUegjIUgL/AqgM37D7M3iGEZ3F4HIAn01kKQVj4H1gnI/nBLewA1zoHBBOSLCcBwAQG7x8jWJgoKFkBYwHBhBlmwz3kakAQA+cc7bipry8EAAAAASUVORK5CYII=)

![\displaystyle 12 = 2^2 \times 3^1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFUAAAAOBAMAAACskk1dAAAAMFBMVEX///8AAADMzMxmZmaIiIhUVFREREQyMjIQEBC6urp2dnbu7u7c3NyYmJgiIiKqqqpaTEkfAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABAUlEQVQokWNgwA7u2qOLqOBQycA0gWMDqghvCC61/AHsE9CErgCxMgMDi/MCZFEQd8NGJHO5fZ3BalXCGBgWMAQjqwVzY5EEuDawGoDNdWPgXsAwEUkGzGW5gCTCt4DrAVQtjySD4gGEDJg7k0cB6B+gBk+QyAbWAKhahgkMN5DdAOQySTSCWGth5p87wB/2AayWgeE9yFXGQGDJAOOCHXphCZjenwnhg9QyI7sOmbvMAUKzLoCrvYSiFIm7DKqLUwamlv8AJzA0mWFugHAhblgLohQPcArB1M7dvQXZWAR3LVA1kDrKAAwzIFCp8OQWFBRHUorggsJsJZBm8l0KsggA4YpCvTrGcxIAAAAASUVORK5CYII=)

![\displaystyle 24 = 2^3 \times 3^1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFYAAAAPBAMAAACM+SX7AAAAMFBMVEX///8AAACIiIhmZmZ2dnZUVFTu7u66urrc3NzMzMyYmJgQEBAiIiKqqqoyMjJEREQrOPzpAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABF0lEQVQokWNgwA64LimgiXCiC8BBD4MAmshSnGrZOD+g2wRUq2QCZLCiCIOE7jcgCSQtMgCpZWFgNWBgWI2sFCzEdgxJxI0hGKQ2hYFdgIHNG1ktWIjhLZLIEQYfkNrGAk4JBq7ZyGpBQsoMO4CsVQwMTAVAuo0hFKSWnYFrA8MMFLUgodwrC0CuWcCgBRbiOMFw9S+Q5rnAsACs1tkYCEDGgIQgwItFARwq9wsgfCsGXgYUc0FCMG9+gjJCwCTXBIZ2NLVAIZjaX1BGYQOIvMFQdknJWhPIMoa5ASgEdwPI2UDfF4K0sy9LAzqpGsVvYCEGiN+8QD4LAIYZECQKCj5g4A3UQFILFgIDYJixgCyatCSMgTQAAM8tOb8cDPNkAAAAAElFTkSuQmCC)

Now we notice that the divisors have very similar prime factorizations to ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAHBAMAAADDgsFQAAAAKlBMVEX///+YmJhmZma6urqqqqp2dnaIiIjc3NwiIiLu7u4QEBBUVFRERETMzMwoq47yAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAM0lEQVQImWNgVHYJY2BwUGKoYGBgaGdwYmDgXMCwmYGBZQPnAgcGpgTmDQ4MPBc4VSYAAJKdCEklN7V1AAAAAElFTkSuQmCC). More precisely, they just have different combinations of the powers of the primes. The powers of range from ![0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAALBAMAAACwtdEWAAAAIVBMVEX///8AAACIiIiqqqp2dnaYmJju7u4QEBDMzMzc3Ny6urpaWiGzAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAMklEQVQImWNgUDZiYGAxYHVgYGRgK2BoZGCQZFjOwCDFYA4iwCywGGMCUBasjsHZhAEAn64GFKwsxUwAAAAASUVORK5CYII=)to ![3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAALBAMAAACwtdEWAAAAKlBMVEX///8AAADu7u6IiIiYmJhmZmZ2dnZUVFQiIiLc3NyqqqpERES6urrMzMxxFegqAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAPElEQVQImWNgMjFlYGBTYA9g4Ehga2DgVGAvYGBgmDGBgUFrD5DBwJ4AJHgkGS5O4JFlmM4AVMJrkq4AANFOCIDb754eAAAAAElFTkSuQmCC)(same as the power in ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAHBAMAAADDgsFQAAAAKlBMVEX///+YmJhmZma6urqqqqp2dnaIiIjc3NwiIiLu7u4QEBBUVFRERETMzMwoq47yAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAM0lEQVQImWNgVHYJY2BwUGKoYGBgaGdwYmDgXMCwmYGBZQPnAgcGpgTmDQ4MPBc4VSYAAJKdCEklN7V1AAAAAElFTkSuQmCC)), and the powers of ![3](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAALBAMAAACwtdEWAAAAKlBMVEX///8AAADu7u6IiIiYmJhmZmZ2dnZUVFQiIiLc3NyqqqpERES6urrMzMxxFegqAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAPElEQVQImWNgMjFlYGBTYA9g4Ehga2DgVGAvYGBgmDGBgUFrD5DBwJ4AJHgkGS5O4JFlmM4AVMJrkq4AANFOCIDb754eAAAAAElFTkSuQmCC)range from ![0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAALBAMAAACwtdEWAAAAIVBMVEX///8AAACIiIiqqqp2dnaYmJju7u4QEBDMzMzc3Ny6urpaWiGzAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAMklEQVQImWNgUDZiYGAxYHVgYGRgK2BoZGCQZFjOwCDFYA4iwCywGGMCUBasjsHZhAEAn64GFKwsxUwAAAAASUVORK5CYII=)to ![1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAALBAMAAACufOGlAAAAG1BMVEX////MzMxmZmaIiIhUVFREREQyMjIQEBC6urrD2SJhAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAF0lEQVQImWNgEGJgEHZlYGAwxY+F0y0AMqICxamnRXoAAAAASUVORK5CYII=)(same as the power in ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAHBAMAAADDgsFQAAAAKlBMVEX///+YmJhmZma6urqqqqp2dnaIiIjc3NwiIiLu7u4QEBBUVFRERETMzMwoq47yAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAM0lEQVQImWNgVHYJY2BwUGKoYGBgaGdwYmDgXMCwmYGBZQPnAgcGpgTmDQ4MPBc4VSYAAJKdCEklN7V1AAAAAElFTkSuQmCC)). Now if we were to count the divisors of ![24](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAMBAMAAACZySCyAAAALVBMVEX///8AAACIiIhmZmZ2dnZUVFTu7u66urrc3NzMzMyYmJgQEBAiIiKqqqoyMjIxf1/4AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZUlEQVQImWNgUDJhYGBgZWBgYWA1YGBYzcCQwsAuwMDmzcDQWMApwcA1m4GBnYFrA8MMIIOBgecCwwIww4qBlwHE4JrA0A5m3GAou6RkrcnAvixNgYGhmoEhUVDwAQNvoAYDDAAAQYgQqW7K1DAAAAAASUVORK5CYII=), we would use combinatorics and get ![(3   1) \times (1   1) = 8](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJMAAAAQBAMAAADg71BQAAAAMFBMVEX///8AAADMzMzu7u6qqqpmZmaIiIi6uroyMjLc3NxERER2dnaYmJhUVFQiIiIQEBDXMBIDAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABjElEQVQ4jYWUv0sDMRTHv6T2F1f/ALeCenMXu3TpbJcuh3YLWFCkwnVwcnFxtuCmKAeCgzgcFOlS5EAoiB0q4qDirrh39iUXbS6X4oOmL7nP+yQ5HgewClJRT06X04SJyFhBddTUF1bFmh6sDpYg0khp3KexiT5e5DwjR/cNcHo6lwXbC+K0MgfhWANyPr5xJ+e1eHmXpBOd2yYqVmXCOUiARaAAnODDUEFWjuVGwKFNhUBXXVdc4JSS4pepGojEidARTwOraqCrLqYRcEDAum+qRjIbOpzGfGhVCcTxKDYoKT1dqqJ3+t16m57nK25fVjhXYixxpaLCI1moISpa7FOpuj3jVEp1k1AlT6WrWIhCGQ2wJXTLhqqhLkhvAAv2Cwokqy6Y58iVcY7iJNUMaMtDRRjSHz23qdr6BQNqPtEM7uOzpnKPqY9eRUbN4MTNwHamvqaaIb9x1tmiM866tqrvokXrL8vwOYiMYphaojftJ7a0EAYSx4OFqyWrev8iCrR8ZHhyem8p46mVH7/eZd9oYQXSAAAAAElFTkSuQmCC). Or more generally for any number ![n = p_0^{a_0} \times p_1^{a_1} \times \cdots \times p_n^{a_n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK4AAAAQBAMAAAB94lnYAAAAMFBMVEX///8AAACYmJhmZma6urqqqqp2dnaIiIjc3NwiIiLu7u4QEBBUVFRERETMzMwyMjJAqpb1AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB2klEQVQ4jZVSPUjDQBT+jDWpsU0XJ6ciqIOConVx6qKCOASliuIfQemkBG11EgVBEBRcBMdsjjo7ZXBwcBBBRCe34iBmdPTdXa4maYrxg8tLvve+717eHRADo/rdSNZWD+Nq/4NrnGuTEU732rGcRBzblEBv+nE8ZYY5Ze0M2YRNNUtVtWrFWAtzmrlnJvKlppqljufXhW83+RUFl97YLXJfJQ9UIoIgR03VKi6UQqkc6ssqjVEo8TmoeWwzcrdn1qEg+rWg5aOd+BwTU1PquwtzBCfMYYRQoJepfcyyCnFulmrTM3X12DZEcWERfLNy1FZyvjiTJqdL/vqLZwwG6l94yJqK90tusr2QcoFpiCU5X5zRt6Df4C7k24UHZUZeBvWJhxYn4xp23ZePQbkF+h2xJMfEflGbq9+QS6ucg+Gh8wjySC2V13+hpTggfdW8FTMHzjGxz7TaKTd4VTVPG9pDQZaD1x9gB4r0tSA2C8LnmNhnsu/6qBOoyFb7UMaw+KB7phYpvszYdV92p9YjtpJj4tr2XMPvEDpok7qvxC3T2nHljeIVLxeX+qBVn4MP4zyhLxNr5kRMxnilYZ/iLUR+XiTz5eKcc282ySvdMZml5z99OXIYPQR+AO/FaeBSi6PsAAAAAElFTkSuQmCC), where ![p_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAKBAMAAACdwMn3AAAALVBMVEX///8AAACIiIh2dnaYmJiqqqpmZmbu7u66urpEREQyMjJUVFTMzMwQEBAiIiJskVhUAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAATElEQVQImWNgUHYNK2BgYOAomsCaAKQZOANYFnAfYGBgLODeAOKfYmBsANFaDGrsYUB6UogCayWQvg7EpgwMPA+A9IMAhpNPgfQWBgAZsg6YLzK3tgAAAABJRU5ErkJggg==)is the ![i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAUAAAAMBAMAAABYTmoeAAAAJ1BMVEX///8yMjKYmJjc3NxmZmaqqqpUVFS6uroiIiJ2dnaIiIhERETMzMxWpo9qAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAALElEQVQImWNgAAFGBQYGZgY4YFJhYAgIAzLEgcINDAycCwIYuM8YMDCpMgAAMPEDslfbmmIAAAAASUVORK5CYII=)-th prime factor and ![a_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA0AAAAKBAMAAACdwMn3AAAALVBMVEX///8AAADMzMyIiIiqqqpmZmZUVFS6uroiIiJ2dnYyMjLu7u5ERESYmJjc3Ny7H94VAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAQklEQVQImWNgUHYJYAACpgT2BhDNUcA5gYFNgUGRgUsBxPdi2MgConUYrHi5XRkYOF2e3WPZwwABU6B0gwOEzmUAAHlzCXf5QwUmAAAAAElFTkSuQmCC)is the power of that prime factor, it’s divisor count is ![(a_0   1) \times (a_1   1) \times \cdots \times (a_n   1)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPcAAAAQBAMAAAA44/RaAAAAMFBMVEX///8AAADMzMzu7u6qqqpmZmaIiIi6uroyMjLc3NxERER2dnaYmJhUVFQiIiIQEBDXMBIDAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACC0lEQVQ4jY2Vv0vDQBTHv8Qaq4ngH6HdhE4uIgTBQergYKiDQwdREYUuTqIUwVkXF0EoCE4ODv5A7dBJEQo6CYq7f4Dg7Mu7i313vRgfhEvefb/vc3e5SwCvDFcUzMcMFSJ3+h9OBoy6DPPwzLIuFcYy8vnOFDBvZHmY3mYTuDXyDhVK70BwmAc3nX2QAL9u9F1w41PflMw7VVin25cctunEJCSgaA6sCx9KbsI2sIoMVQJHU6hkdDTXdEo4AY5pEZZnHPCAh9yCT5XdKobfCJWMoI0N9DglnADbwDh2HfCwpmpcJ41TxfAHoTKiFdR6nRJOADJ/4h7hXEQ14ng/ruq+AbVT7riEVqEEoWL4llDtqGuA90FwBunkuIoX47jeBTzAG8EejvjlyZmn8LYqwarwtWfmW0L1XOYr/GL4OYTTMXMCVFBo9I1EK6ha8MKFWtBW0miVWmQDXhEqa9nb0tkLJ8AJvKbfoHe2ZMF9NrTANbTKAV8WKhmU4AFpZ2mjYsMJQEfhcvbj0IB7a991DCefj+QQJftZq0x46YDO15tQyejo86Kd042igKeAfvWJSpe99usekqW0KoV3VWqr/BHa6Ufb3E50ewgwqGZxglPL9SgftErDRYR1O2OFdhbLb5ED8KSKdKy+9L3qUKrCu11hMoedOotYsP4CDAjdvzzffMxQoZYLz3IS4AfzoKWUPasSBgAAAABJRU5ErkJggg==).

Our new algorithm finds the prime factorization of the number, and then computes the divisor count according to our new formula.  
Note that I use an optimized trial division, similar to what we did above, to find the prime factorization, but we could also have used a list of primes.

int count\_d(int a)

{

int count,pw,i;

// a counter for the number of divisors

    // intially 1 (the multiplication identity)

count=1;

// loop through 2 and the odd numbers up to sqrt(n)

for(i=2;i<=sqrt(a\*1.0);i=(i==2?3:i+2))

{

 // a counter for the power of the

        // current number in the prime factorization

pw=0;

  // while i is in n's prime factorization

while(a%i == 0)

{

pw++; // increment the power count

a/=i; // remove one i from the prime factorization of n

}

// change the divisor count according to our formula

count\*= (pw+1);

}

// if we've still not removed all factors from n,

    // then there is one prime factor left

if(a != 1)

{

count \*= 2;

}

return count;

}

##………………….##....................................##..............................##...............................##

// Funcion to sum the factors.

int sumf(int i)

{

int sum=1,j;

if(i==1)

return sum;

for(j=2;j<sqrt(i\*1.0);j++)

{

if(i%j == 0)

{

sum+=j;

sum+=(i/j);

}

}

if(i%j == 0 && i/j == j)

{

sum+=j;

}

return sum+i;

}

## check whether a number is power of 2 by bit shifting ##

bool is\_P2(int a)

{

int bit=0;

while(bit < 1)

{

if((a & 1))

{

bit++;

}

a >>= 1;

}

return (a==0);

}

## how can we tell if a number has an even or odd number of factors? For every factor *n* has below ![\sqrt{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAAXBAAAAACHgI97AAAAAmJLR0QADzoyPqMAAAAJcEhZcwAAAHgAAAB4AJ31WmAAAAC6SURBVHjaY/iPACEuIFD/nwEh9F0fykAS+7QfU6zoP6aYNqbYT31Msc/zMcUW/scUs/z/f1r80tL3SGK/5P//93fp/1IPFVt0H2zc7/ms/7/4Q8S+F/iDjfv9i+//J5i6L3xg4/5/4/9/4DxU7Cc72Lj/X+L/J8DtNXj/BeS6j/P/q32BiTXUbwBRC97/570OE/skHw6igBq1/GBi39n4QdRboN1w8/4J1COFN9QfCf8xxd5iEftPSAwAslKKe/rAaREAAAA8dEVYdGNvbW1lbnQAIEltYWdlIGdlbmVyYXRlZCBieSBHTlUgR2hvc3RzY3JpcHQgKGRldmljZT1wcG1yYXcpCs1q8WAAAAAASUVORK5CYII=)it has one above ![\sqrt{n}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAAXBAAAAACHgI97AAAAAmJLR0QADzoyPqMAAAAJcEhZcwAAAHgAAAB4AJ31WmAAAAC6SURBVHjaY/iPACEuIFD/nwEh9F0fykAS+7QfU6zoP6aYNqbYT31Msc/zMcUW/scUs/z/f1r80tL3SGK/5P//93fp/1IPFVt0H2zc7/ms/7/4Q8S+F/iDjfv9i+//J5i6L3xg4/5/4/9/4DxU7Cc72Lj/X+L/J8DtNXj/BeS6j/P/q32BiTXUbwBRC97/570OE/skHw6igBq1/GBi39n4QdRboN1w8/4J1COFN9QfCf8xxd5iEftPSAwAslKKe/rAaREAAAA8dEVYdGNvbW1lbnQAIEltYWdlIGdlbmVyYXRlZCBieSBHTlUgR2hvc3RzY3JpcHQgKGRldmljZT1wcG1yYXcpCs1q8WAAAAAASUVORK5CYII=). This suggests that unless *n* is a perfect square, it has an even number of factors.

## fzort: This problem also has a O(1) solution. It's easy to compute the index *d* of the diagonal a given number *n* is in. The number of elements before diagonal *d* is

![n={\frac  {d(d+1)}{2}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHAAAAAtEAYAAAAmYDMhAAAABmJLR0T///////8JWPfcAAAACXBIWXMAAAB4AAAAeACd9VpgAAAACXZwQWcAAABwAAAALQA+2uonAAADy0lEQVR42u2d23HqMBRFaYEW0gIt0AIt0AIt0AIt0EJaoAVaoITkzsSzR/fIFjryQ/ix+NmTBGxH0pLOS2L38/fa7VAUra80xNI78O91vTZ6OtEuNdv9fG70cgHARXfk97fV67UMvPz7fdc7HLqf53zeVn98ffWbAMvbCRBm1fG/vxr4PlCez2me43i0zzMc8GWsZM9n6f/bvPZ7+/nDAQAXDWDapGle9/tUK1M3gP4BNex+/pVnHJNdK/zlMnTCsSDfbgC4KPBOJzsA2gNRv9f76gzQ8VfY9/c7HucxAfYFUJZJuh8BcJYA3m6NPh6+gZp+3zjPU26KbR1Ae53HwxucAYSqPoZMx+C0N/p6+Xw/f5Dmva+i+wt8qZ6nnu+3TgBD+wLgRztUwGlG3O+7Vz6v71celbSmq54jDAwLpv4+ve+3bgA1kaUnVACsMqByPl3e9+seIP6BasFN+3S1fb91AxiCWABYtQO1knjTCXnfry+A3YCnB9ZYvp+9b8hTvldNEGoP7+fGi5oC4Kp8Pe+Az/t+wwCMTdz257qjdwAIgKswPdM+lNf3GwagBvbrNZe8HyYoAFYBsDTvZzuuHWQpDcLEJWWlvt9UKw1BGACsYoL6SpaC75cLW/erFZVJ1x4IFniZwuG6pRUdAEgaYkYghnC/XfEEkHwuDXz9/X4fKxFvV1bdRyVX0jj/FwAfWuU/VwC7/984/RJ88361obqeY6IEnCk7WqC1fSq7IuZ9rqGlaLmaS3v96Wsy57YCjtvflKJtZPvS8rcJ1S7GrrOyUoy9kZU1Hd1EP5H/lenKdqSNRV3Xu19vWf1Q7jPTkKsaABxJUbfdQ8FB7+vkbNk4OhdH7ewA0M+h6BhF0WIAQ96o+4yQ9lI7dLvMOCVNfXW5zj+6EgBTlRg2rJrLU+UrLwAQRd8A2A2AAEyblrV3Us87PYCi7/S/Bc5XypSrbYwTkPWKeVF0lQfzWmJzpmceVExQFC0GUInFdMWFNT3jow76+4IAiG44Clrq+8XbaqQkiFG0B4B+k9KugHHVP/nAbQajFBNQVJ1xUAigattKz8hfbjU7OgQ4gRYXZmgib+83RDM+IIr6t0flgnT+w6EAEEWLt99oA2ruDJyw8ZV2BEB09EOocqfA5c/MAUAULTZBBVZuBVRwDgABEP1AVDR/YDEAougHz0sFQBSd7Is+2TAMgGhFk1MFGuSHARCtGJRJpyWovQVAdLJTwcLBw+/fP/2BvwCIbgjAsG3N+21ItB8AooPB0xH3CrJ4dfrvnABAFEUBEEXnrP8AieSzERGfXjAAAAAldEVYdGNyZWF0ZS1kYXRlADIwMDktMDEtMDZUMDY6Mjc6MTktMDU6MDAKyS6lAAAAJXRFWHRtb2RpZnktZGF0ZQAyMDA5LTAxLTA2VDA2OjI3OjE5LTA1OjAwVXhYkQAAACF0RVh0cHM6SGlSZXNCb3VuZGluZ0JveAA2N3gyNysyNzErNjI3fUYHEwAAABx0RVh0cHM6TGV2ZWwAQWRvYmUtMi4wIEVQU0YtMi4wCv5aBQMAAABcdEVYdHBzOlNwb3RDb2xvci0wAC9ob21lL2FsZ29yaXRobWlzdC93aWtpL2ltYWdlcy90bXAvMTExODNfOGU0MGQ2YjRiZDM4ZjMxZmFiZjA1MjY3NGIyNGE5ZDguZHZpU75NpAAAABF0RVh0cHM6U3BvdENvbG9yLTEALWaDQiqXAAAAAElFTkSuQmCC)

, so the number *n* is in diagonal

![d=\left\lfloor {\frac  {1+{\sqrt  {1+8n}}}{2}}\right\rfloor ](data:image/png;base64,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)

void sieve()

{

int i,j;

primes[0]=false;

primes[1]=false;

for(i=2;i<=1000;i++)

{

for(j=i\*i;j<=1000000;j+=i)

{

primes[j]=false;

}

}

}

int GCD(int a,int b)

{

if(b==0)

{

return a;

}

else

{

return GCD(b,a%b);

}

}

int count\_divisor(int a)

{

int count,pw,i;

count=1;

for(i=2;i<=sqrt(a\*1.0);i=(i==2?3:i+2))

{

pw=0;

while(a%i == 0)

{

pw++;

a/=i;

}

count\*= (pw+1);

}

if(a != 1)

{

count \*= 2;

}

return count;

}

int bigmod(long long x,int y, int z)

{

long long c;

if(y==0)

return 1;

if(y%2==0)

{

c=bigmod(x,y/2,z);

return ((c%z)\*(c%z))%z;

}

if(y%2==1)

{

return ((x%z)\*(bigmod(x,y-1,z)%z))%z;

}

}

int dfs\_find\_max\_depth\_of\_a\_node(int a)

{

chk[a] = true;

list <pair<int, int> >::iterator it;

int wgt;

for (it = adj[a].bgn; it != adj[a].end; it++)

{

if (!chk[it->first])

{

wgt = it->second + dfs(it->first);

if (wgt >= maxd1[a])

{

maxd2[a] = maxd1[a];

maxd1[a] = wgt;

}

else if (wgt > maxd2[a])

{

maxd2[a] = wgt;

}

}

}

mx = max(maxd1[a] + maxd2[a], mx);

return maxd1[a];

}

int dfs\_reverse\_max\_depth(int a)

{

chk[a] = true;

list <pair<int, int> >::iterator it;

int wgt;

for (it = adj[a].bgn; it != adj[a].end; it++)

{ if (!chk[it->first])

{

wgt = it->second + dfs(it->first);

if (wgt >= maxd1[a])

{

maxd2[a] = maxd1[a];

maxd1[a] = wgt;

}

else if (wgt > maxd2[a])

{

maxd2[a] = wgt;

}

}

}

return maxd1[a];

}

**int check\_palindrom\_string(string str)**

**{**

**int val=3;**

**for(int i=0,j=str.size()-1;i<=j;i++,j--)**

**{**

**if(str[i]!=str[j])**

**{**

**val&=1;**

**}**

**if(str[i]!=M[str[j]])**

**{**

**val&=2;**

**}**

**}**

**return val;**

**}**

**Val==1 mirror**

**Val==2 regular palindrom**

**Val==3 mirror palindrom**

**Val==0 not palindrom;**

**C++  priority queues**

A priority queue is an abstract data type that captures the idea of a container whose elements have "priorities" attached to them.  An element of highest priority always appears at the front of the queue.   If that element  is removed, the next  highest priority  element  advances to the front.

The C++ standard library defines a class template **priority\_queue**, with the following operations:

* push:  Insert an element into the prioity queue.
* top: Return (without removing it) a highest priority element from the priority queue.
* pop: Remove a highest priority element from the priority queue.
* size: Return the number of elements in the priority queue.
* empty: Return true or false according to whether the priority queue is empty or not.

The following code snippet shows how to construct two priority queues, one that can contain integers and another one that can contain character strings:

#include <queue>  
  
priority\_queue<int> q1;  
priority\_queue<string> q2;  
  
The following is an example of priority queue usage:  
  
#include <string>  
#include <queue>  
#include <iostream>  
  
using namespace std;  // This is to make available the names of things defined in the standard library.  
  
int main()  
{  
    piority\_queue<string> pq; // Creates a priority queue pq to store strings, and initializes the queue to be empty.  
  
    pq.push("the quick");  
    pq.push("fox");  
    pq.push("jumped over");  
    pq.push("the lazy dog");  
  
    // The strings are ordered inside the priority queue in lexicographic (dictionary) order:  
    // "fox", "jumped over", "the lazy dog", "the quick"  
    //  The lowest priority string is "fox", and the highest priority string is "the quick"  
  
    while (!pq.empty()) {  
       cout << pq.front() << endl;  // Print highest priority string  
       pq.pop();                    // Remmove highest priority string  
    }  
  
    return 0;  
}  
  
  
The output of this program is:  
  
  
  
the quick  
the lazy dog  
jumped over  
fox  
  
Since a queue follows a priority discipline, the strings are printed from highest to lowest priority.  
  
Sometimes one needs to create a priority queue to contain user defined objects.  In this case, the priority queue needs to know the comparison criterion used to determine which objects have the highest priority.  This is done by means of a *function object* beloging to a class that overloads the operator ().  The overloaded () acts as < for the purpose of determining priorities.  For example, suppose we want to create a priority queue to store Time objects.  A Time object has three fields: hours, minutes, seconds:  
  
struct Time {  
    int h;   
    int m;   
    int s;  
};  
  
class CompareTime {  
    public:  
    bool operator()(Time& t1, Time& t2) // Returns true if t1 is earlier than t2  
    {  
       if (t1.h < t2.h) return true;  
       if (t1.h == t2.h && t1.m < t2.m) return true;  
       if (t1.h == t2.h && t1.m == t2.m && t1.s < t2.s) return true;  
       return false;  
    }  
}  
  
A priority queue to store times acoording the the above comparison criterion would be defined as follows:  
  
priority\_queue<Time, vector<Time>, CompareTime> pq;  
  
Here is a complete program:  
  
#include <iostream>  
#include <queue>  
#include <iomanip>  
  
using namespace std;  
  
struct Time {  
    int h; // >= 0  
    int m; // 0-59  
    int s; // 0-59  
};  
  
class CompareTime {  
public:  
    bool operator()(Time& t1, Time& t2)  
    {  
       if (t1.h < t2.h) return true;  
       if (t1.h == t2.h && t1.m < t2.m) return true;  
       if (t1.h == t2.h && t1.m == t2.m && t1.s < t2.s) return true;  
       return false;  
    }  
};  
  
int main()  
{  
    priority\_queue<Time, vector<Time>, CompareTime> pq;  
  
    // Array of 4 time objects:  
  
    Time t[4] = { {3, 2, 40}, {3, 2, 26}, {5, 16, 13}, {5, 14, 20}};  
   
    for (int i = 0; i < 4; ++i)  
       pq.push(t[i]);  
  
    while (! pq.empty()) {  
       Time t2 = pq.top();  
       cout << setw(3) << t2.h << " " << setw(3) << t2.m << " " <<  
       setw(3) << t2.s << endl;  
       pq.pop();  
    }  
  
    return 0;  
}  
  
The program prints the times from latest to earliest:  
      
    5  16  13

    5  14  20  
    3   2  40  
    3   2  26  
  
If we wanted earliest times to have the highest priority, we would redefine CompareTime like this:  
  
class CompareTime {  
public:  
    bool operator()(Time& t1, Time& t2) // t2 has highest prio than t1 if t2 is earlier than t1  
    {  
       if (t2.h < t1.h) return true;  
       if (t2.h == t1.h && t2.m < t1.m) return true;  
       if (t2.h == t1.h && t2.m == t1.m && t2.s < t1.s) return true;  
       return false;  
    }  
};

**###Sorting**

Sorting in general refers to various methods of arranging or ordering things based on criterias (numerical, chronological, alphabetical, heirarchial etc.). In Computer Science, due to obvious reasons, Sorting (of data) is of immense importance and is one of the most extensively researched subjects. It is one of the most fundamental algorithmic problems. So much so that it is also fundmental to many other fundamental algorithmic problems such as search algorithms, merge algorithms etc. It is estimated that around 25% of all CPU cycles are used to sort data. There are many approaches to sorting data and each has its own merits and demerits. This article discusses some of the common sorting algorithms.

**Bubble Sort**  
Bubble Sort is probably one of the oldest, most easiest, straight-forward, inefficient sorting algorithms. It is the algorithm introduced as a sorting routine in most introductory courses on Algorithms. Bubble Sort works by comparing each element of the list with the element next to it and swapping them if required. With each pass, the largest of the list is "bubbled" to the end of the list whereas the smaller values sink to the bottom. It is similar to selection sort although not as straight forward. Instead of "selecting" maximum values, they are bubbled to a part of the list. An implementation in C.

void BubbleSort(int a[], int array\_size)  
{  
 int i, j, temp;  
 for (i = 0; i < (array\_size - 1); ++i)  
 {  
 for (j = 0; j < array\_size - 1 - i; ++j )  
 {  
 if (a[j] > a[j+1])  
 {  
 temp = a[j+1];  
 a[j+1] = a[j];  
 a[j] = temp;  
 }  
 }  
 }  
}

A single, complete "bubble step" is the step in which a maximum element is bubbled to its correct position. This is handled by the inner for loop.

for (j = 0; j < array\_size - 1 - i; ++j )  
{  
 if (a[j] > a[j+1])  
 {  
 temp = a[j+1];  
 a[j+1] = a[j];  
 a[j] = temp;  
 }  
}

Examine the following table. (Note that each pass represents the status of the array after the completion of the inner for loop, except for pass 0, which represents the array as it was passed to the function for sorting)

8 6 10 3 1 2 5 4 } pass 0  
6 8 3 1 2 5 4 10 } pass 1  
6 3 1 2 5 4 8 10 } pass 2  
3 1 2 5 4 6 8 10 } pass 3  
1 2 3 4 5 6 8 10 } pass 4  
1 2 3 4 5 6 8 10 } pass 5  
1 2 3 4 5 6 8 10 } pass 6  
1 2 3 4 5 6 8 10 } pass 7

The above tabulated clearly depicts how each bubble sort works. Note that each pass results in one number being bubbled to the end of the list.

**Selection Sort**  
The idea of Selection Sort is rather simple. It basically determines the minimum (or maximum) of the list and swaps it with the element at the index where its supposed to be. The process is repeated such that the nth minimum (or maximum) element is swapped with the element at the n-1th index of the list. The below is an implementation of the algorithm in C.

void SelectionSort(int a[], int array\_size)  
{  
 int i;  
 for (i = 0; i < array\_size - 1; ++i)  
 {  
 int j, min, temp;  
 min = i;  
 for (j = i+1; j < array\_size; ++j)  
 {  
 if (a[j] < a[min])  
 min = j;  
 }  
  
 temp = a[i];  
 a[i] = a[min];  
 a[min] = temp;  
 }  
}

Consider the following table. (Note that each pass represents the status of the array after the completion of the inner for loop, except for pass 0, which represents the array as it was passed to the function for sorting)

8 6 10 3 1 2 5 4 } pass 0  
1 6 10 3 8 2 5 4 } pass 1  
1 2 10 3 8 6 5 4 } pass 2  
1 2 3 10 8 6 5 4 } pass 3  
1 2 3 4 8 6 5 10 } pass 4  
1 2 3 4 5 6 8 10 } pass 5  
1 2 3 4 5 6 8 10 } pass 6  
1 2 3 4 5 6 8 10 } pass 7

At pass 0, the list is unordered. Following that is pass 1, in which the minimum element 1 is selected and swapped with the element 8, at the lowest index 0. In pass 2, however, only the sublist is considered, excluding the element 1. So element 2, is swapped with element 6, in the 2nd lowest index position. This process continues till the sub list is narrowed down to just one element at the highest index (which is its right position).

**Insertion Sort**  
The Insertion Sort algorithm is a commonly used algorithm. Even if you haven't been a programmer or a student of computer science, you may have used this algorithm. Try recalling how you sort a deck of cards. You start from the begining, traverse through the cards and as you find cards misplaced by precedence you remove them and insert them back into the right position. Eventually what you have is a sorted deck of cards. The same idea is applied in the Insertion Sort algorithm. The following is an implementation in C.

void insertionSort(int a[], int array\_size)  
{  
 int i, j, index;  
 for (i = 1; i < array\_size; ++i)  
 {  
 index = a[i];  
 for (j = i; j > 0 && a[j-1] > index; j--)  
 a[j] = a[j-1];  
  
 a[j] = index;  
 }  
}

Examine the following table. (Note that each pass represents the status of the array after the completion of the inner for loop, except for pass 0, which represents the array as it was passed to the function for sorting)

8 6 10 3 1 2 5 4 } pass 0  
6 8 10 3 1 2 5 4 } pass 1  
6 8 10 3 1 2 5 4 } pass 2  
3 6 8 10 1 2 5 4 } pass 3  
1 3 6 8 10 2 5 4 } pass 4  
1 2 3 6 8 10 5 4 } pass 5  
1 2 3 5 6 8 10 4 } pass 6  
1 2 3 4 5 6 8 10 } pass 7

The pass 0 is only to show the state of the unsorted array before it is given to the loop for sorting. Now try out the deck-of-cards-sorting algorithm with this list and see if it matches with the tabulated data. For example, you start from 8 and the next card you see is 6. Hence you remove 6 from its current position and "insert" it back to the top. That constitued pass 1. Repeat the same process and you'll do the same thing for 3 which is inserted at the top. Observe in pass 5 that 2 is moved from position 5 to position 1 since its < (6,8,10) but > 1. As you carry on till you reach the end of the list you'll find that the list has been sorted. It didn't take a course to tell you how to sort a deck of cards, did it; you prolly figured it out on your own. Amazed at the computer scientist in you ? ;)

**Heap Sort**  
Heap sort algorithm, as the name suggests, is based on the concept of heaps. It begins by constructing a special type of binary tree, called heap, out of the set of data which is to be sorted. Note:

* A Heap by definition is a special type of binary tree in which each node is greater than any of its descendants. It is a complete binary tree.
* A semi-heap is a binary tree in which all the nodes except the root possess the heap property.
* If N be the number of a node, then its left child is 2\*N and the right child 2\*N+1.

The root node of a Heap, by definition, is the maximum of all the elements in the set of data, constituting the binary tree. Hence the sorting process basically consists of extracting the root node and reheaping the remaining set of elements to obtain the next largest element till there are no more elements left to heap. Elemetary implementations usually employ two arrays, one for the heap and the other to store the sorted data. But it is possible to use the same array to heap the unordered list and compile the sorted list. This is usually done by swapping the root of the heap with the end of the array and then excluding that element from any subsequent reheaping.

Significance of a semi-heap - A Semi-Heap as mentioned above is a Heap except that the root does not possess the property of a heap node. This type of a heap is significant in the discussion of Heap Sorting, since after each "Heaping" of the set of data, the root is extracted and replaced by an element from the list. This leaves us with a Semi-Heap. Reheaping a Semi-Heap is particularily easy since all other nodes have already been heaped and only the root node has to be shifted downwards to its right position. The following C function takes care of reheaping a set of data or a part of it.

void downHeap(int a[], int root, int bottom)  
{  
 int maxchild, temp, child;  
 while (root\*2 < bottom)  
 {  
 child = root \* 2 + 1;  
 if (child == bottom)  
 {  
 maxchild = child;  
 }  
 else  
 {  
 if (a[child] > a[child + 1])  
 maxchild = child;  
 else  
 maxchild = child + 1;  
 }  
  
 if (a[root] < a[maxchild])  
 {  
 temp = a[root];  
 a[root] = a[maxchild];  
 a[maxchild] = temp;  
 }  
 else return;  
  
 root = maxchild;  
 }  
}

In the above function, both root and bottom are indices into the array. Note that, theoritically speaking, we generally express the indices of the nodes starting from 1 through size of the array. But in C, we know that array indexing begins at 0; and so the left child is

child = root \* 2 + 1  
/\* so, for eg., if root = 0, child = 1 (not 0) \*/

In the function, what basically happens is that, starting from root each loop performs a check for the heap property of root and does whatever necessary to make it conform to it. If it does already conform to it, the loop breaks and the function returns to caller. Note that the function assumes that the tree constituted by the root and all its descendants is a Semi-Heap.

Now that we have a downheaper, what we need is the actual sorting routine.

void heapsort(int a[], int array\_size)  
{  
 int i;  
 for (i = (array\_size/2 -1); i >= 0; --i)  
 {  
 downHeap(a, i, array\_size-1);  
 }  
  
 for (i = array\_size-1; i >= 0; --i)  
 {  
 int temp;  
 temp = a[i];  
 a[i] = a[0];  
 a[0] = temp;  
 downHeap(a, 0, i-1);  
 }  
}

Note that, before the actual sorting of data takes place, the list is heaped in the for loop starting from the mid element (which is the parent of the right most leaf of the tree) of the list.

for (i = (array\_size/2 -1); i >= 0; --i)  
{  
 downHeap(a, i, array\_size-1);  
}

Following this is the loop which actually performs the extraction of the root and creating the sorted list. Notice the swapping of the ith element with the root followed by a reheaping of the list.

for (i = array\_size-1; i >= 0; --i)  
{  
 int temp;  
 temp = a[i];  
 a[i] = a[0];  
 a[0] = temp;  
 downHeap(a, 0, i-1);  
}

The following are some snapshots of the array during the sorting process. The unodered list -

8 6 10 3 1 2 5 4

After the initial heaping done by the first for loop.

10 6 8 4 1 2 5 3

Second loop which extracts root and reheaps.

8 6 5 4 1 2 3 10 } pass 1  
6 4 5 3 1 2 8 10 } pass 2  
5 4 2 3 1 6 8 10 } pass 3  
4 3 2 1 5 6 8 10 } pass 4  
3 1 2 4 5 6 8 10 } pass 5  
2 1 3 4 5 6 8 10 } pass 6  
1 2 3 4 5 6 8 10 } pass 7  
1 2 3 4 5 6 8 10 } pass 8

Heap sort is one of the preferred sorting algorithms when the number of data items is large. Its efficiency in general is considered to be poorer than quick sort and merge sort.

**###STL**

library

<algorithm>

**<algorithm>**

Standard Template Library: Algorithms

The header <algorithm> defines a collection of functions especially designed to be used on ranges of elements.  
  
A range is any sequence of objects that can be accessed through iterators or pointers, such as an array or an instance of some of the [STL containers](http://www.cplusplus.com/stl). Notice though, that algorithms operate through iterators directly on the values, not affecting in any way the structure of any possible container (it never affects the size or storage allocation of the container).

**Functions in <algorithm>**

**Non-modifying sequence operations**:

[**all\_of**](http://www.cplusplus.com/reference/algorithm/all_of/)

Test condition on all elements in range (function template )

[**any\_of**](http://www.cplusplus.com/reference/algorithm/any_of/)

Test if any element in range fulfills condition (function template )

[**none\_of**](http://www.cplusplus.com/reference/algorithm/none_of/)

Test if no elements fulfill condition (function template )

[**for\_each**](http://www.cplusplus.com/reference/algorithm/for_each/)

Apply function to range (function template )

[**find**](http://www.cplusplus.com/reference/algorithm/find/)

Find value in range (function template )

[**find\_if**](http://www.cplusplus.com/reference/algorithm/find_if/)

Find element in range (function template )

[**find\_if\_not**](http://www.cplusplus.com/reference/algorithm/find_if_not/)

Find element in range (negative condition) (function template )

[**find\_end**](http://www.cplusplus.com/reference/algorithm/find_end/)

Find last subsequence in range (function template )

[**find\_first\_of**](http://www.cplusplus.com/reference/algorithm/find_first_of/)

Find element from set in range (function template )

[**adjacent\_find**](http://www.cplusplus.com/reference/algorithm/adjacent_find/)

Find equal adjacent elements in range (function template )

[**count**](http://www.cplusplus.com/reference/algorithm/count/)

Count appearances of value in range (function template )

[**count\_if**](http://www.cplusplus.com/reference/algorithm/count_if/)

Return number of elements in range satisfying condition (function template )

[**mismatch**](http://www.cplusplus.com/reference/algorithm/mismatch/)

Return first position where two ranges differ (function template )

[**equal**](http://www.cplusplus.com/reference/algorithm/equal/)

Test whether the elements in two ranges are equal (function template )

[**is\_permutation**](http://www.cplusplus.com/reference/algorithm/is_permutation/)

Test whether range is permutation of another (function template )

[**search**](http://www.cplusplus.com/reference/algorithm/search/)

Search range for subsequence (function template )

[**search\_n**](http://www.cplusplus.com/reference/algorithm/search_n/)

Search range for elements (function template )

**Modifying sequence operations**:

[**copy**](http://www.cplusplus.com/reference/algorithm/copy/)

Copy range of elements (function template )

[**copy\_n**](http://www.cplusplus.com/reference/algorithm/copy_n/)

Copy elements (function template )

[**copy\_if**](http://www.cplusplus.com/reference/algorithm/copy_if/)

Copy certain elements of range (function template )

[**copy\_backward**](http://www.cplusplus.com/reference/algorithm/copy_backward/)

Copy range of elements backward (function template )

[**move**](http://www.cplusplus.com/reference/algorithm/move/)

Move range of elements (function template )

[**move\_backward**](http://www.cplusplus.com/reference/algorithm/move_backward/)

Move range of elements backward (function template )

[**swap**](http://www.cplusplus.com/reference/algorithm/swap/)

Exchange values of two objects (function template )

[**swap\_ranges**](http://www.cplusplus.com/reference/algorithm/swap_ranges/)

Exchange values of two ranges (function template )

[**iter\_swap**](http://www.cplusplus.com/reference/algorithm/iter_swap/)

Exchange values of objects pointed by two iterators (function template )

[**transform**](http://www.cplusplus.com/reference/algorithm/transform/)

Transform range (function template )

[**replace**](http://www.cplusplus.com/reference/algorithm/replace/)

Replace value in range (function template )

[**replace\_if**](http://www.cplusplus.com/reference/algorithm/replace_if/)

Replace values in range (function template )

[**replace\_copy**](http://www.cplusplus.com/reference/algorithm/replace_copy/)

Copy range replacing value (function template )

[**replace\_copy\_if**](http://www.cplusplus.com/reference/algorithm/replace_copy_if/)

Copy range replacing value (function template )

[**fill**](http://www.cplusplus.com/reference/algorithm/fill/)

Fill range with value (function template )

[**fill\_n**](http://www.cplusplus.com/reference/algorithm/fill_n/)

Fill sequence with value (function template )

[**generate**](http://www.cplusplus.com/reference/algorithm/generate/)

Generate values for range with function (function template )

[**generate\_n**](http://www.cplusplus.com/reference/algorithm/generate_n/)

Generate values for sequence with function (function template )

[**remove**](http://www.cplusplus.com/reference/algorithm/remove/)

Remove value from range (function template )

[**remove\_if**](http://www.cplusplus.com/reference/algorithm/remove_if/)

Remove elements from range (function template )

[**remove\_copy**](http://www.cplusplus.com/reference/algorithm/remove_copy/)

Copy range removing value (function template )

[**remove\_copy\_if**](http://www.cplusplus.com/reference/algorithm/remove_copy_if/)

Copy range removing values (function template )

[**unique**](http://www.cplusplus.com/reference/algorithm/unique/)

Remove consecutive duplicates in range (function template )

[**unique\_copy**](http://www.cplusplus.com/reference/algorithm/unique_copy/)

Copy range removing duplicates (function template )

[**reverse**](http://www.cplusplus.com/reference/algorithm/reverse/)

Reverse range (function template )

[**reverse\_copy**](http://www.cplusplus.com/reference/algorithm/reverse_copy/)

Copy range reversed (function template )

[**rotate**](http://www.cplusplus.com/reference/algorithm/rotate/)

Rotate left the elements in range (function template )

[**rotate\_copy**](http://www.cplusplus.com/reference/algorithm/rotate_copy/)

Copy range rotated left (function template )

[**random\_shuffle**](http://www.cplusplus.com/reference/algorithm/random_shuffle/)

Randomly rearrange elements in range (function template )

[**shuffle**](http://www.cplusplus.com/reference/algorithm/shuffle/)

Randomly rearrange elements in range using generator (function template )

**Partitions**:

[**is\_partitioned**](http://www.cplusplus.com/reference/algorithm/is_partitioned/)

Test whether range is partitioned (function template )

[**partition**](http://www.cplusplus.com/reference/algorithm/partition/)

Partition range in two (function template )

[**stable\_partition**](http://www.cplusplus.com/reference/algorithm/stable_partition/)

Partition range in two - stable ordering (function template )

[**partition\_copy**](http://www.cplusplus.com/reference/algorithm/partition_copy/)

Partition range into two (function template )

[**partition\_point**](http://www.cplusplus.com/reference/algorithm/partition_point/)

Get partition point (function template )

**Sorting**:

[**sort**](http://www.cplusplus.com/reference/algorithm/sort/)

Sort elements in range (function template )

[**stable\_sort**](http://www.cplusplus.com/reference/algorithm/stable_sort/)

Sort elements preserving order of equivalents (function template )

[**partial\_sort**](http://www.cplusplus.com/reference/algorithm/partial_sort/)

Partially sort elements in range (function template )

[**partial\_sort\_copy**](http://www.cplusplus.com/reference/algorithm/partial_sort_copy/)

Copy and partially sort range (function template )

[**is\_sorted**](http://www.cplusplus.com/reference/algorithm/is_sorted/)

Check whether range is sorted (function template )

[**is\_sorted\_until**](http://www.cplusplus.com/reference/algorithm/is_sorted_until/)

Find first unsorted element in range (function template )

[**nth\_element**](http://www.cplusplus.com/reference/algorithm/nth_element/)

Sort element in range (function template )

**Binary search** (operating on partitioned/sorted ranges):

[**lower\_bound**](http://www.cplusplus.com/reference/algorithm/lower_bound/)

Return iterator to lower bound (function template )

[**upper\_bound**](http://www.cplusplus.com/reference/algorithm/upper_bound/)

Return iterator to upper bound (function template )

[**equal\_range**](http://www.cplusplus.com/reference/algorithm/equal_range/)

Get subrange of equal elements (function template )

[**binary\_search**](http://www.cplusplus.com/reference/algorithm/binary_search/)

Test if value exists in sorted sequence (function template )

**Merge** (operating on sorted ranges):

[**merge**](http://www.cplusplus.com/reference/algorithm/merge/)

Merge sorted ranges (function template )

[**inplace\_merge**](http://www.cplusplus.com/reference/algorithm/inplace_merge/)

Merge consecutive sorted ranges (function template )

[**includes**](http://www.cplusplus.com/reference/algorithm/includes/)

Test whether sorted range includes another sorted range (function template )

[**set\_union**](http://www.cplusplus.com/reference/algorithm/set_union/)

Union of two sorted ranges (function template )

[**set\_intersection**](http://www.cplusplus.com/reference/algorithm/set_intersection/)

Intersection of two sorted ranges (function template )

[**set\_difference**](http://www.cplusplus.com/reference/algorithm/set_difference/)

Difference of two sorted ranges (function template )

[**set\_symmetric\_difference**](http://www.cplusplus.com/reference/algorithm/set_symmetric_difference/)

Symmetric difference of two sorted ranges (function template )

**Heap**:

[**push\_heap**](http://www.cplusplus.com/reference/algorithm/push_heap/)

Push element into heap range (function template )

[**pop\_heap**](http://www.cplusplus.com/reference/algorithm/pop_heap/)

Pop element from heap range (function template )

[**make\_heap**](http://www.cplusplus.com/reference/algorithm/make_heap/)

Make heap from range (function template )

[**sort\_heap**](http://www.cplusplus.com/reference/algorithm/sort_heap/)

Sort elements of heap (function template )

[**is\_heap**](http://www.cplusplus.com/reference/algorithm/is_heap/)

Test if range is heap (function template )

[**is\_heap\_until**](http://www.cplusplus.com/reference/algorithm/is_heap_until/)

Find first element not in heap order (function template )

**Min/max**:

[**min**](http://www.cplusplus.com/reference/algorithm/min/)

Return the smallest (function template )

[**max**](http://www.cplusplus.com/reference/algorithm/max/)

Return the largest (function template )

[**minmax**](http://www.cplusplus.com/reference/algorithm/minmax/)

Return smallest and largest elements (function template )

[**min\_element**](http://www.cplusplus.com/reference/algorithm/min_element/)

Return smallest element in range (function template )

[**max\_element**](http://www.cplusplus.com/reference/algorithm/max_element/)

Return largest element in range (function template )

[**minmax\_element**](http://www.cplusplus.com/reference/algorithm/minmax_element/)

Return smallest and largest elements in range (function template )

**Other**:

[**lexicographical\_compare**](http://www.cplusplus.com/reference/algorithm/lexicographical_compare/)

Lexicographical less-than comparison (function template )

[**next\_permutation**](http://www.cplusplus.com/reference/algorithm/next_permutation/)

Transform range to next permutation (function template )

[**prev\_permutation**](http://www.cplusplus.com/reference/algorithm/prev_permutation/)

Transform range to previous permutation (function template )

class template

<string>

**std::basic\_string**

template < class charT,

class traits = char\_traits<charT>, // basic\_string::traits\_type

class Alloc = allocator<charT> // basic\_string::allocator\_type

> class basic\_string;

Generic string class

The basic\_string is the generalization of class [string](http://www.cplusplus.com/string) for any character type (see [string](http://www.cplusplus.com/string) for a description).

**Template parameters**

charT

Character type.  
The string is formed by a sequence of characters of this type.  
This shall be a non-array [POD type](http://www.cplusplus.com/is_pod).

traits

[Character traits](http://www.cplusplus.com/char_traits) class that defines essential properties of the characters used by [basic\_string](http://www.cplusplus.com/basic_string) objects (see [char\_traits](http://www.cplusplus.com/char_traits)).  
traits::char\_type shall be the same as charT.  
Aliased as member type basic\_string::traits\_type.

Alloc

Type of the allocator object used to define the storage allocation model. By default, the [allocator](http://www.cplusplus.com/allocator) class template is used, which defines the simplest memory allocation model and is value-independent.  
Aliased as member type basic\_string::allocator\_type.

Note: Because the first template parameter is not aliased as any member type, charT is used throughout this reference to refer to this type.

**Template instantiations**

[**string**](http://www.cplusplus.com/reference/string/string/)

String class (class )

[**wstring**](http://www.cplusplus.com/reference/string/wstring/)

Wide string (class )

[**u16string**](http://www.cplusplus.com/reference/string/u16string/)

String of 16-bit characters (class )

[**u32string**](http://www.cplusplus.com/reference/string/u32string/)

String of 32-bit characters (class )

**Member types**

* [C++98](javascript:switch1.select(1))
* [C++11](javascript:switch1.select(2))

|  |  |  |
| --- | --- | --- |
| **member type** | **definition** | **notes** |
| traits\_type | The second template parameter (traits) | defaults to: [char\_traits](http://www.cplusplus.com/char_traits)<charT> |
| allocator\_type | The third template parameter (Alloc) | defaults to: [allocator](http://www.cplusplus.com/allocator)<charT> |
| value\_type | traits\_type::char\_type | shall be the same as charT |
| reference | allocator\_type::reference | for the default [allocator](http://www.cplusplus.com/allocator): charT& |
| const\_reference | allocator\_type::const\_reference | for the default [allocator](http://www.cplusplus.com/allocator): const charT& |
| pointer | allocator\_type::pointer | for the default [allocator](http://www.cplusplus.com/allocator): charT\* |
| const\_pointer | allocator\_type::const\_pointer | for the default [allocator](http://www.cplusplus.com/allocator): const charT\* |
| iterator | a [random access iterator](http://www.cplusplus.com/RandomAccessIterator) to charT | convertible to const\_iterator |
| const\_iterator | a [random access iterator](http://www.cplusplus.com/RandomAccessIterator) to const charT |  |
| reverse\_iterator | [reverse\_iterator](http://www.cplusplus.com/reverse_iterator)<iterator> |  |
| const\_reverse\_iterator | [reverse\_iterator](http://www.cplusplus.com/reverse_iterator)<const\_iterator> |  |
| difference\_type | allocator\_type::difference\_type | usually the same as [ptrdiff\_t](http://www.cplusplus.com/ptrdiff_t) |
| size\_type | allocator\_type::difference\_type | usually the same as [size\_t](http://www.cplusplus.com/size_t) |

**Member functions**

[**(constructor)**](http://www.cplusplus.com/reference/string/basic_string/basic_string/)

Construct basic\_string object (public member function )

[**(destructor)**](http://www.cplusplus.com/reference/string/basic_string/%7Ebasic_string/)

String destructor (public member function )

[**operator=**](http://www.cplusplus.com/reference/string/basic_string/operator=/)

String assignment (public member function )

**Iterators**:

[**begin**](http://www.cplusplus.com/reference/string/basic_string/begin/)

Return iterator to beginning (public member function )

[**end**](http://www.cplusplus.com/reference/string/basic_string/end/)

Return iterator to end (public member function )

[**rbegin**](http://www.cplusplus.com/reference/string/basic_string/rbegin/)

Return reverse iterator to reverse beginning (public member function )

[**rend**](http://www.cplusplus.com/reference/string/basic_string/rend/)

Return reverse iterator to reverse end (public member function )

[**cbegin**](http://www.cplusplus.com/reference/string/basic_string/cbegin/)

Return const\_iterator to beginning (public member function )

[**cend**](http://www.cplusplus.com/reference/string/basic_string/cend/)

Return const\_iterator to end (public member function )

[**crbegin**](http://www.cplusplus.com/reference/string/basic_string/crbegin/)

Return const\_reverse\_iterator to reverse beginning (public member function )

[**crend**](http://www.cplusplus.com/reference/string/basic_string/crend/)

Return const\_reverse\_iterator to reverse end (public member function )

**Capacity**:

[**size**](http://www.cplusplus.com/reference/string/basic_string/size/)

Return size (public member function )

[**length**](http://www.cplusplus.com/reference/string/basic_string/length/)

Return length of string (public member function )

[**max\_size**](http://www.cplusplus.com/reference/string/basic_string/max_size/)

Return maximum size (public member function )

[**resize**](http://www.cplusplus.com/reference/string/basic_string/resize/)

Resize string (public member function )

[**capacity**](http://www.cplusplus.com/reference/string/basic_string/capacity/)

Return size of allocated storage (public member function )

[**reserve**](http://www.cplusplus.com/reference/string/basic_string/reserve/)

Request a change in capacity (public member function )

[**clear**](http://www.cplusplus.com/reference/string/basic_string/clear/)

Clear string (public member function )

[**empty**](http://www.cplusplus.com/reference/string/basic_string/empty/)

Test whether string is empty (public member function )

[**shrink\_to\_fit**](http://www.cplusplus.com/reference/string/basic_string/shrink_to_fit/)

Shrink to fit (public member function )

**Element access**:

[**operator[]**](http://www.cplusplus.com/reference/string/basic_string/operator%5b%5d/)

Get character of string (public member function )

[**at**](http://www.cplusplus.com/reference/string/basic_string/at/)

Get character of string (public member function )

[**back**](http://www.cplusplus.com/reference/string/basic_string/back/)

Access last character (public member function )

[**front**](http://www.cplusplus.com/reference/string/basic_string/front/)

Access first character (public member function )

**Modifiers**:

[**operator+=**](http://www.cplusplus.com/reference/string/basic_string/operator+=/)

Append to string (public member function )

[**append**](http://www.cplusplus.com/reference/string/basic_string/append/)

Append to string (public member function )

[**push\_back**](http://www.cplusplus.com/reference/string/basic_string/push_back/)

Append character to string (public member function )

[**assign**](http://www.cplusplus.com/reference/string/basic_string/assign/)

Assign content to string (public member function )

[**insert**](http://www.cplusplus.com/reference/string/basic_string/insert/)

Insert into string (public member function )

[**erase**](http://www.cplusplus.com/reference/string/basic_string/erase/)

Erase characters from string (public member function )

[**replace**](http://www.cplusplus.com/reference/string/basic_string/replace/)

Replace portion of string (public member function )

[**swap**](http://www.cplusplus.com/reference/string/basic_string/swap/)

Swap string values (public member function )

[**pop\_back**](http://www.cplusplus.com/reference/string/basic_string/pop_back/)

Delete last character (public member function )

**String operations**:

[**c\_str**](http://www.cplusplus.com/reference/string/basic_string/c_str/)

Get C-string equivalent

[**data**](http://www.cplusplus.com/reference/string/basic_string/data/)

Get string data (public member function )

[**get\_allocator**](http://www.cplusplus.com/reference/string/basic_string/get_allocator/)

Get allocator (public member function )

[**copy**](http://www.cplusplus.com/reference/string/basic_string/copy/)

Copy sequence of characters from string (public member function )

[**find**](http://www.cplusplus.com/reference/string/basic_string/find/)

Find first occurrence in string (public member function )

[**rfind**](http://www.cplusplus.com/reference/string/basic_string/rfind/)

Find last occurrence in string (public member function )

[**find\_first\_of**](http://www.cplusplus.com/reference/string/basic_string/find_first_of/)

Find character in string (public member function )

[**find\_last\_of**](http://www.cplusplus.com/reference/string/basic_string/find_last_of/)

Find character in string from the end (public member function )

[**find\_first\_not\_of**](http://www.cplusplus.com/reference/string/basic_string/find_first_not_of/)

Find non-matching character in string (public member function )

[**find\_last\_not\_of**](http://www.cplusplus.com/reference/string/basic_string/find_last_not_of/)

Find non-matching character in string from the end (public member function )

[**substr**](http://www.cplusplus.com/reference/string/basic_string/substr/)

Generate substring (public member function )

[**compare**](http://www.cplusplus.com/reference/string/basic_string/compare/)

Compare strings (public member function )

**Non-member function overloads**

[**operator+**](http://www.cplusplus.com/reference/string/basic_string/operator+/)

Concatenate strings (function template )

[**relational operators**](http://www.cplusplus.com/reference/string/basic_string/operators/)

Relational operators for basic\_string (function template )

[**swap**](http://www.cplusplus.com/reference/string/basic_string/swap-free/)

Exchanges the values of two strings (function template )

[**operator>>**](http://www.cplusplus.com/reference/string/basic_string/operator%3E%3E/)

Extract string from stream (function template )

[**operator<<**](http://www.cplusplus.com/reference/string/basic_string/operator%3C%3C/)

Insert string into stream (function template )

[**getline**](http://www.cplusplus.com/reference/string/basic_string/getline/)

Get line from stream into string (function template )

**Member constants**

[**npos**](http://www.cplusplus.com/reference/string/basic_string/npos/)

Maximum value of size\_type (public static member constant )

class template

<map>

**std::map**

template < class Key, // map::key\_type

class T, // map::mapped\_type

class Compare = less<Key>, // map::key\_compare

class Alloc = allocator<pair<const Key,T> > // map::allocator\_type

> class map;

Map

Maps are associative containers that store elements formed by a combination of a *key value* and a *mapped value*, following a specific order.  
  
In a map, the *key values* are generally used to sort and uniquely identify the elements, while the *mapped values* store the content associated to this *key*. The types of *key* and *mapped value* may differ, and are grouped together in member type value\_type, which is a [pair](http://www.cplusplus.com/pair) type combining both:

|  |  |
| --- | --- |
|  | *typedef* pair<*const* Key, T> value\_type; |

Internally, the elements in a map are always sorted by its *key* following a specific *strict weak ordering* criterion indicated by its internal [comparison object](http://www.cplusplus.com/map::key_comp) (of type Compare).  
  
map containers are generally slower than [unordered\_map](http://www.cplusplus.com/unordered_map) containers to access individual elements by their *key*, but they allow the direct iteration on subsets based on their order.  
  
The mapped values in a [map](http://www.cplusplus.com/map) can be accessed directly by their corresponding key using the *bracket operator* (([operator[]](http://www.cplusplus.com/map::operator%5b%5d)).  
  
Maps are typically implemented as *binary search trees*.

**Container properties**

Associative

Elements in associative containers are referenced by their *key* and not by their absolute position in the container.

Ordered

The elements in the container follow a strict order at all times. All inserted elements are given a position in this order.

Map

Each element associates a *key* to a *mapped value*: Keys are meant to identify the elements whose main content is the *mapped value*.

Unique keys

No two elements in the container can have equivalent *keys*.

Allocator-aware

The container uses an allocator object to dynamically handle its storage needs.

**Template parameters**

Key

Type of the *keys*. Each element in a map is uniquely identified by its key value.  
Aliased as member type map::key\_type.

T

Type of the mapped value. Each element in a map stores some data as its mapped value.  
Aliased as member type map::mapped\_type.

Compare

A binary predicate that takes two element keys as arguments and returns a bool. The expression comp(a,b), where *comp* is an object of this type and *a* and *b* are key values, shall return true if *a* is considered to go before *b* in the *strict weak ordering* the function defines.  
The map object uses this expression to determine both the order the elements follow in the container and whether two element keys are equivalent (by comparing them reflexively: they are equivalent if !comp(a,b) && !comp(b,a)). No two elements in a map container can have equivalent keys.  
This can be a function pointer or a function object (see [constructor](http://www.cplusplus.com/map::map) for an example). This defaults to [less](http://www.cplusplus.com/less)<T>, which returns the same as applying the *less-than operator* (a<b).  
Aliased as member type map::key\_compare.

Alloc

Type of the allocator object used to define the storage allocation model. By default, the [allocator](http://www.cplusplus.com/allocator) class template is used, which defines the simplest memory allocation model and is value-independent.  
Aliased as member type map::allocator\_type.

**Member types**

* [C++98](javascript:switch1.select(1))
* [C++11](javascript:switch1.select(2))

|  |  |  |
| --- | --- | --- |
| **member type** | **definition** | **notes** |
| key\_type | The first template parameter (Key) |  |
| mapped\_type | The second template parameter (T) |  |
| value\_type | [pair](http://www.cplusplus.com/pair)<const key\_type,mapped\_type> |  |
| key\_compare | The third template parameter (Compare) | defaults to: [less](http://www.cplusplus.com/less)<key\_type> |
| value\_compare | *Nested function class to compare elements* | see [value\_comp](http://www.cplusplus.com/map::value_comp) |
| allocator\_type | The fourth template parameter (Alloc) | defaults to: [allocator](http://www.cplusplus.com/allocator)<value\_type> |
| reference | allocator\_type::reference | for the default [allocator](http://www.cplusplus.com/allocator): value\_type& |
| const\_reference | allocator\_type::const\_reference | for the default [allocator](http://www.cplusplus.com/allocator): const value\_type& |
| pointer | allocator\_type::pointer | for the default [allocator](http://www.cplusplus.com/allocator): value\_type\* |
| const\_pointer | allocator\_type::const\_pointer | for the default [allocator](http://www.cplusplus.com/allocator): const value\_type\* |
| iterator | a [bidirectional iterator](http://www.cplusplus.com/BidirectionalIterator) to value\_type | convertible to const\_iterator |
| const\_iterator | a [bidirectional iterator](http://www.cplusplus.com/BidirectionalIterator) to const value\_type |  |
| reverse\_iterator | [reverse\_iterator](http://www.cplusplus.com/reverse_iterator)<iterator> |  |
| const\_reverse\_iterator | [reverse\_iterator](http://www.cplusplus.com/reverse_iterator)<const\_iterator> |  |
| difference\_type | a signed integral type, identical to: iterator\_traits<iterator>::difference\_type | usually the same as [ptrdiff\_t](http://www.cplusplus.com/ptrdiff_t) |
| size\_type | an unsigned integral type that can represent any non-negative value of difference\_type | usually the same as [size\_t](http://www.cplusplus.com/size_t) |

**Member functions**

[**(constructor)**](http://www.cplusplus.com/reference/map/map/map/)

Construct map (public member function )

[**(destructor)**](http://www.cplusplus.com/reference/map/map/%7Emap/)

Map destructor (public member function )

[**operator=**](http://www.cplusplus.com/reference/map/map/operator=/)

Copy container content (public member function )

**Iterators**:

[**begin**](http://www.cplusplus.com/reference/map/map/begin/)

Return iterator to beginning (public member function )

[**end**](http://www.cplusplus.com/reference/map/map/end/)

Return iterator to end (public member function )

[**rbegin**](http://www.cplusplus.com/reference/map/map/rbegin/)

Return reverse iterator to reverse beginning (public member function )

[**rend**](http://www.cplusplus.com/reference/map/map/rend/)

Return reverse iterator to reverse end (public member function )

[**cbegin**](http://www.cplusplus.com/reference/map/map/cbegin/)

Return const\_iterator to beginning (public member function )

[**cend**](http://www.cplusplus.com/reference/map/map/cend/)

Return const\_iterator to end (public member function )

[**crbegin**](http://www.cplusplus.com/reference/map/map/crbegin/)

Return const\_reverse\_iterator to reverse beginning (public member function )

[**crend**](http://www.cplusplus.com/reference/map/map/crend/)

Return const\_reverse\_iterator to reverse end (public member function )

**Capacity**:

[**empty**](http://www.cplusplus.com/reference/map/map/empty/)

Test whether container is empty (public member function )

[**size**](http://www.cplusplus.com/reference/map/map/size/)

Return container size (public member function )

[**max\_size**](http://www.cplusplus.com/reference/map/map/max_size/)

Return maximum size (public member function )

**Element access**:

[**operator[]**](http://www.cplusplus.com/reference/map/map/operator%5b%5d/)

Access element (public member function )

[**at**](http://www.cplusplus.com/reference/map/map/at/)

Access element (public member function )

**Modifiers**:

[**insert**](http://www.cplusplus.com/reference/map/map/insert/)

Insert elements (public member function )

[**erase**](http://www.cplusplus.com/reference/map/map/erase/)

Erase elements (public member function )

[**swap**](http://www.cplusplus.com/reference/map/map/swap/)

Swap content (public member function )

[**clear**](http://www.cplusplus.com/reference/map/map/clear/)

Clear content (public member function )

[**emplace**](http://www.cplusplus.com/reference/map/map/emplace/)

Construct and insert element (public member function )

[**emplace\_hint**](http://www.cplusplus.com/reference/map/map/emplace_hint/)

Construct and insert element with hint (public member function )

**Observers**:

[**key\_comp**](http://www.cplusplus.com/reference/map/map/key_comp/)

Return key comparison object (public member function )

[**value\_comp**](http://www.cplusplus.com/reference/map/map/value_comp/)

Return value comparison object (public member function )

**Operations**:

[**find**](http://www.cplusplus.com/reference/map/map/find/)

Get iterator to element (public member function )

[**count**](http://www.cplusplus.com/reference/map/map/count/)

Count elements with a specific key (public member function )

[**lower\_bound**](http://www.cplusplus.com/reference/map/map/lower_bound/)

Return iterator to lower bound (public member function )

[**upper\_bound**](http://www.cplusplus.com/reference/map/map/upper_bound/)

Return iterator to upper bound (public member function )

[**equal\_range**](http://www.cplusplus.com/reference/map/map/equal_range/)

Get range of equal elements (public member function )

**Allocator**:

[**get\_allocator**](http://www.cplusplus.com/reference/map/map/get_allocator/)

Get allocator (public member function )

class template

<vector>

**std::vector**

template < class T, class Alloc = allocator<T> > class vector; // generic template

Vector

Vectors are sequence containers representing arrays that can change in size.  
  
Just like arrays, vectors use contiguous storage locations for their elements, which means that their elements can also be accessed using offsets on regular pointers to its elements, and just as efficiently as in arrays. But unlike arrays, their size can change dynamically, with their storage being handled automatically by the container.  
  
Internally, vectors use a dynamically allocated array to store their elements. This array may need to be reallocated in order to grow in size when new elements are inserted, which implies allocating a new array and moving all elements to it. This is a relatively expensive task in terms of processing time, and thus, vectors do not reallocate each time an element is added to the container.  
  
Instead, vector containers may allocate some extra storage to accommodate for possible growth, and thus the container may have an actual [capacity](http://www.cplusplus.com/vector::capacity) greater than the storage strictly needed to contain its elements (i.e., its [size](http://www.cplusplus.com/vector::size)). Libraries can implement different strategies for growth to balance between memory usage and reallocations, but in any case, reallocations should only happen at logarithmically growing intervals of [size](http://www.cplusplus.com/vector::size) so that the insertion of individual elements at the end of the vector can be provided with *amortized constant time* complexity (see [push\_back](http://www.cplusplus.com/vector::push_back)).  
  
Therefore, compared to arrays, vectors consume more memory in exchange for the ability to manage storage and grow dynamically in an efficient way.  
  
Compared to the other dynamic sequence containers ([deques](http://www.cplusplus.com/deque), [lists](http://www.cplusplus.com/list) and [forward\_lists](http://www.cplusplus.com/forward_list)), vectors are very efficient accessing its elements (just like arrays) and relatively efficient adding or removing elements from its [end](http://www.cplusplus.com/vector::end). For operations that involve inserting or removing elements at positions other than the end, they perform worse than the others, and have less consistent iterators and references than [lists](http://www.cplusplus.com/list) and [forward\_lists](http://www.cplusplus.com/forward_list).

**Container properties**

Sequence

Elements in sequence containers are ordered in a strict linear sequence. Individual elements are accessed by their position in this sequence.

Dynamic array

Allows direct access to any element in the sequence, even through pointer arithmetics, and provides relatively fast addition/removal of elements at the end of the sequence.

Allocator-aware

The container uses an allocator object to dynamically handle its storage needs.

**Template parameters**

T

Type of the elements.  
Only if T [is guaranteed to not throw while moving](http://www.cplusplus.com/is_nothrow_move_constructible), implementations can optimize to move elements instead of copying them during reallocations.  
Aliased as member type vector::value\_type.

Alloc

Type of the allocator object used to define the storage allocation model. By default, the [allocator](http://www.cplusplus.com/allocator) class template is used, which defines the simplest memory allocation model and is value-independent.  
Aliased as member type vector::allocator\_type.

**Member types**

* [C++98](javascript:switch1.select(1))
* [C++11](javascript:switch1.select(2))

|  |  |  |
| --- | --- | --- |
| **member type** | **definition** | **notes** |
| value\_type | The first template parameter (T) |  |
| allocator\_type | The second template parameter (Alloc) | defaults to: [allocator](http://www.cplusplus.com/allocator)<value\_type> |
| reference | allocator\_type::reference | for the default [allocator](http://www.cplusplus.com/allocator): value\_type& |
| const\_reference | allocator\_type::const\_reference | for the default [allocator](http://www.cplusplus.com/allocator): const value\_type& |
| pointer | allocator\_type::pointer | for the default [allocator](http://www.cplusplus.com/allocator): value\_type\* |
| const\_pointer | allocator\_type::const\_pointer | for the default [allocator](http://www.cplusplus.com/allocator): const value\_type\* |
| iterator | a [random access iterator](http://www.cplusplus.com/RandomAccessIterator) to value\_type | convertible to const\_iterator |
| const\_iterator | a [random access iterator](http://www.cplusplus.com/RandomAccessIterator) to const value\_type |  |
| reverse\_iterator | [reverse\_iterator](http://www.cplusplus.com/reverse_iterator)<iterator> |  |
| const\_reverse\_iterator | [reverse\_iterator](http://www.cplusplus.com/reverse_iterator)<const\_iterator> |  |
| difference\_type | a signed integral type, identical to: iterator\_traits<iterator>::difference\_type | usually the same as [ptrdiff\_t](http://www.cplusplus.com/ptrdiff_t) |
| size\_type | an unsigned integral type that can represent any non-negative value of difference\_type | usually the same as [size\_t](http://www.cplusplus.com/size_t) |

**Member functions**

[**(constructor)**](http://www.cplusplus.com/reference/vector/vector/vector/)

Construct vector (public member function )

[**(destructor)**](http://www.cplusplus.com/reference/vector/vector/%7Evector/)

Vector destructor (public member function )

[**operator=**](http://www.cplusplus.com/reference/vector/vector/operator=/)

Assign content (public member function )

**Iterators**:

[**begin**](http://www.cplusplus.com/reference/vector/vector/begin/)

Return iterator to beginning (public member function )

[**end**](http://www.cplusplus.com/reference/vector/vector/end/)

Return iterator to end (public member function )

[**rbegin**](http://www.cplusplus.com/reference/vector/vector/rbegin/)

Return reverse iterator to reverse beginning (public member function )

[**rend**](http://www.cplusplus.com/reference/vector/vector/rend/)

Return reverse iterator to reverse end (public member function )

[**cbegin**](http://www.cplusplus.com/reference/vector/vector/cbegin/)

Return const\_iterator to beginning (public member function )

[**cend**](http://www.cplusplus.com/reference/vector/vector/cend/)

Return const\_iterator to end (public member function )

[**crbegin**](http://www.cplusplus.com/reference/vector/vector/crbegin/)

Return const\_reverse\_iterator to reverse beginning (public member function )

[**crend**](http://www.cplusplus.com/reference/vector/vector/crend/)

Return const\_reverse\_iterator to reverse end (public member function )

**Capacity**:

[**size**](http://www.cplusplus.com/reference/vector/vector/size/)

Return size (public member function )

[**max\_size**](http://www.cplusplus.com/reference/vector/vector/max_size/)

Return maximum size (public member function )

[**resize**](http://www.cplusplus.com/reference/vector/vector/resize/)

Change size (public member function )

[**capacity**](http://www.cplusplus.com/reference/vector/vector/capacity/)

Return size of allocated storage capacity (public member function )

[**empty**](http://www.cplusplus.com/reference/vector/vector/empty/)

Test whether vector is empty (public member function )

[**reserve**](http://www.cplusplus.com/reference/vector/vector/reserve/)

Request a change in capacity (public member function )

[**shrink\_to\_fit**](http://www.cplusplus.com/reference/vector/vector/shrink_to_fit/)

Shrink to fit (public member function )

**Element access**:

[**operator[]**](http://www.cplusplus.com/reference/vector/vector/operator%5b%5d/)

Access element (public member function )

[**at**](http://www.cplusplus.com/reference/vector/vector/at/)

Access element (public member function )

[**front**](http://www.cplusplus.com/reference/vector/vector/front/)

Access first element (public member function )

[**back**](http://www.cplusplus.com/reference/vector/vector/back/)

Access last element (public member function )

[**data**](http://www.cplusplus.com/reference/vector/vector/data/)

Access data (public member function )

**Modifiers**:

[**assign**](http://www.cplusplus.com/reference/vector/vector/assign/)

Assign vector content (public member function )

[**push\_back**](http://www.cplusplus.com/reference/vector/vector/push_back/)

Add element at the end (public member function )

[**pop\_back**](http://www.cplusplus.com/reference/vector/vector/pop_back/)

Delete last element (public member function )

[**insert**](http://www.cplusplus.com/reference/vector/vector/insert/)

Insert elements (public member function )

[**erase**](http://www.cplusplus.com/reference/vector/vector/erase/)

Erase elements (public member function )

[**swap**](http://www.cplusplus.com/reference/vector/vector/swap/)

Swap content (public member function )

[**clear**](http://www.cplusplus.com/reference/vector/vector/clear/)

Clear content (public member function )

[**emplace**](http://www.cplusplus.com/reference/vector/vector/emplace/)

Construct and insert element (public member function )

[**emplace\_back**](http://www.cplusplus.com/reference/vector/vector/emplace_back/)

Construct and insert element at the end (public member function )

**Allocator**:

[**get\_allocator**](http://www.cplusplus.com/reference/vector/vector/get_allocator/)

Get allocator (public member function )

**Non-member function overloads**

[**relational operators**](http://www.cplusplus.com/reference/vector/vector/operators/)

Relational operators for vector (function template )

[**swap**](http://www.cplusplus.com/reference/vector/vector/swap-free/)

Exchange contents of vectors (function template )