**Лабораторна робота №9**

**Параметризація в Java**

**Мета:** Вивчення принципів параметризації в Java. Розробка параметризованих класів та методів.

**1 ВИМОГИ**

1. Створити власний клас-контейнер, що параметризується (Generic Type), на основі зв'язних списків для реалізації колекції domain-об’єктів лабораторної роботи №7.
2. Для розроблених класів-контейнерів забезпечити можливість використання їх об'єктів у циклі foreach в якості джерела даних.
3. Забезпечити можливість збереження та відновлення колекції об'єктів: 1) за допомогою стандартної серіалізації; 2) не використовуючи протокол серіалізації.
4. Продемонструвати розроблену функціональність: створення контейнера, додавання елементів, видалення елементів, очищення контейнера, перетворення у масив, перетворення у рядок, перевірку на наявність елементів.
5. Забороняється використання контейнерів (колекцій) з Java Collections Framework.
   1. **Розробник**

* П.І.Б: Заночкин Є. Д.
* Группа: КІТ-119а
* Варіант: 7

1. **ОПИС ПРОГРАМИ**
   1. **Засоби ООП:**

Scanner inInt, inStr = new Scanner(System.in) – для введення обраних опцій користувачем з клавіатури;

XMLEncoder encoder = new XMLEncoder(new BufferedOutputStream(new FileOutputStream("Lab09.xml"));

encoder.writeObject(container); – нестандартна серіалізація;

XMLDecoder decoder = new XMLDecoder(new BufferedInputStream(new FileInputStream("Lab09.xml")));

container = (ClientList<Client>) decoder.readObject(); – нестандартна десеріалізація;

ObjectOutputStream oos = new ObjectOutputStream(new BufferedOutputStream(newFileOutputStream("Lab09.ser")));

oos.writeObject(container);

oos.flush(); – стандартна серіалізація;

ObjectInputStream ois = new ObjectInputStream(new BufferedOutputStream(new FileInputStream("Lab09.ser")));

container = (ClientList<Client>) ois.readObject(); – стандартна десеріалізація;

* 1. **Ієрархія та структура класів**

Було створено класи Main (головний клас програми), Client (клас, що містить всі поля та методи прикладної області «Бюро знайомств»), ClientList (клас-контейнер) та Node (клас-покажчик на елемент).

* 1. **Важливі фрагменти програми**

Клас Main

package ua.khpi.oop.zanochkyn09;

import java.beans.XMLDecoder;

import java.beans.XMLEncoder;

import java.io.BufferedInputStream;

import java.io.BufferedOutputStream;

import java.io.FileInputStream;

import java.io.FileOutputStream;

import java.io.IOException;

import java.io.ObjectInputStream;

import java.io.ObjectOutputStream;

import java.util.Scanner;

import ua.khpi.oop.zanochkyn07.InfoAboutYourself;

import ua.khpi.oop.zanochkyn07.PartnerRequirements;

public class Main

{

public static void main(String[] args)

{

ClientList<Client> container = new ClientList<Client>();

String gender;

String date;

InfoAboutYourself info;

PartnerRequirements requirements;

int ID = 1;

boolean endCheck = true;

Scanner inInt = new Scanner(System.in);

Scanner inStr = new Scanner(System.in);

while (endCheck)

{

System.out.println("Menu:");

System.out.println("1. Show clients");

System.out.println("2. Add client");

System.out.println("3. Remove client");

System.out.println("4. Change information");

System.out.println("5. Clear list");

System.out.println("6. Serialize data");

System.out.println("7. Deserialize data");

System.out.println("8. Count elements in a container");

System.out.println("0. Exit");

System.out.println("Enter your option:");

int option = inInt.nextInt();

System.out.println();

switch (option)

{

case 1:

if(container.getSize() > 0)

System.out.println(container.toString());

else

System.out.println("Container is empty.\n");

break;

case 2:

System.out.println("Enter gender:");

gender = inStr.nextLine();

System.out.println("Enter registration date:");

date = inStr.nextLine();

System.out.println("Enter information about yourself: Name, age, height, eye colour, hobby.");

info = new InfoAboutYourself(inStr.nextLine(), inInt.nextInt(), inInt.nextInt(), inStr.nextLine(), inStr.nextLine());

System.out.println("Enter partner requirements: Gender, min age, max age.");

requirements = new PartnerRequirements(inStr.nextLine(), inInt.nextInt(), inInt.nextInt());

container.add(new Client(gender, ID++, date, info, requirements));

System.out.println("\n" + container.toString());

break;

case 3:

System.out.println("Enter client's ID to remove him:");

int id = inInt.nextInt();

int size = container.getSize();

for(int i = 0; i < container.getSize(); i++)

if(container.getElement(i).getId() == id)

{

container.remove(i);

break;

}

if(size == container.getSize())

System.out.println("There is no such client");

else

System.out.println("Client removed");

System.out.println();

break;

case 4:

System.out.println("Enter client's ID to change his information:");

id = inInt.nextInt();

int index = 0;

for(index = 0; index < container.getSize(); index++)

if(container.getElement(index).getId() == id)

break;

if(index == container.getSize())

{

System.out.println("There is no client with that ID.\n");

break;

}

boolean endCheck2 = true;

int option2 = 0;

while(endCheck2)

{

System.out.println("\n" + container.getElement(index).toString() + "\n");

System.out.println("Which information you want to change?");

System.out.println("1. Gender");

System.out.println("2. ID");

System.out.println("3. Registration date");

System.out.println("4. Information about yourself");

System.out.println("5. Partner requirements");

System.out.println("6. End of change");

System.out.println("Enter option:");

option2 = inInt.nextInt();

System.out.println();

switch(option2)

{

case 1:

System.out.println("Enter new gender:");

container.getElement(index).setClientGender(inStr.nextLine());

break;

case 2:

System.out.println("Enter new ID:");

container.getElement(index).setId(inInt.nextInt());

break;

case 3:

System.out.println("Enter new registration date:");

container.getElement(index).setDate(inStr.nextLine());

break;

case 4:

System.out.println("Information about yourself:");

System.out.println("1. Name");

System.out.println("2. Age");

System.out.println("3. Height");

System.out.println("4. Eye colour");

System.out.println("5. Hobby");

System.out.println("6. Change all information");

System.out.println("Enter option:");

int option3 = inInt.nextInt();

System.out.println();

switch(option3)

{

case 1:

System.out.println("Enter new name:");

container.getElement(index).getInformation().setName(inStr.nextLine());

break;

case 2:

System.out.println("Enter new age:");

container.getElement(index).getInformation().setAge(inInt.nextInt());

break;

case 3:

System.out.println("Enter new height:");

container.getElement(index).getInformation().setHeight(inInt.nextInt());

break;

case 4:

System.out.println("Enter new eye colour:");

container.getElement(index).getInformation().setEyeColour(inStr.nextLine());

break;

case 5:

System.out.println("Enter new hobby:");

container.getElement(index).getInformation().setClientHobby(inStr.nextLine());

break;

case 6:

System.out.println("Enter information about yourself: Name, age, height, eye colour, hobby.");

info = new InfoAboutYourself(inStr.nextLine(), inInt.nextInt(), inInt.nextInt(), inStr.nextLine(), inStr.nextLine());

container.getElement(index).setInformation(info);

break;

default:

System.out.println("Wrong command.");

break;

}

break;

case 5:

System.out.println("Partner requirements:");

System.out.println("1. Gender");

System.out.println("2. Min age");

System.out.println("3. Max age");

System.out.println("4. Change all requirements");

System.out.println("Enter option:");

option3 = inInt.nextInt();

System.out.println();

switch(option3)

{

case 1:

System.out.println("Enter new gender:");

container.getElement(index).getRequirements().setPartnerGender(inStr.nextLine());

break;

case 2:

System.out.println("Enter new min age:");

container.getElement(index).getRequirements().setMinAge(inInt.nextInt());

break;

case 3:

System.out.println("Enter new max age:");

container.getElement(index).getRequirements().setMaxAge(inInt.nextInt());

break;

case 4:

System.out.println("Enter partner requirements: Gender, min age, max age.");

requirements = new PartnerRequirements(inStr.nextLine(), inInt.nextInt(), inInt.nextInt());

container.getElement(index).setRequirements(requirements);

break;

default:

System.out.println("Wrong command.");

break;

}

break;

case 6:

endCheck2 = false;

break;

default:

System.out.println("Wrong command.");

break;

}

}

break;

case 5:

container.clear();

System.out.println("Container cleared.\n");

break;

case 6:

System.out.println("Choose the method");

System.out.println("1. Standard serialization");

System.out.println("2. XML serialization");

System.out.println("3. End");

System.out.println("Enter your option:");

option2 = inInt.nextInt();

System.out.println();

switch(option2)

{

case 1:

try(ObjectOutputStream oos = new ObjectOutputStream(new BufferedOutputStream(new FileOutputStream("Lab09.ser"))))

{

oos.writeObject(container);

oos.flush();

System.out.println("Serialization successful.\n");

}

catch(Exception ex)

{

System.out.println(ex.getMessage() + "\n");

}

break;

case 2:

try(XMLEncoder encoder = new XMLEncoder(new BufferedOutputStream(new FileOutputStream("Lab09.xml"))))

{

encoder.writeObject(container);

System.out.println("Serialization successful.\n");

}

catch(Exception ex)

{

System.out.println(ex.getMessage() + "\n");

}

break;

case 3:

break;

default:

System.out.println("Wrong command.\n");

break;

}

break;

case 7:

System.out.println("Choose the method");

System.out.println("1. Standard deserialization");

System.out.println("2. XML deserialization");

System.out.println("3. End");

System.out.println("Enter your option");

option2 = inInt.nextInt();

System.out.println();

switch(option2)

{

case 1:

try(ObjectInputStream ois = new ObjectInputStream(new BufferedInputStream(new FileInputStream("Lab09.ser"))))

{

container.clear();

container = (ClientList<Client>) ois.readObject();

System.out.println("Deserialization successful.\n");

}

catch(Exception ex)

{

System.out.println(ex.getMessage());

}

break;

case 2:

try(XMLDecoder decoder = new XMLDecoder(new BufferedInputStream(new FileInputStream("Lab09.xml"))))

{

container.clear();

container = (ClientList<Client>) decoder.readObject();

System.out.println("Deserialization successful.\n");

}

catch(IOException ex)

{

System.out.println(ex.getMessage());

}

break;

case 3:

break;

default:

System.out.println("Wrong command.\n");

break;

}

break;

case 8:

System.out.println("There are " + container.getSize() + " elements in a container\n");

break;

case 0:

endCheck = false;

container.clear();

inInt.close();

inStr.close();

break;

default:

System.out.println("Wrong command\n");

break;

}

}

System.out.println("End");

}

}

Клас Client

package ua.khpi.oop.zanochkyn09;

import java.io.Serializable;

import ua.khpi.oop.zanochkyn07.InfoAboutYourself;

import ua.khpi.oop.zanochkyn07.PartnerRequirements;

public class Client implements Serializable

{

private static final long serialVersionUID = 8633968308489911794L;

/\*

\* Змінні

\*/

private String gender;

private int id;

private String registrationDate;

private InfoAboutYourself information;

private PartnerRequirements requirements;

/\*

\* Конструктори класу

\*/

public Client(String gender, int id, String date, InfoAboutYourself info, PartnerRequirements requirements)

{

this.gender = gender;

this.id = id;

this.registrationDate = date;

this.information = info;

this.requirements = requirements;

}

public Client()

{

}

/\*

\* Геттери та сеттери

\*/

public String getClientGender()

{

return gender;

}

public void setClientGender(String gender)

{

this.gender = gender;

}

public int getId()

{

return id;

}

public void setId(int id)

{

this.id = id;

}

public String getDate()

{

return registrationDate;

}

public void setDate(String date)

{

this.registrationDate = date;

}

public InfoAboutYourself getInformation()

{

return information;

}

public void setInformation(InfoAboutYourself info)

{

this.information = info;

}

public PartnerRequirements getRequirements()

{

return requirements;

}

public void setRequirements(PartnerRequirements requirements)

{

this.requirements = requirements;

}

public String toString()

{

return "ID - " + id + "\nRegistration date - " + registrationDate + "\nGender - " + gender + "\n\n" +

"Information about yourself:\nName - " + getInformation().getName() + "\nAge - " + getInformation().getAge() +

"\nHeight - " + getInformation().getHeight() + "\nEye colour - " + getInformation().getEyeColour() +

"\nHobby - " + getInformation().getClientHobby() + "\n\n" +

"Partner requirements:\nGender - " + getRequirements().getPartnerGender() +

"\nMin age - " + getRequirements().getMinAge() + "\nMax age - " + getRequirements().getMaxAge() +

"\n----------------------------------------";

}

}

Клас ClientList

package ua.khpi.oop.zanochkyn09;

import java.io.Serializable;

import java.util.Iterator;

import java.util.NoSuchElementException;

public class ClientList<T> implements Serializable, Iterable<T>

{

private static final long serialVersionUID = 5493313651067238933L;

public Node<T> head;

private int size;

/\*

\* Getter and setter for size

\*/

public int getSize() { return size; }

public void setSize(int size) { this.size = size; }

/\*

\* Method (add) that add a new client into container

\*/

public void add(T el)

{

Node<T> temp = new Node<T>();

if(head == null)

head = new Node<T>(el);

else

{

temp = head;

while(temp.next != null)

temp = temp.next;

temp.next = new Node<T>(el);

}

size++;

}

/\*

\* Method (remove) that remove a client from container

\*/

void remove(int id)

{

Node<T> temp = head;

if(head != null)

{

if(id == 0)

head = head.next;

else

{

for(int i = 0; i < id - 1; i++)

temp = temp.next;

if(temp.next != null)

temp.next = temp.next.next;

else

temp.next = null;

}

size--;

}

else

System.out.println("Container is empty.");

}

/\*

\* Method (clear) that clear the container

\*/

void clear()

{

this.head = null;

size = 0;

}

/\*

\* Method (toArray[]) that return container as an array

\*/

public Object[] toArray()

{

Object[] arr = new Object[size];

for(int i = 0; i < size; i++)

arr[i] = getElement(i);

return arr;

}

/\*

\* Method (getElement) that return a specific element from container

\*/

public T getElement(int id)

{

if(id < 0 || id >= size)

{

System.out.println("Wrong id.");

return null;

}

Node<T> temp = head;

for(int i = 0; i < id; i++)

temp = temp.next;

return temp.element;

}

/\*

\* Method (toString) that return a container as a string

\*/

public String toString()

{

StringBuilder sb = new StringBuilder();

for(T value : this)

sb.append(value + "\n");

return sb.toString();

}

public Iterator<T> iterator()

{

return new Iterator<T>()

{

int index = 0;

boolean check = false;

/\*

\* Method that returns true if the iteration has more elements

\*/

@Override

public boolean hasNext()

{

return index < size;

}

/\*

\* Method that returns the next element in the iteration

\*/

@Override

public T next()

{

if (index == size)

throw new NoSuchElementException();

check = true;

return getElement(index++);

}

/\*

\* Method that removes from the container the last element returned by this iterator

\*/

@Override

public void remove()

{

if (check)

{

ClientList.this.remove(index - 1);

check = false;

}

else

throw new IllegalStateException();

}

};

}

}

Клас Node

package ua.khpi.oop.zanochkyn09;

import java.io.Serializable;

public class Node<T> implements Serializable

{

private static final long serialVersionUID = -2673405972360871471L;

public T element;

public Node<T> next;

public Node() {}

public Node(T el)

{

super();

this.element = el;

}

}

1. **ВАРІАНТИ ВИКОРИСТАННЯ**

У результаті виконання лабораторної роботи було розроблено меню, яке дозволяє користувачу:

1. Вивести усі елементи у консоль (1 команда меню) ;
2. Додати елемент у контейнер (2 команда меню);
3. Видалити елемент з контейнеру (3 команда меню);
4. Редагувати один з елементів (4 команда меню);
5. Очистити контейнер (5 команда меню);
6. Серіалізувати контейнер у файл (6 команда меню);
7. Десеріалізувати контейнер (7 команда меню);
8. Визначити кількість елементів у контейнері (8 команда меню);
9. Закінчити виконання програми (0 команда меню) ;
10. **РЕЗУЛЬТАТИ РОБОТИ ПРОГРАМИ**

**![](data:image/png;base64,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)**

Рисунок 9.1 – Результат роботи програми у середовищі Eclipse

**Висновок**

Під час виконання лабораторної роботи було набуто навички роботи з параметризацією в середовищі Eclipse IDE.