![Gerb-BMSTU_01](data:image/jpeg;base64,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)**Министерство науки и высшего образования Российской Федерации Федеральное государственное бюджетное образовательное учреждение высшего образования**
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# Введение

### Программный продукт написан с использованием среды разработки Visual Studio на языке программирования C#.

Для создания графического интерфейса и взаимодействия с COM- портами использовались стандартные библиотеки и элементы управления. Дополнительные функции, не относящиеся к стандартным, приведены ниже.

# Классы, используемые в программе

## Класс Connection.cs

*Таблица 1. Поля класса* Connection.cs

|  |  |
| --- | --- |
| **Имя** | **Описание** |
| STARTBYTE | Стартовый байт |
| HeaderLenght | Длина заголовка кадра |
| fileTypeLenght | Длина части кадра, хранящей тип файла |
| sizeLenght | Длина части кадра, хранящей размер файла |
| NumOfFrameLenght | Длина части кадра, хрянящей номер посылаемого кадра |
| InfoLen | Длина кадра |
| FilePath | Путь к отправляемому файлу на компьютере отправителя |
| BreakConnection | Флаг наличия обрыва соединения |
| file\_buffer | Буфер для загрузки файла на стороне получателя |
| ProgressBar | Индикатор выполнения операция |
| b\_ChooseFile | Кнопка выбора файла и последующей отправки |

*Таблица 2. Перечисления класса* Connection.cs

|  |  |
| --- | --- |
| **Имя** | **Описание** |
| FrameType | Содержит типы кадров |

*Таблица 3. Свойства класса* Connection.cs

|  |  |
| --- | --- |
| **Имя** | **Описание** |
| MainForm | Связь с основной формой |
| Log | Окно вывода логов |
| Port | Текущий порт |
| ProgressBar | Индикатор выполнения операции |

## Класс Hamming.cs

*Таблица 4. Методы класса* Hamming.cs

|  |  |
| --- | --- |
| **Имя** | **Описание** |
| ErrorDigit | Возвращает номер разряда с ошибкой |
| HammingEncode1511 | Кодирует 11-битый информационный вектор в 15 |
| HammingDecode1511 | Формирует из заведомо верного 15-битного закодированного вектора 11-битный информационный |
| HammingSimptome1511 | Вычисляет синдром ошибки |
| HammingCorrection1511 | Исправляет ошибку в закодированном 15-битном векторе |
| Decoded | Получая на вход 15-битный закодированный вектор, исправляет в нем ошибки и возвращает 11-битый информационный вектор |

# Листинг программы

## Form1.cs

using System;

using System.Collections.Generic; using System.ComponentModel; using System.Data;

using System.Drawing; using System.IO;

using System.IO.Ports; using System.Linq; using System.Text;

using System.Threading.Tasks; using System.Windows.Forms;

namespace ComForm

{

public partial class Form1 : Form

{

Connection com1 = new Connection();

public Form1()

{

InitializeComponent(); cb\_PortNames.Items.AddRange(SerialPort.GetPortNames()); com1.MainForm = this;

com1.ProgressBar = progressBar1; com1.b\_ChooseFile = b\_ChooseFile; com1.b\_Connection = b\_Connection; com1.b\_OpenPort = b\_OpenPort; b\_con.Enabled = false; b\_ChooseFile.Enabled = false; b\_Connection.Enabled = false;

richTextBox1.AppendText("Добро пожаловать!\nПеред началом работы выберите порт из списка и откройте его.\n\n");

}

/// <summary>

/// Пишет в лог, есть ли соединение

/// </summary>

private void b\_con\_Click(object sender, EventArgs e)

{

if (com1.IsConnected())

{

richTextBox1.AppendText("[" + DateTime.Now + "]: " + cb\_PortNames.SelectedItem.ToString() + ": Соединение установлено\n");

}

else

{

richTextBox1.AppendText("[" + DateTime.Now + "]: " + cb\_PortNames.SelectedItem.ToString() + ": Соединение отсутствует\n");

}

}

/// <summary>

/// Открывает порт com1

/// </summary>

private void b\_OpenPort\_Click(object sender, EventArgs e)

{

if (cb\_PortNames.SelectedItem != null)

{

com1.Log = richTextBox1;

if (com1.Port.IsOpen)

{

if (com1.ClosePort())

{

richTextBox1.AppendText("[" + DateTime.Now + "]: Порт " + com1.Port.PortName + " закрыт\n");

b\_con.Enabled = false; b\_ChooseFile.Enabled = false; b\_Connection.Enabled = false; cb\_PortNames.Enabled = true;

b\_OpenPort.Text = "Открыть порт";

}

}

else //открываем

{

com1.setPortName(cb\_PortNames.SelectedItem.ToString());

if (com1.OpenPort())

{

richTextBox1.AppendText("[" + DateTime.Now + "]: Порт " + com1.Port.PortName + " открыт\n");

b\_con.Enabled = true; b\_ChooseFile.Enabled = true; b\_Connection.Enabled = true; cb\_PortNames.Enabled = false;

b\_OpenPort.Text = "Закрыть порт";

}

}

}

else

{

MessageBox.Show("Порт не выбран!", "Ошибка", MessageBoxButtons.OK,

MessageBoxIcon.Error);

}

}

private void b\_ChooseFile\_Click(object sender, EventArgs e)

{

OpenFileDialog openFileDialog = new OpenFileDialog(); if (com1.IsConnected())

{

if (openFileDialog.ShowDialog() == DialogResult.OK)

{

}

}

else

{

com1.WriteData(openFileDialog.FileName, Connection.FrameType.FILEOK); richTextBox1.ScrollToCaret();

MessageBox.Show("Соединение отсутствует!", "Ошибка", MessageBoxButtons.OK, MessageBoxIcon.Error);

}

}

private void Form1\_FormClosing(Object sender, FormClosingEventArgs e)

{

com1.ClosePort();

}

private void b\_About\_Click(object sender, EventArgs e)

{

MessageBox.Show("Программа реализует взаимодействие 2-х ПК, соединенных через интерфейс RS-232C,\n" +

"с функцией передачи файла и возможностью докачки после восстановления прерванной связи.\n\n" +

"Программу разработали студенты МГТУ им. Н.Э.Баумана группы

ИУ5-65:\n\n" +

}

"Погосян С.Л. (прикладной уровень)\n" + "Камалов М.Р. (канальный уровень)\n" + "Усынин Ю.А. (физический уровень)", "О программе",

MessageBoxButtons.OK, MessageBoxIcon.Information);

private void b\_Connection\_Click(object sender, EventArgs e)

{

if (!com1.Port.DtrEnable)

{ //если выключен

com1.Port.DtrEnable = true; b\_Connection.Text = "Разорвать соединение";

if (com1.IsConnected())

{

richTextBox1.AppendText("[" + DateTime.Now + "]: Соединение успешно

установлено!\n");

}

else

{

richTextBox1.AppendText("[" + DateTime.Now + "]: Порт " + com1.Port.PortName + " готов к передаче данных, требуется подключение второго порта\n");

}

}

else

{

разорвано\n");

}

com1.Port.DtrEnable = false; b\_Connection.Text = "Установить соединение";

richTextBox1.AppendText("[" + DateTime.Now + "]: Соединение было

}

}

}

## Program.cs

using System;

using System.Collections.Generic; using System.Linq;

using System.Threading.Tasks; using System.Windows.Forms;

namespace ComForm

{

static class Program

{

/// <summary>

/// Главная точка входа для приложения.

/// </summary> [STAThread]

static void Main()

{

Application.EnableVisualStyles(); Application.SetCompatibleTextRenderingDefault(false); Application.Run(new Form1());

}

}

}

## Connection.cs

using System;

using System.Collections.Generic; using System.Linq;

using System.Text; using System.Threading; using System.IO;

using System.IO.Ports; using System.Windows.Forms;

namespace ComForm

{

class Connection

{

int SuccessfulFrameNumber = 0; SerialPort \_Port = new SerialPort(); public SerialPort Port

{

get

{

}

set

{

return \_Port;

\_Port = value; if (\_Port.IsOpen)

{

\_Port.DiscardInBuffer();

\_Port.DiscardOutBuffer();

}

}

}

public bool setPortName(string name)

{

string[] PortList = SerialPort.GetPortNames();

if (Port.IsOpen)

{

открыт\n");

}

Log.AppendText("[" + DateTime.Now + "] Нельзя менять имя порта, когда он

return false;

if (PortList.Contains(name))

{

Port.PortName = name; return true;

}

такого порта

}

Log.AppendText("[" + DateTime.Now + "] Порт" + name + " не найден\n"); //нет return false;

public bool OpenPort()

{

try

{

}

Port.Open(); InitializeHandlers();

return true;

catch (System.IO.IOException)

{

найден\n");

}

Log.AppendText("[" + DateTime.Now + "] Порт " + Port.PortName + " не

return false;

catch (System.InvalidOperationException) //открыт в этом приложении

{

открыт\n");

}

Log.AppendText("[" + DateTime.Now + "] Порт " + Port.PortName + " уже

return false;

catch (System.UnauthorizedAccessException) //уже открыт в другом приложении/другим окном

{

Log.AppendText("[" + DateTime.Now + "] Порт " + Port.PortName + " уже используется\n");

return false;

}

}

public bool ClosePort()

{

if (!Port.IsOpen)

{

закрыт\n");

}

Log.AppendText("[" + DateTime.Now + "] Порт " + Port.PortName + " уже

return false;

Port.Close(); return true;

}

public bool IsConnected() //оба порта открыты и готовы слать данные

{

return Port.IsOpen && Port.DsrHolding;

}

//==================================================\*/\*/\*/\*

public const byte STARTBYTE = 0xFF; const int HeaderLenght = 2;

const int fileTypeLenght = 1; const int sizeLenght = 10; const int NumOfFrameLenght = 7;

const int InfoLen = HeaderLenght + fileTypeLenght + sizeLenght + NumOfFrameLenght

+ NumOfFrameLenght;

public enum FrameType : byte

{

ACK, MSG, RET\_MSG,

ERR\_FILE, FILE, FRAME, FILEOK,

}

public static String FilePath; public bool BreakConnection = false;

public void WriteData(string input, FrameType type)

{

byte[] Header = { STARTBYTE, (byte)type };

byte[] fileId = { 0 }; byte[] size;

byte[] NumOfFrames; byte[] FrameNumber;

byte[] BufferToSend; byte[] Telegram; string Telegram\_s; string size\_s; byte[] ByteToEncode; byte[] ByteEncoded;

switch (type)

{

case FrameType.ERR\_FILE:

break;

case FrameType.MSG: #region MSG

if (IsConnected())

{

// Telegram[] = Coding(input);

Telegram = Encoding.Default.GetBytes(input); //потом это кыш

BufferToSend = new byte[Header.Length + Telegram.Length]; //буфер для отправки = заголовок+сообщение

Header.CopyTo(BufferToSend, 0); Telegram.CopyTo(BufferToSend, Header.Length);

Port.Write(BufferToSend, 0, BufferToSend.Length); Log.AppendText("(" + Port.PortName + ") WriteData: sent message >

" + Encoding.Default.GetString(Telegram) + "\n");

}

break; #endregion

case FrameType.ACK: #region ACK

if (IsConnected())

{

// Telegram[] = Coding(input);

Telegram = Encoding.Default.GetBytes(input); //потом это кыш

BufferToSend = new byte[Header.Length + Telegram.Length]; //буфер для отправки = заголовок+сообщение

Header.CopyTo(BufferToSend, 0);

Telegram.CopyTo(BufferToSend, Header.Length);

Port.Write(BufferToSend, 0, BufferToSend.Length); Telegram\_s = Encoding.Default.GetString(Telegram);

//Log.AppendText("[" + DateTime.Now + "] Отправлено ACK согласие на принятие файла: " + Telegram\_s + "\n");

}

break; #endregion

case FrameType.FILEOK: #region FILEOK

if (IsConnected())

{

ByteToEncode = File.ReadAllBytes(input); FilePath = input;

size = new byte[sizeLenght]; size =

Encoding.Default.GetBytes(((double)ByteToEncode.Length).ToString()); //нужны байты

//Telegram = Encoding.Default.GetBytes(size); //потом это кыш

BufferToSend = new byte[Header.Length + size.Length]; //буфер для отправки = заголовок+сообщение

Header.CopyTo(BufferToSend, 0); size.CopyTo(BufferToSend, Header.Length);

Port.Write(BufferToSend, 0, BufferToSend.Length); size\_s = Encoding.Default.GetString(size);

Log.AppendText("[" + DateTime.Now + "] Отправлена информация о размере файла: " + size\_s + " байт\n");

//SuccessfulFrameNumber = int.Parse(Telegram\_s);

}

break; #endregion

case FrameType.FRAME: #region FRAME

if (IsConnected())

{

// Telegram[] = Coding(input);

Telegram = Encoding.Default.GetBytes(input); //потом это кыш

BufferToSend = new byte[Header.Length + Telegram.Length]; //буфер для отправки = заголовок+сообщение

Header.CopyTo(BufferToSend, 0); Telegram.CopyTo(BufferToSend, Header.Length);

Port.Write(BufferToSend, 0, BufferToSend.Length); Telegram\_s = Encoding.Default.GetString(Telegram);

//Log.AppendText("[" + DateTime.Now + "] Получен кадр " + Telegram\_s + " .Отправлено подтверждение о получении\n");

//SuccessfulFrameNumber = int.Parse(Telegram\_s);

}

else

{

Log.Invoke(new EventHandler(delegate

{

нарушена.");

Log.AppendText("[" + DateTime.Now + "]: Передача файла

}));

//MessageBox.Show("Соединение прервано. Передача нарушена.4");

BreakConnection = true; break;

}

break; #endregion

case FrameType.FILE: #region FILE

int i;

int parts = 0;

int EncodedByteIndex;

int Part\_ByteEncodedIndex; ByteEncoded = new byte[0]; size = new byte[0]; NumOfFrames = new byte[0];

if (IsConnected())

{

ByteToEncode = File.ReadAllBytes(@FilePath);

//b\_ChooseFile.Invoke(new EventHandler(delegate

//{

// b\_ChooseFile.Enabled = false;

//}));

b\_ChooseFile.Invoke(new EventHandler(delegate

{

b\_ChooseFile.Enabled = false;

}));

b\_OpenPort.Invoke(new EventHandler(delegate

{

b\_OpenPort.Enabled = false;

}));

size = new byte[sizeLenght]; size =

Encoding.Default.GetBytes(((double)ByteToEncode.Length).ToString()); //нужны байты

//WriteData(Encoding.Default.GetString(size), FrameType.FILEOK); NumOfFrames = new byte[NumOfFrameLenght];

FrameNumber = new byte[NumOfFrameLenght];

string typeFile = @input.Split('.')[1]; fileId[0] = TypeFile\_to\_IdFile(typeFile);

ByteEncoded = new byte[ByteToEncode.Length \* 2]; for (i = 0; i < ByteToEncode.Length; i++)

{

i \* 2);

Hamming.HammingEncode74(ByteToEncode[i]).CopyTo(ByteEncoded,

}

if (ByteEncoded.Length + InfoLen < Port.WriteBufferSize)

{

BufferToSend = new byte[InfoLen + ByteEncoded.Length]; Header.CopyTo(BufferToSend, 0); fileId.CopyTo(BufferToSend, Header.Length); size.CopyTo(BufferToSend, Header.Length + fileId.Length);

fileId.Length + sizeLenght);

NumOfFrames = Encoding.Default.GetBytes(1.ToString()); NumOfFrames.CopyTo(BufferToSend, Header.Length +

FrameNumber = Encoding.Default.GetBytes(1.ToString()); FrameNumber.CopyTo(BufferToSend, Header.Length +

fileId.Length + sizeLenght + NumOfFrameLenght);

ByteEncoded.CopyTo(BufferToSend, InfoLen); bool flag = false;

while (!flag)

{

if (MessageBox.Show("Отправить?", "Файл", MessageBoxButtons.YesNo) == DialogResult.Yes)

{

flag = true;

Port.Write(BufferToSend, 0, BufferToSend.Length);

//loading.Hide(); MessageBox.Show("Готово!");

//loading.progressBar1.Value = 0;

//loading.i = 1;

}

else

{

flag = true;

//loading.Hide();

//loading.progressBar1.Value = 0; MessageBox.Show("Вы отменили передачу файла.");

// loading.i = 1;

}

}

}

else

{

//EncodedByteIndex;

//Part\_ByteEncodedIndex;

parts = (int)Math.Ceiling((double)ByteEncoded.Length / (double)(Port.WriteBufferSize - InfoLen));

ProgressBar.Invoke(new EventHandler(delegate

{

ProgressBar.Visible = true; ProgressBar.Maximum = parts;

}));

NumOfFrames = Encoding.Default.GetBytes(parts.ToString());

for (i = 0; i < parts; i++)

{

EncodedByteIndex = i \* (Port.WriteBufferSize - InfoLen); Part\_ByteEncodedIndex = (Port.WriteBufferSize - InfoLen);

byte[] Part\_ByteEncoded = new

byte[Part\_ByteEncodedIndex];

Part\_ByteEncodedIndex))

int Part\_Len = 0;

if (((ByteEncoded.Length - EncodedByteIndex) >=

{

Part\_Len = Part\_ByteEncodedIndex;

}

else if (ByteEncoded.Length - EncodedByteIndex > 0)

{

(Port.WriteBufferSize - InfoLen);

}

Part\_Len = ByteEncoded.Length - i \*

BufferToSend = new byte[Port.WriteBufferSize];

Header.CopyTo(BufferToSend, 0); fileId.CopyTo(BufferToSend, Header.Length);

size.CopyTo(BufferToSend, Header.Length + fileId.Length);

NumOfFrames.CopyTo(BufferToSend, Header.Length +

fileId.Length + sizeLenght);

1).ToString());

FrameNumber = Encoding.Default.GetBytes((i +

FrameNumber.CopyTo(BufferToSend, Header.Length +

fileId.Length + sizeLenght + NumOfFrameLenght);

Array.ConstrainedCopy(ByteEncoded, EncodedByteIndex, BufferToSend, InfoLen, Part\_Len);

//Log.AppendText("[" + DateTime.Now + "]: Отправляется фрейм: " + (SuccessfulFrameNumber + 1).ToString() + "\n");

if (IsConnected())

{

Port.Write(BufferToSend, 0, BufferToSend.Length);

}

Log.Invoke(new EventHandler(delegate

{

Log.AppendText("[" + DateTime.Now + "]: Отправка кадра " + (i + 1).ToString() + "\n");

Log.ScrollToCaret();

}));

if (ProgressBar.Value != parts)

{

ProgressBar.Invoke(new EventHandler(delegate

{

ProgressBar.Value++;

}));

}

byte[] ByteCheck = new byte[1];

if (i > 0 && IsConnected())

{

//Thread.Sleep(10); int WaitTime = 0; try

{

Port.Read(ByteCheck, 0, 1);

}

catch (Exception e)

{

Log.AppendText(e.Message); break;

}

while (ByteCheck[0] != STARTBYTE)

{

if (WaitTime <= 100)

{

}

else

{

}

Thread.Sleep(10); WaitTime += 10;

Port.Read(ByteCheck, 0, 1);

MessageBox.Show("Передача файла прервана"); break;

}

if (IsConnected()) { continue;}

Port.Read(ByteCheck, 0, 1);

if (ByteCheck[0] == (int)FrameType.FRAME)

{

int n = FrameNumber.Length;//Port.BytesToRead; byte[] msgByteBuffer = new byte[n];

сообщение

Port.Read(msgByteBuffer, 0, n); //считываем

string Message =

Encoding.Default.GetString(msgByteBuffer);

//Log.Invoke(new EventHandler(delegate

//{

// Log.AppendText("[" + DateTime.Now + "]

Получено подтверждение об успешной доставке кадра " + Message + "\n");

//}));

SuccessfulFrameNumber = int.Parse(Message);

}

if (i == SuccessfulFrameNumber)

{

continue;

}

//if (i != SuccessfulFrameNumber)

//{

// MessageBox.Show("Передача файла нарушена.1");

// break;

//}

}

if (!IsConnected())

{

Log.Invoke(new EventHandler(delegate

{

файла нарушена\n");

}));

Log.AppendText("[" + DateTime.Now + "]: Передача

DialogResult result; while (!IsConnected())

{

Передача нарушена.\n" докачки файла.\n"

result = MessageBox.Show("Соединение прервано.

+ "Восстановите соединение и нажмите ОК для

+ "Иначе нажмите ОТМЕНА.", "Ошибка", MessageBoxButtons.OKCancel, MessageBoxIcon.Error);

if (result == DialogResult.Cancel)

{

Log.Invoke(new EventHandler(delegate

{

Передача файла отменена\n");

}));

Log.AppendText("[" + DateTime.Now + "]:

ProgressBar.Invoke(new EventHandler(delegate

{

ProgressBar.Value = 0;

}));

return;

}

}

//BreakConnection = true;

i = SuccessfulFrameNumber - 1;

//break;

}

}

Log.Invoke(new EventHandler(delegate

{

передан\n");

Log.AppendText("[" + DateTime.Now + "]: Файл успешно

}));

ProgressBar.Invoke(new EventHandler(delegate

{

ProgressBar.Value = 0;

}));

b\_ChooseFile.Invoke(new EventHandler(delegate

{

b\_ChooseFile.Enabled = true;

}));

b\_OpenPort.Invoke(new EventHandler(delegate

{

b\_OpenPort.Enabled = true;

}));

}

}

else

{

Log.Invoke(new EventHandler(delegate

{

Log.AppendText("[" + DateTime.Now + "]: Передача файла нарушена.\n" + "Последний успешный фрейм: " + SuccessfulFrameNumber.ToString());

}));

//MessageBox.Show("Соединение прервано. Передача нарушена.3");

BreakConnection = true; break;

}

break; #endregion

default:

if (IsConnected())

Port.Write(Header, 0, Header.Length); break;

}

//Зачем такая конструкция?

//Log.Invoke(new EventHandler(delegate

//{

// Log.AppendText("sent frame " + type + "\n"); //всё записываем, мы же

снобы

//}));

}

public void InitializeHandlers()

{

Port.DataReceived += new SerialDataReceivedEventHandler(Port\_DataReceived);

}

private void Port\_DataReceived(object sender, SerialDataReceivedEventArgs e)

{

if (Port.ReadByte() == STARTBYTE)

{

GetData(Port.ReadByte());

}

}

byte[] file\_buffer;

public void GetData(int typeId)

{

FrameType type = (FrameType)typeId;

byte[] ToDecode; byte[] Decoded;

/\*Log.Invoke(new EventHandler(delegate

{

Log.AppendText("get frame " + type +"\n");

}));\*/

switch (type)

{

case FrameType.MSG: #region MSG

if (IsConnected())

{

int n = Port.BytesToRead;

byte[] msgByteBuffer = new byte[n];

Port.Read(msgByteBuffer, 0, n); //считываем сообщение string Message = Encoding.Default.GetString(msgByteBuffer); Log.Invoke(new EventHandler(delegate

{

Log.AppendText("(" + Port.PortName + ") GetData: новое сообщение > " + Message + "\n");

}));

WriteData(null, FrameType.ACK);

}

else

{

WriteData(null, FrameType.RET\_MSG);

}

break; #endregion

case FrameType.FILEOK: #region FILEOK

if (IsConnected())

{

int n = Port.BytesToRead;

byte[] msgByteBuffer = new byte[n];

Port.Read(msgByteBuffer, 0, n); //считываем сообщение string Message = Encoding.Default.GetString(msgByteBuffer); Log.Invoke(new EventHandler(delegate

{

Log.AppendText("[" + DateTime.Now + "]: Получено предложение на прием файла размером: " + Message + " байт\n");

}));

//SuccessfulFrameNumber = int.Parse(Message); int Message\_num = int.Parse(Message);

double fileSize = Math.Round((double)Message\_num / 1024, 3);

if (MessageBox.Show("Получено предложение на прием файла. Размер: " + fileSize.ToString() + " Кбайт.\nПринять?", "Прием файла", MessageBoxButtons.YesNo) == DialogResult.Yes)

{

WriteData("OK", FrameType.ACK);

b\_ChooseFile.Invoke(new EventHandler(delegate

{

b\_ChooseFile.Enabled = false;

}));

b\_OpenPort.Invoke(new EventHandler(delegate

{

b\_OpenPort.Enabled = false;

}));

}

else

{

Log.AppendText("[" + DateTime.Now + "]: Передача файла

отменена");

}

}

else

{

MessageBox.Show("Нет соединения!", "Ошибка", MessageBoxButtons.OK, MessageBoxIcon.Error);

}

break; #endregion

case FrameType.FILE:

while ((!IsConnected()) && (BreakConnection))

{

Port.DiscardInBuffer(); Log.Invoke(new EventHandler(delegate

{

Log.AppendText(

"[" + DateTime.Now + "]: "

+ "Ожидание файла..."

+ "\r\n"); Log.ScrollToCaret(); Thread.Sleep(1000);

}));

}

#region FILE

if (IsConnected())

{

byte fileId = (byte)Port.ReadByte(); string typeFile = TypeFileAnalysis(fileId);

byte[] size = new byte[sizeLenght]; Port.Read(size, 0, sizeLenght);

int ssize = (int)Double.Parse(Encoding.Default.GetString(size));

byte[] byte\_NumOfFrames = new byte[NumOfFrameLenght]; Port.Read(byte\_NumOfFrames, 0, NumOfFrameLenght);

int NumOfFrames = (int)Double.Parse(Encoding.Default.GetString(byte\_NumOfFrames));

ProgressBar.Invoke(new EventHandler(delegate

{

ProgressBar.Visible = true; ProgressBar.Maximum = NumOfFrames;

}));

byte[] byte\_FrameNumber = new byte[NumOfFrameLenght]; Port.Read(byte\_FrameNumber, 0, NumOfFrameLenght);

int FrameNumber = (int)Double.Parse(Encoding.Default.GetString(byte\_FrameNumber));

if (FrameNumber == 1)

{

file\_buffer = new byte[NumOfFrames \* (Port.WriteBufferSize -

27)];

}

Log.Invoke(new EventHandler(delegate

{

Log.AppendText(

"[" + DateTime.Now + "]: "

+ "Загружен кадр "

+ FrameNumber.ToString()

+ "\r\n"); Log.ScrollToCaret();

}));

int n = Port.WriteBufferSize - InfoLen; byte[] newPart = new byte[n]; Port.Read(newPart, 0, n);

newPart.CopyTo(file\_buffer, n \* (FrameNumber - 1)); if (ProgressBar.Value != FrameNumber)

{

ProgressBar.Invoke(new EventHandler(delegate

{

ProgressBar.Value++;

}));

}

WriteData(FrameNumber.ToString(), FrameType.FRAME);

if (FrameNumber == NumOfFrames)

{

Decoded = new byte[ssize]; ToDecode = new byte[2];

for (int i = 0; i < ssize; i++)

{

ToDecode[0] = file\_buffer[i \* 2]; ToDecode[1] = file\_buffer[(i \* 2) + 1]; Decoded[i] = Hamming.Decode(ToDecode);

}

Log.Invoke(new EventHandler(delegate

{

Log.AppendText(

"[" + DateTime.Now + "]: "

+ "Файл успешно получен"

+ "\r\n"); Log.ScrollToCaret(); b\_ChooseFile.Enabled = true; b\_OpenPort.Enabled = true;

}));

SaveFileDialog saveFileDialog = new SaveFileDialog(); MainForm.Invoke(new EventHandler(delegate

{

saveFileDialog.FileName = ""; saveFileDialog.Filter = "TypeFile (\*." + typeFile +

")|\*." + typeFile + "|All files (\*.\*)|\*.\*";

if (DialogResult.OK == saveFileDialog.ShowDialog())

{

File.WriteAllBytes(saveFileDialog.FileName, Decoded);

//WriteData(null, FrameType.ACK); Log.Invoke(new EventHandler(delegate

{

}));

}

Log.AppendText(

"[" + DateTime.Now + "]: "

+ "Файл сохранен"

+ "\r\n"); Log.ScrollToCaret(); b\_ChooseFile.Enabled = true; b\_OpenPort.Enabled = true;

else

{

// MessageBox.Show("Отмена "); Log.Invoke(new EventHandler(delegate

{

Log.AppendText(

"[" + DateTime.Now + "]: "

+ "Вы не сохранили файл"

+ "\r\n"); Log.ScrollToCaret();

}));

}

}));

ProgressBar.Invoke(new EventHandler(delegate

{

}

}

else

{

ProgressBar.Value = 0;

}));

WriteData(null, FrameType.ERR\_FILE);

}

break; #endregion

//======================================================

case FrameType.ACK: #region ACK

WriteData(FilePath, FrameType.FILE); break;

#endregion

case FrameType.RET\_MSG: #region RET\_MSG

Log.AppendText("Ошибка отправки! Нет соединения\n"); break;

#endregion

case FrameType.ERR\_FILE: #region RET\_FILE

Log.AppendText("Ошибка отправки файла! Нет соединения\n"); break;

#endregion

}

}

private RichTextBox \_Log; //штука, чтобы видеть, что творится

public RichTextBox Log

{

get

{

}

set

{

}

}

return \_Log;

\_Log = value;

private Button \_b\_ChooseFile; public Button b\_ChooseFile

{

get

{

}

set

{

}

}

return \_b\_ChooseFile;

\_b\_ChooseFile = value;

private Button \_b\_Connection; public Button b\_Connection

{

get

{

}

set

{

}

}

return \_b\_Connection;

\_b\_Connection = value;

private Button \_b\_OpenPort; public Button b\_OpenPort

{

get

{

}

set

{

}

}

return \_b\_OpenPort;

\_b\_OpenPort = value;

private ProgressBar \_ProgressBar; public ProgressBar ProgressBar

{

get

{

}

set

{

}

}

return \_ProgressBar;

\_ProgressBar = value;

private Form \_mainForm; public Form MainForm

{

get

{

}

set

{

}

}

return \_mainForm;

\_mainForm = value;

private string TypeFileAnalysis(byte fileId)

{

switch (fileId)

{

case 1:

return "txt"; case 2:

return "png"; case 3:

return "pdf"; case 4:

return "docx"; case 5:

return "jpeg"; case 6:

return "avi"; case 7:

return "mp3"; case 8:

return "rar"; default:

return "typenotfound";

}

}

private byte TypeFile\_to\_IdFile(string str)

{

switch (str)

{

case "txt":

return 1; case "png":

return 2; case "pdf":

return 3; case "docx":

return 4; case "jpeg":

return 5; case "avi":

return 6; case "mp3":

return 7; case "rar":

return 8; default:

return 9;

}

}

}

}

## Hamming.cs

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace ComForm

{

class Hamming

{

public static int ErorDigit(char[] Error)

{

int digit = 0;

for (int i = Error.Length - 1; i >= 0; i--)

{

int s = int.Parse(Convert.ToString(Error[4 - i + -1]));

digit += (s \* (int)(Math.Pow(2, 4 - i + -1)));

}

//Console.WriteLine(digit);

return digit - 1;

}

/// <summary>

/// Кодирует один информационный байт в два кодированных

/// </summary>

/// <param name="ToBeEncoded">Байт который нужно закодировать</param>

/// <returns>Массив из двух элементов</returns>

public static char[] HamingEncode1511(char[] ToBeEncoded)

{

char[] Array = new char[15];

int i = 0;

int j = 0;

StringBuilder temp = new StringBuilder(ToBeEncoded.ToString());

//HalfByte=forHalfByte.ToString().b2();

StringBuilder xxx = new StringBuilder(Array.ToString());

Array[0] = ToBeEncoded[0];

Array[1] = ToBeEncoded[1];

Array[2] = ToBeEncoded[2];

Array[3] = ToBeEncoded[3];

Array[4] = ToBeEncoded[4];

Array[5] = ToBeEncoded[5];

Array[6] = ToBeEncoded[6];

Array[8] = ToBeEncoded[7];

Array[9] = ToBeEncoded[8];

Array[10] = ToBeEncoded[9];

Array[12] = ToBeEncoded[10];

Array[7] = Convert.ToChar(Array[0] ^ Array[1] ^ Array[2] ^ Array[3] ^ Array[4] ^ Array[5] ^ Array[6]);

Array[11] = Convert.ToChar(Array[0] ^ Array[1] ^ Array[2] ^ Array[3] ^ Array[8] ^ Array[9] ^ Array[10]);

Array[13] = Convert.ToChar(Array[0] ^ Array[1] ^ Array[4] ^ Array[5] ^ Array[8] ^ Array[9] ^ Array[12]);

Array[14] = Convert.ToChar(Array[0] ^ Array[2] ^ Array[4] ^ Array[6] ^ Array[8] ^ Array[10] ^ Array[12]);

//for (j = 0; j < xxx.Length; j++)

//{

// Array[j]=xxx[j];

//}

return Array;

}

public static char[] HamingDecode1511(char[] ToBeDecoded)

{

char[] Array = new char[11];

StringBuilder temp = new StringBuilder(ToBeDecoded.ToString());

Array[0] = ToBeDecoded[0];

Array[1] = ToBeDecoded[1];

Array[2] = ToBeDecoded[2];

Array[3] = ToBeDecoded[3];

Array[4] = ToBeDecoded[4];

Array[5] = ToBeDecoded[5];

Array[6] = ToBeDecoded[6];

Array[7] = ToBeDecoded[8];

Array[8] = ToBeDecoded[9];

Array[9] = ToBeDecoded[10];

Array[10] = ToBeDecoded[12];

return Array;

}

public static int HamingSindrome1511(char[] ToBeDecoded)

{

int[] Array = new int[4];

int digit = 0;

StringBuilder temp = new StringBuilder(ToBeDecoded.ToString());

Console.WriteLine(ToBeDecoded);

Array[3] = ((ToBeDecoded[6] ^ ToBeDecoded[5] ^ ToBeDecoded[4] ^ ToBeDecoded[3] ^ ToBeDecoded[2] ^ ToBeDecoded[1] ^ ToBeDecoded[0] ^ ToBeDecoded[7]));

Array[2] = ((ToBeDecoded[10] ^ ToBeDecoded[9] ^ ToBeDecoded[8] ^ ToBeDecoded[3] ^ ToBeDecoded[2] ^ ToBeDecoded[1] ^ ToBeDecoded[0] ^ ToBeDecoded[11]));

Array[1] = ((ToBeDecoded[12] ^ ToBeDecoded[9] ^ ToBeDecoded[8] ^ ToBeDecoded[5] ^ ToBeDecoded[4] ^ ToBeDecoded[1] ^ ToBeDecoded[0] ^ ToBeDecoded[13]));

Array[0] = ((ToBeDecoded[12] ^ ToBeDecoded[10] ^ ToBeDecoded[8] ^ ToBeDecoded[6] ^ ToBeDecoded[4] ^ ToBeDecoded[2] ^ ToBeDecoded[0] ^ ToBeDecoded[14]));

for (int i = 0; i < 4; i++)

{

digit += (Array[i] \* (int)(Math.Pow(2, i)));

}

Console.WriteLine(Array[3]);

Console.WriteLine(Array[2]);

Console.WriteLine(Array[1]);

Console.WriteLine(Array[0]);

return 15 - digit;

}

public static char[] HamingCorrection1511(char[] code, int number)

{

if (number == 0)

{

return code;

}

else

{

if (code[number - 1] == '0')

{

code[number - 1] = '1';

}

else

{

code[number - 1] = '0';

}

}

return code;

}

public static char[] Decoded(char[] ToBeDecoded)

{

int Sindrome = Hamming.HamingSindrome1511(ToBeDecoded); // Определение синдрома

char[] CorrectedCode;

if (Sindrome == 15) // Если имеется ненулевой синдрома

{

CorrectedCode = Hamming.HamingCorrection1511(ToBeDecoded, (Sindrome)); // Корректируем

}

else

{

CorrectedCode = ToBeDecoded; // Не корректируем

}

char[] outgoing = Hamming.HamingDecode1511(CorrectedCode); // Декодируем

return outgoing;

}

}

}