4\_GBM.R

setwd("")  
library(Metrics)  
########################################################################  
#Definition Gradient Boosting Machine (G.B.M)  
########################################################################  
#QUESTION : What is the main difference between bagged trees and boosted trees?  
#RESPONSE : Boosted trees improve the model fit by considering past fits and bagged trees do not.  
#COMMENT : Boosting is an iterative algorithm that considers past fits to improve performance.  
credit <- read.csv("credit.csv", stringsAsFactors = TRUE)  
########################################################################  
#Split data in 80% 20%  
########################################################################  
# Total number of rows in the credit data frame  
n <- nrow(credit)  
# Number of rows for the training set (80% of the dataset)  
n\_train <- round(0.8 \* n)   
# Create a vector of indices which is an 80% random sample  
set.seed(123)  
train\_indices <- sample(1:n, n\_train)  
# Subset the credit data frame to training indices only  
credit\_train <- credit[train\_indices, ]   
# Exclude the training indices to create the test set  
credit\_test <- credit[-train\_indices, ]  
  
########################################################################  
#Train a GBM model  
########################################################################  
#gbm() function to train a GBM classifier to predict loan default  
#You will train a 10,000-tree GBM on the credit\_train  
  
#Using such a large number of trees (10,000) is probably not optimal for a GBM   
#but we will build more trees than we need and then select the optimal number of trees based on early performance-based stopping.   
  
#For binary classification, gbm() requires the response to be encoded as 0/1 (numeric)  
#so we will have to convert from a "no/yes" factor to a 0/1 numeric   
  
#gbm() function requires the user to specify a distribution argument  
#For a binary classification problem, you should set distribution = "bernoulli"  
  
# Convert "yes" to 1, "no" to 0  
credit\_train$default <- ifelse(credit\_train$default == "yes", 1, 0)  
  
library(gbm)

## Loading required package: survival

## Loading required package: lattice

## Loading required package: splines

## Loading required package: parallel

## Loaded gbm 2.1.3

# Train a 10000-tree GBM model  
set.seed(1)  
credit\_model <- gbm(formula = default ~ .,   
 distribution = "bernoulli",   
 data = credit\_train,  
 n.trees = 10000)  
  
# Print the model object   
print(credit\_model)

## gbm(formula = default ~ ., distribution = "bernoulli", data = credit\_train,   
## n.trees = 10000)  
## A gradient boosted model with bernoulli loss function.  
## 10000 iterations were performed.  
## There were 16 predictors of which 16 had non-zero influence.

# summary() prints variable importance  
summary(credit\_model)
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## var rel.inf  
## checking\_balance checking\_balance 33.49502510  
## amount amount 11.62938098  
## months\_loan\_duration months\_loan\_duration 11.17113439  
## credit\_history credit\_history 11.15698321  
## savings\_balance savings\_balance 6.44293358  
## employment\_duration employment\_duration 6.06266137  
## age age 5.73175696  
## percent\_of\_income percent\_of\_income 3.74219743  
## other\_credit other\_credit 3.56695375  
## purpose purpose 3.38820798  
## housing housing 1.55169398  
## years\_at\_residence years\_at\_residence 1.35255308  
## job job 0.47631930  
## phone phone 0.09142691  
## existing\_loans\_count existing\_loans\_count 0.08924265  
## dependents dependents 0.05152933

########################################################################  
#Prediction using a GBM model  
########################################################################  
# Since we converted the training response col, let's also convert the test response col  
credit\_test$default <- ifelse(credit\_test$default == "yes", 1, 0)  
  
# Generate predictions on the test set  
preds1 <- predict.gbm(object = credit\_model,   
 newdata = credit\_test,  
 n.trees = 10000)  
  
# Generate predictions on the test set (scale to response)  
preds2 <- predict.gbm(object = credit\_model,   
 newdata = credit\_test,  
 n.trees = 10000,  
 type = "response")  
  
# Compare the range of the two sets of predictions  
range(preds1)

## [1] -3.210354 2.088293

range(preds2)

## [1] 0.03877796 0.88976007

########################################################################  
#Evaluate test set AUC  
########################################################################  
#Compute test set AUC of the GBM model for the two sets of predictions  
#We will notice that they are the same value.  
#AUC is a rank-based metric, so changing the actual values does not change the value of the AUC.  
# Generate the test set AUCs using the two sets of preditions & compare  
auc(actual = credit\_test$default, predicted = preds1) #default

## [1] 0.7875175

auc(actual = credit\_test$default, predicted = preds2) #rescaled

## [1] 0.7875175

########################################################################  
#Early stopping in GBMs  
########################################################################  
#Use the gbm.perf() function to estimate the optimal number of boosting   
#(aka n.trees)  
#using both OOB and CV error  
  
#When you set out to train a large number of trees in a GBM (such as 10,000)   
#you use a validation method to determine an earlier (smaller) number of trees, then that's called "early stopping"  
  
# Optimal ntree estimate based on OOB  
ntree\_opt\_oob <- gbm.perf(object = credit\_model,   
 method = "OOB",   
 oobag.curve = TRUE)

## Warning in gbm.perf(object = credit\_model, method = "OOB", oobag.curve  
## = TRUE): OOB generally underestimates the optimal number of iterations  
## although predictive performance is reasonably competitive. Using cv.folds>0  
## when calling gbm usually results in improved predictive performance.
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#get the optimal number of trees based on the OOB error and store that number  
#print(ntree\_opt\_oob)  
#value = 3233  
  
# Train a CV GBM model  
set.seed(1)  
credit\_model\_cv <- gbm(formula = default ~ .,   
 distribution = "bernoulli",   
 data = credit\_train,  
 n.trees = 10000,  
 cv.folds = 2)  
  
# Optimal ntree estimate based on CV  
ntree\_opt\_cv <- gbm.perf(object = credit\_model\_cv,   
 method = "cv")

![](data:image/png;base64,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)

# Compare the estimates   
print(paste0("Optimal n.trees (OOB Estimate): ", ntree\_opt\_oob))

## [1] "Optimal n.trees (OOB Estimate): 3233"

print(paste0("Optimal n.trees (CV Estimate): ", ntree\_opt\_cv))

## [1] "Optimal n.trees (CV Estimate): 7889"

########################################################################  
#OOB vs CV-based early stopping  
########################################################################  
#Between OOB and CV compare the performance of the models on a test set  
# Generate predictions on the test set using ntree\_opt\_oob number of trees  
preds1 <- predict(object = credit\_model,   
 newdata = credit\_test,  
 n.trees = ntree\_opt\_oob)  
  
# Generate predictions on the test set using ntree\_opt\_cv number of trees  
preds2 <- predict(object = credit\_model,   
 newdata = credit\_test,  
 n.trees = ntree\_opt\_cv)   
#saveRDS(preds2, file = "gbm\_preds")  
  
library(Metrics)  
# Generate the test set AUCs using the two sets of preditions & compare  
auc1 <- auc(actual = credit\_test$default, predicted = preds1) #OOB  
auc2 <- auc(actual = credit\_test$default, predicted = preds2) #CV   
  
# Compare AUC   
print(paste0("Test set AUC (OOB): ", auc1))

## [1] "Test set AUC (OOB): 0.777816736792894"

print(paste0("Test set AUC (CV): ", auc2))

## [1] "Test set AUC (CV): 0.785530621785881"

#Cross-validation's early stop is slightly better than OOB's error.  
  
########################################################################  
#Best GBM model  
########################################################################