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на тему «Маршалинг и работа с внешними библиотеками»

**Цель работы:** Изучение механизма вызова функций из внешних библиотек. Получение навыков передачи параметров и возврата результата из функций внешних библиотек.

Лабораторное задание выполняется на базе лабораторной работы №1.

В работе требуется реализовать программу, состоящую из DLL библиотеки и консольного приложения. Программа должна выполнять задание, указанное в лабораторной работе №1.

Консольное приложение должно реализовать набор классов, приведенный в лабораторной работе №1. Во всех функция, выполняющих ввод/вывод данных, вместо стандартных функций должны использоваться вызовы из DLL библиотеки.

DLL библиотека:

* Библиотека должны быть реализована на языке C/C++.
* В библиотеке должны быть реализованы функции ввода/вывода данных.

Консольное приложение:

* Приложение должно быть реализовано на языке C#.
* Для ввода/вывода данных приложение должно использовать вызовы DLL библиотеки.

Требования к программе:d

* Для базового класса (**Base**) ввод и вывод данных должен выполняться индивидуально для каждого поля. Т.е. в DLL библиотеке должны быть реализованы функции печати и сканирования отдельно для чисел, строк и т.д. В приложении должен быть сделан импорт функций из DLL библиотеки.
* Для всех 3 производных классов (**Derived1**, **Derived2** и **Derived3**) ввод и вывод данных должен выполняться с использованием структуры. Т.е. в DLL библиотеке должны быть реализованы 3 структуры (по одной для каждого класса), которые должны использоваться для ввода/вывода данных. Для каждой структуры необходимо реализовать по одной функции ввода и вывода данных. В приложении должен быть сделан маршалинг для 3 структур и импорт функций из DLL библиотеки.

**Листинг программы**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Confrontation

{

class Township : Locality

{

public int SchoolCount;

public override void output()

{

base.output();

Console.WriteLine("A count of schools: " + this.SchoolCount);

}

public void input()

{

base.input();

Console.Write("Enter a count of schools: ");

SchoolCount = Int32.Parse(Console.ReadLine());

}

}

}

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Confrontation

{

abstract class OutputAbstract

{

public abstract void output();

}

}

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Confrontation

{

interface InputInterface

{

void input();

}

}

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Confrontation

{

class City : Locality

{

public bool isRegionCenter;

public override void output()

{

base.output();

Console.WriteLine("This is a region center: " + this.isRegionCenter);

}

public void input()

{

base.input();

Console.Write("Is this a region center?: ");

isRegionCenter = System.Convert.ToBoolean(Console.ReadLine());

}

}

}

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Confrontation

{

class Locality : OutputAbstract, InputInterface

{

public String Name;

public String Region;

public Locality()

{

Population = 0;

Budget = 0;

Code = 0;

}

public Locality(int Population, int Budget, int Code, String Name = "Unnamed", String Region = "Unnamed")

{

this.Population = Population;

this.Budget = Budget;

this.Code = Code;

this.Name = Name;

this.Region = Region;

}

public Locality(String Name, String Region, int Population = 0, int Budget = 0, int Code = 0)

{

this.Population = Population;

this.Budget = Budget;

this.Code = Code;

this.Name = Name;

this.Region = Region;

}

public void ClassInfo()

{

Console.WriteLine("Full region name: " + this.Name + " in " + this.Region);

this.AbleBodied();

this.BudgetToUSD();

}

~Locality()

{

Name = null;

Region = null;

Population = 0;

Budget = 0;

Code = 0;

}

public void input()

{

Console.Write("Input a name of the region: ");

this.Name = Console.ReadLine();

Console.Write("Input a regional center of the region: ");

this.Region = Console.ReadLine();

Console.Write("Input a population of the region: ");

this.Population = Int32.Parse(Console.ReadLine());

Console.Write("Input a budget of the region: ");

this.Budget = Int32.Parse(Console.ReadLine());

Console.Write("Input a code of the region: ");

this.Code = Int32.Parse(Console.ReadLine());

}

public override void output()

{

Console.WriteLine("A name of the region: " + this.Name);

Console.WriteLine("A regional center of the region: " + this.Region);

Console.WriteLine("A population of the region: " + this.Population);

Console.WriteLine("A budget of the region: " + this.Budget);

Console.WriteLine("A code of the region: " + this.Code);

}

protected int Population;

protected int Code;

protected int Budget;

protected void AbleBodied()

{

Console.WriteLine("Able-bodied population: " + (this.Population / 2));

}

private void BudgetToUSD()

{

Console.WriteLine("Budget of locality: " + (this.Budget / 70) + " USD");

}

}

}

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace Confrontation

{

class Village : Township

{

public int ShopCount;

public override void output()

{

base.output();

Console.WriteLine("A count of shops: " + this.ShopCount);

}

public void input()

{

base.input();

Console.Write("Enter a count of shops: ");

ShopCount = Int32.Parse(Console.ReadLine());

}

public static bool operator <=(Village pSampleVillage, int pParam)

{

if ((pSampleVillage.Name.Length <= pParam))

return true;

else

return false;

}

public static bool operator >=(Village pSampleVillage, int pParam)

{

if ((pSampleVillage.Name.Length >= pParam))

return true;

else

return false;

}

public static bool operator <=(Village pSampleVillage, string pParam)

{

if (pSampleVillage.Name.Length < pParam.Length)

return true;

if (pSampleVillage.Name.Length >= 5 && pParam.Length >= 5)

{

if (pSampleVillage.Name.Substring(

pSampleVillage.Name.Length - 5).Equals(

pParam.Substring(pParam.Length - 5)

))

return true;

else

return false;

}

return false;

}

public static bool operator >=(Village pSampleVillage, string pParam)

{

if (pSampleVillage.Name.Length > pParam.Length)

return true;

if (pSampleVillage.Name.Length >= 5 && pParam.Length >= 5)

{

if (pSampleVillage.Name.Substring(

pSampleVillage.Name.Length - 5).Equals(

pParam.Substring(pParam.Length - 5)

))

return true;

else

return false;

}

return false;

}

public static bool operator >=(Village pSampleVillage, Village pParam)

{

if (pSampleVillage.Name.Length > pParam.Name.Length)

return true;

if (pSampleVillage.Name.Length >= 5 && pParam.Name.Length >= 5)

{

if (pSampleVillage.Name.Substring(

pSampleVillage.Name.Length - 5).Equals(

pParam.Name.Substring(pParam.Name.Length - 5)

))

return true;

else

return false;

}

return false;

}

public static bool operator <=(Village pSampleVillage, Village pParam)

{

if (pSampleVillage.Name.Length < pParam.Name.Length)

return true;

if (pSampleVillage.Name.Length >= 5 && pParam.Name.Length >= 5)

{

if (pSampleVillage.Name.Substring(

pSampleVillage.Name.Length - 5).Equals(

pParam.Name.Substring(pParam.Name.Length - 5)

))

return true;

else

return false;

}

return false;

}

static public Village operator &(Village pSampleVillage, int pParam){

pSampleVillage.Name = pSampleVillage.Name.Substring(0, 6) + pParam + pSampleVillage.Name.Substring(6);

return pSampleVillage;

}

static public Village operator &(Village pSampleVillage, string pParam)

{

pSampleVillage.Name = pSampleVillage.Name.Substring(0, 6) + pParam +pSampleVillage.Name.Substring(6);

return pSampleVillage;

}

static public Village operator &(Village pSampleVillage, Village pParam)

{

pSampleVillage.Name = pSampleVillage.Name.Substring(0, 6) + pParam.Name + pSampleVillage.Name.Substring(6);

return pSampleVillage;

}

}

}

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Reflection;

using System.Runtime.InteropServices;

namespace Confrontation {

class Program{

[DllImport("DLLdl.dll", CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern void InputCity(ref City CitySample);

[DllImport("DLLdl.dll", CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern void OutputCity(ref City CitySample);

[DllImport("DLLdl.dll", CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern void InputTownship(ref Township TownshipSample);

[DllImport("DLLdl.dll", CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern void OutputTownship(ref Township TownshipSample);

[DllImport("DLLdl.dll", CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern void InputVillage(ref Village VillageSample);

[DllImport("DLLdl.dll", CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern void OutputVillage(ref Village VillageSample);

[DllImport("DLLdl.dll", CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern int InputInt();

[DllImport("DLLdl.dll", CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern void OutputInt(int Param);

[DllImport("DLLdl.dll", CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern int InputStr([MarshalAs(UnmanagedType.LPWStr)] StringBuilder dst);

[DllImport("DLLdl.dll", CallingConvention = CallingConvention.Cdecl, CharSet = CharSet.Unicode)]

public static extern void OutputStr(string src);

static void Main(string[] args){

Locality SampleLocality = new Locality();

StringBuilder BufferString = new StringBuilder(100);

Console.WriteLine("Input a name of the region: ");

InputStr(BufferString);

SampleLocality.Name = BufferString.ToString();

BufferString.Clear();

Console.WriteLine("Input a regional center of the region: ");

InputStr(BufferString);

SampleLocality.Region = BufferString.ToString();

BufferString.Clear();

Console.WriteLine("Input a population of the region: ");

SampleLocality.Population = InputInt();

SampleLocality.output();

City SampleCity = new City();

InputCity(ref SampleCity);

OutputCity(ref SampleCity);

Township SampleTownship = new Township();

InputTownship(ref SampleTownship);

OutputTownship(ref SampleTownship);

Village SampleVillage = new Village();

InputVillage(ref SampleVillage);

OutputVillage(ref SampleVillage);

Console.Read();

}

}

}

**Листинг DLL-библиотеки**

#include <iostream>

#include<windows.h>

#include <locale>

#include <codecvt>

#include <string>

#pragma warning(disable, 4996)

typedef struct \_struct1 {

public:

int Population;

int Code;

int Budget;

int isRegionCenter;

wchar\_t Name[10];

wchar\_t Region[10];

}CityStruct;

int main() {

}

extern "C" int \_\_declspec(dllexport)\_cdecl InputInt() {

int buf;

std::cin >> buf;

return buf;

}

extern "C" void \_\_declspec(dllexport)\_cdecl OutputInt(int Param) {

std::cout << Param << std::endl;

}

extern "C" void \_\_declspec(dllexport)\_cdecl InputStr(wchar\_t\* dst) {

wchar\_t\* src = new wchar\_t[10];

std::wcin >> src;

wcscpy(dst, src);

}

extern "C" void \_\_declspec(dllexport)\_cdecl OutputStr(wchar\_t\* src) {

std::wcout << src << std::endl;

}

extern "C" void \_\_declspec(dllexport)\_cdecl InputCity(CityStruct \* pSampleStruct) {

std::cout << "Input a name of the region: ";

std::wcin >> pSampleStruct->Name;

std::cout <<"Input a population of the region: ";

std::wcin >> pSampleStruct->Region;

std::cout << "Input a budget of the region: ";

std::cin >> pSampleStruct->Population;

std::cout << "Input a regional center of the region: ";

std::cin >> pSampleStruct->Budget;

std::cout <<"Input a code of the region: ";

std::cin >> pSampleStruct->Code;

std::cout <<"This is a region center: ";

std::cin >> pSampleStruct->isRegionCenter;

}

extern "C" void \_\_declspec(dllexport)\_cdecl OutputCity(CityStruct \* pSampleStruct) {

std::wcout << "A name of the region: " << pSampleStruct->Name << std::endl;

std::wcout << "A regional center of the region: " << pSampleStruct->Region << std::endl;

std::cout <<"A population of the region: " << pSampleStruct->Population << std::endl;

std::cout <<"A budget of the region: " << pSampleStruct->Budget << std::endl;

std::cout <<"A code of the region: " << pSampleStruct->Code << std::endl;

std::cout <<"This is a region center:" << pSampleStruct->isRegionCenter << std::endl;

}

typedef struct \_struct2 {

public:

int Population;

int Code;

int Budget;

int SchoolCount;

wchar\_t Name[10];

wchar\_t Region[10];

}TownshipStruct;

extern "C" void \_\_declspec(dllexport)\_cdecl InputTownship(TownshipStruct \* TownshipStructSample) {

std::cout <<"Input a name of the region: ";

std::wcin >> TownshipStructSample->Name;

std::cout <<"Input a regional center of the region: ";

std::wcin >> TownshipStructSample->Region;

std::cout <<"Input a population of the region: ";

std::cin >> TownshipStructSample->Population;

std::cout <<"Input a budget of the region: ";

std::cin >> TownshipStructSample->Budget;

std::cout <<"Input a code of the region: ";

std::cin >> TownshipStructSample->Code;

std::cout <<"Input a count of schools: ";

std::cin >> TownshipStructSample->SchoolCount;

}

extern "C" void \_\_declspec(dllexport)\_cdecl OutputTownship(TownshipStruct \* TownshipStructSample) {

std::wcout <<"A name of the region: " << TownshipStructSample->Name << std::endl;

std::wcout <<"A regional center of the region: " << TownshipStructSample->Region << std::endl;

std::cout <<"A population of the region: " << TownshipStructSample->Population << std::endl;

std::cout <<"A budget of the region: " << TownshipStructSample->Budget << std::endl;

std::cout <<"A code of the region: " << TownshipStructSample->Code << std::endl;

std::cout <<"A count of schools: " << TownshipStructSample->SchoolCount << std::endl;

}

typedef struct \_struct3 {

public:

int Population;

int Code;

int Budget;

int SchoolCount;

int ShopCount;

wchar\_t Name[10];

wchar\_t Region[10];

}VillageStruct;

extern "C" void \_\_declspec(dllexport)\_cdecl InputVillage(VillageStruct \* VillageStructSample) {

std::cout <<"Input a name of the region: ";

std::wcin >> VillageStructSample->Name;

std::cout <<"Input a regional center of the region: ";

std::wcin >> VillageStructSample->Region;

std::cout <<"Input a population of the region: ";

std::cin >> VillageStructSample->Population;

std::cout <<"Input a budget of the region: ";

std::cin >> VillageStructSample->Budget;

std::cout <<"Input a code of the region: ";

std::cin >> VillageStructSample->Code;

std::cout <<"Input a count of schools: ";

std::cin >> VillageStructSample->SchoolCount;

std::cout <<"Input a count of shops: ";

std::cin >> VillageStructSample->ShopCount;

}

extern "C" void \_\_declspec(dllexport)\_cdecl OutputVillage(VillageStruct \* VillageStructSample) {

std::wcout <<"A name of the region: " << VillageStructSample->Name << std::endl;

std::wcout <<"A regional center of the region: " << VillageStructSample->Region << std::endl;

std::cout <<"A population of the region: " << VillageStructSample->Population << std::endl;

std::cout <<"A budget of the region: " << VillageStructSample->Budget << std::endl;

std::cout <<"A code of the region: " << VillageStructSample->Code << std::endl;

std::cout <<"A count of schools: " << VillageStructSample->SchoolCount << std::endl;

std::cout <<"A count of shops: " << VillageStructSample->ShopCount << std::endl;

}

**Результаты работы программы**

![](data:image/png;base64,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)

**Вывод:** студенты изучили механизмы сохранения и восстановления объектов данных. Получили навыки разработки самовосстанавливающихся структур данных.