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library(readxl)  
dt.ss <- read\_excel("C:/Users/ASUS/Downloads/berita\_palsu.xlsx",sheet=1)  
str(dt.ss)

## tibble [150 × 4] (S3: tbl\_df/tbl/data.frame)  
## $ kata\_dalam\_artikel : num [1:150] 219 509 494 268 479 220 184 500 677 485 ...  
## $ tanda\_seru\_judul\_artikel: chr [1:150] "tidak" "tidak" "ya" "tidak" ...  
## $ persen\_negatif : num [1:150] 8.47 4.74 3.33 6.09 2.66 3.02 4.1 4.63 2.18 4.22 ...  
## $ tipe\_berita : chr [1:150] "palsu" "asli" "palsu" "asli" ...

View(dt.ss)

##kategori "tidak" -> "1", "ya" -> "2"  
dt.ss$tanda\_seru\_judul\_artikel[dt.ss$tanda\_seru\_judul\_artikel=="tidak"] <- 1  
dt.ss$tanda\_seru\_judul\_artikel[dt.ss$tanda\_seru\_judul\_artikel=="ya"] <- 2  
dt.ss$tanda\_seru\_judul\_artikel <- as.factor(dt.ss$tanda\_seru\_judul\_artikel)  
##kategori "palsu" -> "1", "asli" -> "2"  
dt.ss$tipe\_berita[dt.ss$tipe\_berita=="palsu"] <- 1  
dt.ss$tipe\_berita[dt.ss$tipe\_berita=="asli"] <- 2  
dt.ss$tipe\_berita <- as.factor(dt.ss$tipe\_berita)  
str(dt.ss)

## tibble [150 × 4] (S3: tbl\_df/tbl/data.frame)  
## $ kata\_dalam\_artikel : num [1:150] 219 509 494 268 479 220 184 500 677 485 ...  
## $ tanda\_seru\_judul\_artikel: Factor w/ 2 levels "1","2": 1 1 2 1 1 1 1 2 1 1 ...  
## $ persen\_negatif : num [1:150] 8.47 4.74 3.33 6.09 2.66 3.02 4.1 4.63 2.18 4.22 ...  
## $ tipe\_berita : Factor w/ 2 levels "1","2": 1 2 1 2 1 2 1 1 1 2 ...

View(dt.ss)

# A. Eksplorasi Data

library(DataExplorer)  
plot\_intro(data = dt.ss)

![](data:image/png;base64,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) Pengecekan proporsi tipe data dan *missing value* menunjukkan bahwa data yang digunakan merupakan data lengkap karena jumlah baris dan kolom berjumlah 100%. Tipe data pada kasus ini yaitu diskrit dan kontinu. Selain itu, data yang digunakan tidak terdeteksi *missing value* atau data hilang.

library(corrplot)

## corrplot 0.92 loaded

korel<-cor(dt.ss[,-c(2,4)])  
corrplot(korel, type ="upper", method="number")
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# Scatter plot: kata\_dalam\_artikel vs. persen\_negatif  
plot(dt.ss$kata\_dalam\_artikel, dt.ss$persen\_negatif, xlab = "kata\_dalam\_artikel", ylab = "persen\_negatif", main = "Scatter Plot")
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# Box plot: tipe\_berita vs. persen\_negatif  
boxplot(dt.ss$persen\_negatif ~ dt.ss$tipe\_berita, xlab = "tipe\_berita", ylab = "persen\_negatif", main = "Box Plot")
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# Uji Chi-Square  
chisq.test(dt.ss$tipe\_berita, dt.ss$tanda\_seru\_judul\_artikel)

##   
## Pearson's Chi-squared test with Yates' continuity correction  
##   
## data: dt.ss$tipe\_berita and dt.ss$tanda\_seru\_judul\_artikel  
## X-squared = 18.121, df = 1, p-value = 2.073e-05

Berdasarkan hasil uji Chi-Square ini, kita dapat menyimpulkan bahwa terdapat hubungan yang signifikan antara variabel kategorikal tipe\_berita dan tanda\_seru\_judul\_artikel

#B. Pembagian data

library(caret)

## Loading required package: ggplot2

## Loading required package: lattice

set.seed(123)  
  
# Bagi data menjadi data train (80%) dan data test (20%)  
train\_indices <- createDataPartition(dt.ss$tipe\_berita, p = 0.8, list = FALSE)  
train\_data <- dt.ss[train\_indices, ]  
test\_data <- dt.ss[-train\_indices, ]

#C. Model Naive Bayes

library(e1071)  
  
# Model nb1: tipe\_berita ~ tanda\_seru\_judul\_artikel  
model\_nb1 <- naiveBayes(tipe\_berita ~ tanda\_seru\_judul\_artikel, data = train\_data)  
summary(model\_nb1)

## Length Class Mode   
## apriori 2 table numeric   
## tables 1 -none- list   
## levels 2 -none- character  
## isnumeric 1 -none- logical   
## call 4 -none- call

model\_nb1

##   
## Naive Bayes Classifier for Discrete Predictors  
##   
## Call:  
## naiveBayes.default(x = X, y = Y, laplace = laplace)  
##   
## A-priori probabilities:  
## Y  
## 1 2   
## 0.4 0.6   
##   
## Conditional probabilities:  
## tanda\_seru\_judul\_artikel  
## Y 1 2  
## 1 0.75000000 0.25000000  
## 2 0.97222222 0.02777778

summary(model\_nb1)

## Length Class Mode   
## apriori 2 table numeric   
## tables 1 -none- list   
## levels 2 -none- character  
## isnumeric 1 -none- logical   
## call 4 -none- call

# Model nb2: tipe\_berita ~ kata\_dalam\_artikel  
model\_nb2 <- naiveBayes(tipe\_berita ~ kata\_dalam\_artikel, data = train\_data)  
model\_nb2

##   
## Naive Bayes Classifier for Discrete Predictors  
##   
## Call:  
## naiveBayes.default(x = X, y = Y, laplace = laplace)  
##   
## A-priori probabilities:  
## Y  
## 1 2   
## 0.4 0.6   
##   
## Conditional probabilities:  
## kata\_dalam\_artikel  
## Y [,1] [,2]  
## 1 455.1250 296.8904  
## 2 604.8889 786.7288

summary(model\_nb2)

## Length Class Mode   
## apriori 2 table numeric   
## tables 1 -none- list   
## levels 2 -none- character  
## isnumeric 1 -none- logical   
## call 4 -none- call

# Model nb3: tipe\_berita ~ kata\_dalam\_artikel + persen\_negatif  
model\_nb3 <- naiveBayes(tipe\_berita ~ kata\_dalam\_artikel + persen\_negatif, data = train\_data)  
model\_nb3

##   
## Naive Bayes Classifier for Discrete Predictors  
##   
## Call:  
## naiveBayes.default(x = X, y = Y, laplace = laplace)  
##   
## A-priori probabilities:  
## Y  
## 1 2   
## 0.4 0.6   
##   
## Conditional probabilities:  
## kata\_dalam\_artikel  
## Y [,1] [,2]  
## 1 455.1250 296.8904  
## 2 604.8889 786.7288  
##   
## persen\_negatif  
## Y [,1] [,2]  
## 1 3.515833 1.473854  
## 2 2.670000 1.120620

summary(model\_nb3)

## Length Class Mode   
## apriori 2 table numeric   
## tables 2 -none- list   
## levels 2 -none- character  
## isnumeric 2 -none- logical   
## call 4 -none- call

# Model nb4: tipe\_berita ~ kata\_dalam\_artikel + persen\_negatif + tanda\_seru\_judul\_artikel  
model\_nb4 <- naiveBayes(tipe\_berita ~ kata\_dalam\_artikel + persen\_negatif + tanda\_seru\_judul\_artikel, data = train\_data)  
model\_nb4

##   
## Naive Bayes Classifier for Discrete Predictors  
##   
## Call:  
## naiveBayes.default(x = X, y = Y, laplace = laplace)  
##   
## A-priori probabilities:  
## Y  
## 1 2   
## 0.4 0.6   
##   
## Conditional probabilities:  
## kata\_dalam\_artikel  
## Y [,1] [,2]  
## 1 455.1250 296.8904  
## 2 604.8889 786.7288  
##   
## persen\_negatif  
## Y [,1] [,2]  
## 1 3.515833 1.473854  
## 2 2.670000 1.120620  
##   
## tanda\_seru\_judul\_artikel  
## Y 1 2  
## 1 0.75000000 0.25000000  
## 2 0.97222222 0.02777778

summary(model\_nb4)

## Length Class Mode   
## apriori 2 table numeric   
## tables 3 -none- list   
## levels 2 -none- character  
## isnumeric 3 -none- logical   
## call 4 -none- call

#D. Prior 1. Hitung jumlah kemunculan kelas “1” dalam data train 2. Hitung jumlah kemunculan kelas “2” dalam data train 3. Hitung total jumlah observasi dalam data train 4. Hitung peluang prior untuk masing-masing kelas prior\_class1 <- count\_class1 / total\_count = 48/120 = 0.4 prior\_class2 <- count\_class2 / total\_count = 72/120 = 0.6

#E. Asumsi sebaran P(x|y) Berdasarkan output yang Anda berikan, asumsi yang digunakan untuk sebaran P(x|y) pada model\_nb3 adalah sebagai berikut:

Untuk peubah prediktor “kata\_dalam\_artikel”:

* P(x=kata\_dalam\_artikel|y=1) adalah distribusi Normal dengan rata-rata 455.1250 dan deviasi standar 296.8904.
* P(x=kata\_dalam\_artikel|y=2) adalah distribusi Normal dengan rata-rata 604.8889 dan deviasi standar 786.7288.

Untuk peubah prediktor “persen\_negatif”:

* P(x=persen\_negatif|y=1) adalah distribusi Normal dengan rata-rata 3.515833 dan deviasi standar 1.473854.
* P(x=persen\_negatif|y=2) adalah distribusi Normal dengan rata-rata 2.670000 dan deviasi standar 1.120620.

Dalam Naive Bayes Classifier, asumsi yang umum digunakan adalah asumsi bahwa peubah prediktor terdistribusi secara independen, tetapi dalam kasus ini, terlihat bahwa distribusi yang digunakan adalah distribusi Normal (Gaussian) untuk masing-masing peubah prediktor.

Alasan di balik penggunaan asumsi distribusi Normal adalah karena Naive Bayes Classifier untuk prediktor diskrit ini menggunakan model distribusi Normal untuk memodelkan hubungan antara peubah prediktor dan peubah respon. Meskipun asumsi distribusi Normal ini sering digunakan, penting untuk memastikan bahwa asumsi ini sesuai dengan karakteristik data yang digunakan dan konteks masalah yang spesifik.

# F. Syntax

# Membuat model\_nb3 dengan asumsi distribusi Normal  
model\_nb3 <- naiveBayes(tipe\_berita ~ kata\_dalam\_artikel + persen\_negatif, data = train\_data, distribution = "gaussian")  
model\_nb3

##   
## Naive Bayes Classifier for Discrete Predictors  
##   
## Call:  
## naiveBayes.default(x = X, y = Y, laplace = laplace, distribution = "gaussian")  
##   
## A-priori probabilities:  
## Y  
## 1 2   
## 0.4 0.6   
##   
## Conditional probabilities:  
## kata\_dalam\_artikel  
## Y [,1] [,2]  
## 1 455.1250 296.8904  
## 2 604.8889 786.7288  
##   
## persen\_negatif  
## Y [,1] [,2]  
## 1 3.515833 1.473854  
## 2 2.670000 1.120620

# Menampilkan ringkasan model  
summary(model\_nb3)

## Length Class Mode   
## apriori 2 table numeric   
## tables 2 -none- list   
## levels 2 -none- character  
## isnumeric 2 -none- logical   
## call 5 -none- call

# G. Model Regresi Logistik

# Model rl1: tipe\_berita ~ tanda\_seru\_judul\_artikel  
model\_rl1 <- glm(tipe\_berita ~ tanda\_seru\_judul\_artikel, data = train\_data, family = "binomial")  
summary(model\_rl1)

##   
## Call:  
## glm(formula = tipe\_berita ~ tanda\_seru\_judul\_artikel, family = "binomial",   
## data = train\_data)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.6650 0.2051 3.242 0.00119 \*\*  
## tanda\_seru\_judul\_artikel2 -2.4567 0.7908 -3.107 0.00189 \*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 161.52 on 119 degrees of freedom  
## Residual deviance: 147.33 on 118 degrees of freedom  
## AIC: 151.33  
##   
## Number of Fisher Scoring iterations: 4

# Model rl2: tipe\_berita ~ kata\_dalam\_artikel  
model\_rl2 <- glm(tipe\_berita ~ kata\_dalam\_artikel, data = train\_data, family = "binomial")  
summary(model\_rl2)

##   
## Call:  
## glm(formula = tipe\_berita ~ kata\_dalam\_artikel, family = "binomial",   
## data = train\_data)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) 0.1516359 0.2745746 0.552 0.581  
## kata\_dalam\_artikel 0.0004933 0.0004150 1.189 0.235  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 161.52 on 119 degrees of freedom  
## Residual deviance: 159.65 on 118 degrees of freedom  
## AIC: 163.65  
##   
## Number of Fisher Scoring iterations: 4

# Model rl3: tipe\_berita ~ kata\_dalam\_artikel + persen\_negatif  
model\_rl3 <- glm(tipe\_berita ~ kata\_dalam\_artikel + persen\_negatif, data = train\_data, family = "binomial")  
summary(model\_rl3)

##   
## Call:  
## glm(formula = tipe\_berita ~ kata\_dalam\_artikel + persen\_negatif,   
## family = "binomial", data = train\_data)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 1.7732898 0.5963891 2.973 0.00295 \*\*  
## kata\_dalam\_artikel 0.0004792 0.0004494 1.066 0.28635   
## persen\_negatif -0.5261423 0.1660615 -3.168 0.00153 \*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 161.52 on 119 degrees of freedom  
## Residual deviance: 147.79 on 117 degrees of freedom  
## AIC: 153.79  
##   
## Number of Fisher Scoring iterations: 4

# Model rl4: tipe\_berita ~ kata\_dalam\_artikel + persen\_negatif + tanda\_seru\_judul\_artikel  
model\_rl4 <- glm(tipe\_berita ~ kata\_dalam\_artikel + persen\_negatif + tanda\_seru\_judul\_artikel, data = train\_data, family = "binomial")  
summary(model\_rl4)

##   
## Call:  
## glm(formula = tipe\_berita ~ kata\_dalam\_artikel + persen\_negatif +   
## tanda\_seru\_judul\_artikel, family = "binomial", data = train\_data)  
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 1.8603788 0.6177687 3.011 0.00260 \*\*  
## kata\_dalam\_artikel 0.0004344 0.0004618 0.941 0.34684   
## persen\_negatif -0.4713723 0.1716289 -2.746 0.00602 \*\*  
## tanda\_seru\_judul\_artikel2 -2.2473430 0.8123347 -2.767 0.00567 \*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 161.52 on 119 degrees of freedom  
## Residual deviance: 137.26 on 116 degrees of freedom  
## AIC: 145.26  
##   
## Number of Fisher Scoring iterations: 4

# H. Asumsi Sebaran Prior

Berdasarkan model regresi logistik (model\_rl4) yang telah dibuat, asumsi sebaran prior yang umum digunakan untuk intercept dan koefisien adalah sebagai berikut:

Asumsi sebaran prior untuk Intercept:

Intercept pada model regresi logistik biasanya diasumsikan memiliki sebaran prior yang terdistribusi secara Normal (Gaussian) dengan mean 0 dan varian yang cukup besar. Asumsi sebaran prior untuk Koefisien (beta) pada peubah prediktor:

Koefisien pada model regresi logistik juga diasumsikan memiliki sebaran prior yang terdistribusi secara Normal dengan mean 0 dan varian yang cukup besar. Asumsi ini dipilih karena sebaran prior yang simetris di sekitar 0 memberikan fleksibilitas yang cukup besar pada model, memungkinkan model untuk menyesuaikan diri terhadap data yang diberikan.

# I. Syntax

# Mengatur prior untuk intercept  
prior\_intercept <- 0 # Mean = 0

# J. Sensitivitas dan Spesifisitas

# Menggunakan model\_nb3 dengan data test  
probabilities\_nb3 <- predict(model\_nb3, newdata = test\_data, type = "class")

# Prediksi menggunakan model\_rl3 dengan data test  
probabilities\_rl3 <- predict(model\_rl3, newdata = test\_data, type = "response")  
predictions\_rl3 <- ifelse(probabilities\_rl3 >= 0.5, "1", "2")

# Definisikan fungsi untuk menghitung sensitivitas dan spesifisitas  
calculate\_sensitivity\_specificity <- function(actual, predicted) {  
 tp <- sum(actual == "1" & predicted == "1") # True Positive  
 tn <- sum(actual == "2" & predicted == "2") # True Negative  
 fp <- sum(actual == "2" & predicted == "1") # False Positive  
 fn <- sum(actual == "1" & predicted == "2") # False Negative  
   
 sensitivity <- tp / (tp + fn) # Sensitivitas (True Positive Rate)  
 specificity <- tn / (tn + fp) # Spesifisitas (True Negative Rate)  
   
 return(list(sensitivity = sensitivity, specificity = specificity))  
}

# Menghitung sensitivitas dan spesifisitas untuk model\_nb3 dengan cut-off 0.5, 0.6, dan 0.7  
cutoffs <- c(0.5, 0.6, 0.7) # Nilai cut-off peluang yang ingin digunakan  
results\_nb3 <- lapply(cutoffs, function(cutoff) {  
 predictions <- ifelse(as.numeric(probabilities\_nb3) >= cutoff, "1", "2")  
 calculate\_sensitivity\_specificity(as.character(test\_data$tipe\_berita), predictions)  
})  
results\_nb3

## [[1]]  
## [[1]]$sensitivity  
## [1] 1  
##   
## [[1]]$specificity  
## [1] 0  
##   
##   
## [[2]]  
## [[2]]$sensitivity  
## [1] 1  
##   
## [[2]]$specificity  
## [1] 0  
##   
##   
## [[3]]  
## [[3]]$sensitivity  
## [1] 1  
##   
## [[3]]$specificity  
## [1] 0

# Menghitung sensitivitas dan spesifisitas untuk model\_rl3 dengan cut-off 0.5, 0.6, dan 0.7  
results\_rl3 <- lapply(cutoffs, function(cutoff) {  
 predictions <- ifelse(probabilities\_rl3 >= cutoff, "1", "2")  
 calculate\_sensitivity\_specificity(test\_data$tipe\_berita, predictions)  
})  
results\_rl3

## [[1]]  
## [[1]]$sensitivity  
## [1] 0.4166667  
##   
## [[1]]$specificity  
## [1] 0.2777778  
##   
##   
## [[2]]  
## [[2]]$sensitivity  
## [1] 0.4166667  
##   
## [[2]]$specificity  
## [1] 0.6666667  
##   
##   
## [[3]]  
## [[3]]$sensitivity  
## [1] 0  
##   
## [[3]]$specificity  
## [1] 0.7777778

# J. Kombinasi Model Terbaik

Berdasarkan hasil di atas, tidak ada kombinasi model dan cut-off yang secara konsisten memiliki sensitivitas dan spesifisitas yang tinggi. Namun, jika kita lebih mengutamakan spesifisitas untuk memastikan bahwa artikel berita yang terdeteksi palsu adalah benar-benar palsu, maka kombinasi model\_rl3 dengan cut-off 0.7 dapat menjadi pilihan terbaik.