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**Постановка задачи**

В рамках курсовой работы необходимо доработать модель *Simple Computer* так, чтобы она обрабатывала команды, записанные в оперативной памяти. Система команд представлена в таблице 1. Из пользовательских функций необходимо реализовать только одну согласно варианту задания (номеру вашей учетной записи). Для разработки программ требуется создать трансляторы с языков *Simple Assembler* и *Simple Basic*.

**Обработка команд центральным процессором**

Для выполнения программ моделью *Simple Computer* необходимо реализовать две функции:

**int *ALU*** (*int command, int operand*) – реализует алгоритм работы арифметико-логического устройства. Если при выполнении функции возникла ошибка, которая не позволяет дальше выполнять программу, то функция возвращает -1, иначе 0;

**int *CU*** (void) – обеспечивает работу устройства управления. Обработку команд осуществляет устройство управления. Функция *CU* вызывается либо обработчиком сигнала от системного таймера, если не установлен флаг «игнорирование тактовых импульсов», либо при нажатии на клавишу *t*. Алгоритм работы функции следующий:

1. из оперативной памяти считывается ячейка, адрес которой храниться в регистре *instructionCounter*;

2. полученное значение декодируется как команда;

3. если декодирование невозможно, то устанавливаются флаги «указана неверная команда» и «игнорирование тактовых импульсов» (системный таймер можно отключить) и работа функции прекращается.

4. Если получена арифметическая или логическая операция, то вызывается функция *ALU*, иначе команда выполняется самим устройством управления.

5. Определяется, какая команда должна быть выполнена следующей и адрес еѐ ячейки памяти заносится в регистр *instructionCounter*.

6. Работа функции завершается.

**Транслятор с языка Simple Assembler**

Разработка программ для *Simple Computer* может осуществляться с использованием низкоуровневого языка *Simple Assembler*. Для того чтобы программа могла быть обработана *Simple Computer*необходимо реализовать транслятор, переводящий текст *Simple Assembler* в бинарный формат, которым может быть считан консолью управления.

Пример программы на **Simple Assembler:**

00 READ 09 ; (Ввод А)

01 READ 10 ; (Ввод В)

02 LOAD 09 ; (Загрузка А в аккумулятор)

03 SUB 10 ; (Отнять В)

04 JNEG 07 ; (Переход на 07, если отрицательное)

05 WRITE 09 ; (Вывод А)

06 HALT 00 ; (Останов)

07 WRITE 10 ; (Вывод В)

08 HALT 00 ; (Останов)

09 = +0000 ; (Переменная А)

10 = +9999 ; (Переменная В)

Программа транслируется по строкам, задающим значение одной ячейки памяти. Каждая строка состоит как минимум из трех полей: адрес ячейки памяти, команда (символьное обозначение), операнд. Четвертым полем может быть указан комментарий, который обязательно должен начинаться с символа точка с запятой. Название команд представлено в таблице 1. Дополнительно используется команда =, которая явно задает значение ячейки памяти в формате вывода его на экран консоли (+XXXX).

Команда запуска транслятора должна иметь вид: *sat* файл.*sa* файл.*o*, где файл.*sa*– имя файла, в котором содержится программа на *Simple Assembler*, файл.*o* – результат трансляции.

**Транслятор с языка Simple Basic**

Для упрощения программирования пользователю модели *Simple Computer* должен быть предоставлен транслятор с высокоуровневого языка *Simple Basic*. Файл, содержащий программу на *Simple Basic*, преобразуется в файл с кодом *Simple Assembler*. Затем *Simple Assembler*-файл транслируется в бинарный формат. В языке *Simple Basic* используются следующие операторы: *rem, input, output, goto, if, let, end*.

Пример программы на **Simple Basic:**

10 REM Это комментарий

20 INPUT A

30 INPUT B

40 LET C = A – B

50 IF C < 0 GOTO 20

60 PRINT C

70 END

Каждая строка программы состоит из номера строки, оператора *Simple Basic* и параметров. Номера строк должны следовать в возрастающем порядке. Все команды за исключением команды конца программы могут встречаться в программе многократно. *Simple Basic* должен оперировать с целыми выражениями, включающими операции +, -, \*, и /. Приоритет операций аналогичен C. Для того чтобы изменить порядок вычисления, можно использовать скобки.

Транслятор должен распознавания только букв верхнего регистра, то есть все символы в программе на *Simple Basic* должны быть набраны в верхнем регистре (символ нижнего регистра приведет к ошибке). Имя переменной может состоять только из одной буквы. *Simple Basic* оперирует только с целыми значениями переменных, в нем отсутствует объявление переменных, а упоминание переменной автоматически вызывает еѐ объявление и присваивает ей нулевое значение. Синтаксис языка не позволяет выполнять операций со строками.

**Архитектура *Simple Computer*** - включает следующие функциональные блоки:

· оперативную память;

· внешние устройства;

· центральный процессор.

·
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Рисунок 1 – Архитектура вычислительной машины Simple Computer

**Оперативная память**

Оперативная память – это часть *Simple Computer*, где хранятся программа и данные. Память состоит из ячеек (массив), каждая из которых хранит 15 двоичных разрядов. Ячейка – минимальная единица, к которой можно обращаться при доступе к памяти. Все ячейки последовательно пронумерованы целыми числами. Номер ячейки является еѐ адресом и задается 7-миразрядным числом.

**Внешние устройства**

Внешние устройства включают: клавиатуру и монитор, используемые для взаимодействия с пользователем, системный таймер, задающий такты работы *Simple Computer* и кнопку «*Reset*», позволяющую сбросить *Simple Computer* в исходное состояние.

**Центральный процессор**

Выполнение программ осуществляется центральным процессором *Simple Computer*. Процессор состоит из следующих функциональных блоков:

· регистры (аккумулятор, счетчик команд, регистр флагов);

· арифметико-логическое устройство (АЛУ);

· управляющее устройство (УУ);

· обработчик прерываний от внешних устройств (ОП);

· интерфейс доступа к оперативной памяти.

Регистры являются внутренней памятью процессора. Центральный процессор *Simple Computer* имеет: аккумулятор, используемый для временного хранения данных и результатов операций, счетчик команд, указывающий на адрес ячейки памяти, в которой хранится текущая выполняемая команда и регистр флагов, сигнализирующий об определѐнных событиях. Аккумулятор имеет разрядность 15 бит, счетчика команд – 7 бит. Регистр флагов содержит 5 разрядов: переполнение при выполнении операции, ошибка деления на 0, ошибка выхода за границы памяти, игнорирование тактовых импульсов, указана неверная команда.

Арифметико-логическое устройство (англ. arithmetic and logic unit, *ALU*) — блок процессора, который служит для выполнения логических и арифметических преобразований над данными. В качестве данных могут использоваться значения, находящиеся в аккумуляторе, заданные в операнде команды или хранящиеся в оперативной памяти. Результат выполнения операции сохраняется в аккумуляторе или может помещаться в оперативную память. В ходе выполнения операций АЛУ устанавливает значения флагов «деление на 0» и «переполнение».

Управляющее устройство (англ. control unit, *CU*) координирует работу центрального процессора. По сути, именно это устройство отвечает за выполнение программы, записанной в оперативной памяти. В его функции входит: чтение текущей команды из памяти, еѐ декодирование, передача номера команды и операнда в АЛУ, определение следующей выполняемой команды и реализации взаимодействий с клавиатурой и монитором. Выбор очередной команды из оперативной памяти производится по сигналу от системного таймера. Если установлен флаг «игнорирование тактовых импульсов», то эти сигналы устройством управления игнорируются. В ходе выполнения операций устройство управления устанавливает значения флагов «указана неверная команда» и «игнорирование тактовых импульсов».

Обработчик прерываний реагирует на сигналы от системного таймера и кнопки «Reset». При поступлении сигнала от кнопки «Reset» состояние процессора сбрасывается в начальное (значения всех регистров обнуляется и устанавливается флаг «игнорирование сигналов от таймера»). При поступлении сигнала от системного таймера, работать начинает устройство управления.

**Блок схемы используемых алгоритмов**

1. **ALU, CU**
2. **Simple Assembler**
3. **Simple Basic**
4. ALU,CU

Обновление интерфейса

Выбор и выполнение

полученной команды, если таковая есть

Считываем значение ячейки из памяти

Отправляем полученное команду в ALU()

Декодируем полученное значение

**2.Simple Assembler**

Файл с кодом на **Assembler,**

**вых. файл**

Пока не конец файла считываем по строчке

Сохраняем полученные команды в выходной файл

Если строка соответствует команде, то кодируем её

**3.Simple Basic**

Файл с кодом на **Basic,**

**вых. файл**

Пока не конец файла считываем по строчке

В translate\_basic()

Преабразовываем команду из basic в assembler

Вызов функции process\_undef\_goto,

правка индексов

Добавление заранее заданных данных

**Программная реализация**

Ниже указанны функции используемые для разработки простейшей вычислительной машины Simple Computer и даны краткие характеристики.

**interface.h**

int mi\_printinterface(int select\_x, int select\_y); *- отрисовка всего интерфейса*

int mi\_printmemory(int x, int y, int select\_x, int select\_y); *- отрисовка памяти*

int mi\_printflags(int x, int y); *- отрисовка флагов*

int mi\_printkeytooltip(int x, int y); *- отрисовка подсказки по клавишам*

int mi\_printselectedmemory(int x, int y, int address); *- отрисовка выбранной ячейки в виде bigchar*

int mi\_printinstrutioncounter(int x, int y, int insp\_reg); *- отрисовка счетчика инструкций*

int mi\_printaccumulator(int x, int y, int acc\_reg); *- отрисовка аккумулятора*

int mi\_printlog(int x, int y); *- отрисовка журнала*

**bigchars.h**

int bc\_printA(const char \*str); - *выводит символ*

int bc\_box(int x1, int y1, int w, int h);- *выводит рамку*

int bc\_printbigchar (int \*big, int x, int y, enum colors clr1, enum colors clr2); - *С помощью по битового выставления рисует ячейку памяти большими символами.*

int bc\_setbigcharpos(int \*big, int x, int y, int value); - *устанавливает значение знакоместа "большого символа" в строке x и столбце y в значение value*

int bc\_getbigcharpos(int \*big, int x, int y, int \*value); - *возвращает значение позиции в "большом символе" в строке x и столбце y;*

int bc\_bigcharwrite(int fd, int \*big, int count); *-записывает заданное число "больших символов" в файл. Формат записи определяется пользователем;*

int bc\_bigcharread(int fd, int \*big, int need\_count, int \*count); - *считывает из файла заданное количество "больших символов".*

int bc\_bigprintint(int x, int y, enum colors clr1, enum colors clr2, int value); - *выводит число в десятичном представлении*

**memory.h**

int sc\_memoryInit();– *инициализирует оперативную память Simple Computer*

int sc\_memorySet(int address, int value); - *задает значение указанной ячейки памяти как value.*

int sc\_memoryGet(int address, int \*value); – *возвращает значение указан- ной ячейки памяти в value*

int sc\_memorySave(char \*filename); - *сохраняет содержимое памяти в файл в бинарном виде (используя функцию write или fwrite);*

int sc\_memoryLoad(char \*filename); - *загружает из указанного файла содер- жимое оперативной памяти (используя функцию read или fread);*

int sc\_regInit(); - *– инициализирует регистр флагов нулевым значением;*

int sc\_regSet(int num\_register, int value); – *устанавливает значение указанно- го регистра флагов.*

int sc\_regGet(int num\_register, int \*value); - *возвращает значение указанного флага*.

int sc\_commandEncode(int command, int operand, int \*value); - *кодирует команду с указанным номером и операндом и помещает результат в value*.

int sc\_commandDecode(int value, int &command, int \*operand); - *декодирует значение как команду Simple Computer.*

**myreadkey.h**

int rk\_readkey(enum keys \*key); - *Определяет какая, клавиша была нажата*

int rk\_mytermsave(); - *Сохраняет настройки терминала*

int rk\_mytermrestore(); *- Возвращает терминалу стандартные настройки*

int rk\_mytermregime(int regime, int vtime, int vmin, int echo, int sigint); - *переключает терминала между режимами*

**myterm.h**

int mt\_clrscr(); *производит очистку и перемещение курсора в левый верхний угол экрана;*

int mt\_gotoXY(int x, int y); *перемещает курсор в указанную позицию*

int mt\_getscreensize(int \*rows, int \*cols); - *определяет размер экрана терминала (количество строк и столбцов);*

int mt\_setfgcolor(enum colors); *устанавливает цвет последующих выводимых символов.*

int mt\_setbgcolor(enum colors); *- устанавливает цвет фона последующих вы- водимых символов.*

int mt\_resetcolor(); *- востанавливает стандартные цвета*

int mt\_resetcursor(); *- перемещает курсор в влевый верхний угол экрана*

**cpu.h**

int ALU(int command, int operand); – *реализует алгоритм работы арифметико- логического устройства.*

int CU() – *Выполняет следуйщую инструкцию.*

**lexer.h(assembler)**

int lexer(char \*infile, char \*outfile); *– производит трансляцию simple assamblr в бинарный код*

**basiclexer.h**

int get\_var\_address(char \*cstr); *- получение адреса указаной переменной.*

int get\_tmp\_var\_address(char cstr); *- получение адреса временной переменной.*

int get\_num\_var\_address(int val); *- получение адреса где хранится заранее заданое число.*

char \*get\_token(char \*\*str\_p, char \*delimiters[], int size); *- разделяет строку на токены используя разделители в виде массива строк.*

int lexer(char \*infile, char \*outfile); *- производит трансляцию simple basic в simple assembler.*

int tonumber(char \*s, int \*number); *- приводит строку к численому представлению.*

int calcspaces(char \*code\_token, int num); *- подсчитывает количество пробелов до указаного номера символа.*

int translate\_basic(LineStruct \*line\_struct); *- функция трансляции строки simple basic в simple assembler.*

int validate\_operand(char \*cstr); *- проверка верности операнда.*

int validate\_command(char \*cstr); *- проверка верности команды.*

**Результаты проведенного исследования**

В качестве примера была взята программа подсчета факториала, написанная на Simple Basic, далее мы её транслировали на Simple Assembler, и в конце в бинарный формат, который может быть распознан консолью управления.

**Basic**
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**Assembler**
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Факториал 6! = 6\*5\*4\*3\*2\*1 = 720.

![](data:image/png;base64,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)

**Заключение**

В рамках курсовой работы была реализована обработка команд центральным процессором с помощью функций: ALU() и CU(). Также был реализован транслятор, переводящий текст Simple Assembler в бинарный формат, который может быть считан консолью управления. И транслятор с высокоуровневого языка Simple Basic в файл, с кодом Simple Assembler. Затем Simple Assembler файл транслируется в бинарный формат.
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**Листинг**

**main.c**

**#include <stdio.h>**

**#include <stdlib.h>**

**#include <math.h>**

**#include <unistd.h>**

**#include <fcntl.h>**

**#include <sys/time.h>**

**#include <signal.h>**

**#include <termios.h>**

**#include <sys/ioctl.h>**

**#include <string.h>**

**#include "memory.h"**

**#include "debug.h"**

**#include "myterm.h"**

**#include "interface.h"**

**#include "bigchars.h"**

**#include "myreadkey.h"**

**#include "cpu.h"**

**#include "command.h"**

**int selected\_x = 0, selected\_y = 0;**

**void sigalrm\_proccess(int signo)**

**{**

**int val;**

**if (sc\_regGet(IF, &val)) {**

**return;**

**}**

**if (!val) {**

**int insp\_reg\_tmp = insp\_reg;**

**if (CU()) {**

**sc\_regSet(IF, 1);**

**} else if (insp\_reg\_tmp == insp\_reg) {**

**insp\_reg++;**

**}**

**mi\_printinterface(selected\_x, selected\_y);**

**}**

**struct itimerval nval;**

**nval.it\_interval.tv\_sec = 0;**

**nval.it\_interval.tv\_usec = 0;**

**nval.it\_value.tv\_sec = 0;**

**nval.it\_value.tv\_usec = 100000;**

**setitimer(ITIMER\_REAL, &nval, 0);**

**}**

**void sigusr1\_proccess(int signo)**

**{**

**sc\_memoryInit();**

**sc\_regInit();**

**if (sc\_regSet(IF, 1)) {**

**return;**

**}**

**}**

**void sigint\_proccess(int signo)**

**{**

**rk\_mytermrestor();**

**exit(0);**

**}**

**void sigwinch\_proccess(int signo)**

**{**

**mt\_clrsrc();**

**mi\_printinterface(selected\_x, selected\_y);**

**}**

**char \*need\_load = 0;**

**void print\_interface()**

**{**

**rk\_mytermrestor();**

**sc\_memoryInit();**

**sc\_regInit();**

**sc\_regSet(IF, 1);**

**signal(SIGALRM, sigalrm\_proccess);**

**signal(SIGUSR1, sigusr1\_proccess);**

**signal(SIGINT, sigint\_proccess);**

**signal(SIGWINCH, sigwinch\_proccess);**

**struct itimerval nval;**

**//printf("\033[8;80;81t"); // try set console size, actualy bad idea :(**

**nval.it\_interval.tv\_sec = 0;**

**nval.it\_interval.tv\_usec = 0;**

**nval.it\_value.tv\_sec = 1;**

**nval.it\_value.tv\_usec = 0;**

**setitimer(ITIMER\_REAL, &nval, 0); // init timer for incrementing instruction counter**

**if (need\_load) {**

**sc\_memoryLoad(need\_load);**

**}**

**int exit\_flag = 0;**

**int tmp\_val;**

**enum keys key;**

**mt\_clrsrc();**

**mi\_printinterface(selected\_x, selected\_y);**

**while (exit\_flag == 0) {**

**int ignore\_val;**

**if (sc\_regGet(IF, &ignore\_val)) {**

**return;**

**}**

**if (ignore\_val) {**

**rk\_readkey(&key);**

**if (key == KEY\_down && selected\_y < 9) {**

**selected\_y++;**

**} else if (key == KEY\_up && selected\_y > 0) {**

**selected\_y--;**

**} else if (key == KEY\_right && selected\_x < 9) {**

**selected\_x++;**

**} else if (key == KEY\_left && selected\_x > 0) {**

**selected\_x--;**

**} else if ((key >= '0' && key <= '9') || (key >= 'a' && key <= 'f')) {**

**if (sc\_memoryGet(selected\_y \* 10 + selected\_x, &tmp\_val)) {**

**printf("error memory address: %d cant read", selected\_y \* 10 + selected\_x);**

**return;**

**}**

**if (tmp\_val >= 0) {**

**tmp\_val = (((key >= '0' && key <= '9') ? (key - '0') : (key - 'a' + 10)) | (tmp\_val << 4));**

**} else {**

**tmp\_val = 0 - ((((key >= '0' && key <= '9') ? (key - '0') : (key - 'a' + 10)) | ((0 - tmp\_val) << 4)));**

**}**

**if (sc\_memorySet(selected\_y \* 10 + selected\_x, tmp\_val)) {**

**printf("error memory address: %d cant writed", selected\_y \* 10 + selected\_x);**

**return;**

**}**

**} else if (key == KEY\_backspace) {**

**if (sc\_memoryGet(selected\_y \* 10 + selected\_x, &tmp\_val)) {**

**printf("error memory address: %d cant read", selected\_y \* 10 + selected\_x);**

**return;**

**}**

**if (tmp\_val >= 0) {**

**tmp\_val = tmp\_val >> 4 & 0xFFFF;**

**} else {**

**tmp\_val = 0 - (((0 - tmp\_val) & 0xFFFF) >> 4);**

**}**

**if (sc\_memorySet(selected\_y \* 10 + selected\_x, tmp\_val)) {**

**printf("error memory address: %d cant writed", selected\_y \* 10 + selected\_x);**

**return;**

**}**

**} else if (key == KEY\_plus || key == KEY\_minus) {**

**if (sc\_memoryGet(selected\_y \* 10 + selected\_x, &tmp\_val)) {**

**printf("error memory address: %d cant read", selected\_y \* 10 + selected\_x);**

**return;**

**}**

**if (key == KEY\_plus) {**

**tmp\_val = tmp\_val & (~0x4000);**

**}**

**if (key == KEY\_minus) {**

**tmp\_val = tmp\_val | 0x4000;**

**}**

**if (sc\_memorySet(selected\_y \* 10 + selected\_x, tmp\_val)) {**

**printf("error memory address: %d cant writed", selected\_y \* 10 + selected\_x);**

**return;**

**}**

**} else if (key == KEY\_r) {**

**sc\_regSet(IF, 0);**

**strcat(log\_buff, "run\n");**

**} else if (key == KEY\_s) {**

**strcat(log\_buff, "save file name: ");**

**printf("save file name: ");**

**char buff[20];**

**scanf("%s", buff);**

**strcat(log\_buff, buff);**

**strcat(log\_buff, "\n");**

**sc\_memorySave(buff);**

**} else if (key == KEY\_l) {**

**strcat(log\_buff, "load file name: ");**

**printf("load file name: ");**

**char buff[20];**

**scanf("%s", buff);**

**strcat(log\_buff, buff);**

**strcat(log\_buff, "\n");**

**sc\_memoryLoad(buff);**

**} else if (key == KEY\_i) {**

**raise (SIGUSR1);**

**strcat(log\_buff, "reset\n");**

**} else if (key == KEY\_t) {**

**int insp\_reg\_tmp = insp\_reg;**

**if (CU()) {**

**sc\_regSet(IF, 1);**

**} else if (insp\_reg\_tmp == insp\_reg) {**

**insp\_reg++;**

**}**

**strcat(log\_buff, "step\n");**

**selected\_x = insp\_reg % 10;**

**selected\_y = insp\_reg / 10;**

**} else if (key == KEY\_f5) {**

**strcat(log\_buff, "accumulator value: ");**

**printf("accumulator value: ");**

**int buff;**

**scanf("%X", &buff);**

**char buff\_char[10];**

**sprintf(buff\_char, "%X\n", buff);**

**strcat(log\_buff, buff\_char);**

**acc\_reg = buff;**

**mi\_printinterface(selected\_x, selected\_y);**

**} else if (key == KEY\_f6) {**

**strcat(log\_buff, "instructionCounter value: ");**

**printf("instructionCounter value: ");**

**int buff;**

**scanf("%X", &buff);**

**char buff\_char[10];**

**sprintf(buff\_char, "%X\n", buff);**

**strcat(log\_buff, buff\_char);**

**insp\_reg = buff;**

**mi\_printinterface(selected\_x, selected\_y);**

**} else if (key == KEY\_other || key == KEY\_q) {**

**exit\_flag = 1;**

**}**

**mi\_printinterface(selected\_x, selected\_y);**

**}**

**}**

**rk\_mytermrestor();**

**}**

**int main(int argc, char\* argv[])**

**{**

**if (argc == 2) {**

**need\_load = argv[1];**

**}**

**print\_interface();**

**return 0;**

**}**

**cpu.c**

**#include <stdio.h>**

**#include <string.h>**

**#include "interface.h"**

**#include "memory.h"**

**#include "cpu.h"**

**#include "command.h"**

**#define PRINT\_COMMANDS\_INTO\_LOG**

**int ALU(int command, int operand)**

**{**

**int value;**

**char buff[20];**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**int value2;**

**#endif**

**switch (command) {**

**case COMMAND\_ADD:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**if (sc\_memoryGet(operand, &value2)) {**

**return 1;**

**}**

**sprintf(buff, "ADD: %d[%X]\n", operand, value2);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (sc\_memoryGet(operand, &value)) {**

**return 1;**

**}**

**acc\_reg = ((acc\_reg & 0x7FFF) + (value & 0x7FFF)) & 0x7FFF;**

**break;**

**case COMMAND\_SUB:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**if (sc\_memoryGet(operand, &value2)) {**

**return 1;**

**}**

**sprintf(buff, "SUB: %d[%X]\n", operand, value2);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (sc\_memoryGet(operand, &value)) {**

**return 1;**

**}**

**//acc\_reg -= value;**

**acc\_reg = ((acc\_reg & 0x7FFF) - (value & 0x7FFF)) & 0x7FFF;**

**break;**

**case COMMAND\_DIVIDE:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**if (sc\_memoryGet(operand, &value2)) {**

**return 1;**

**}**

**sprintf(buff, "DIV: %d[%X]\n", operand, value2);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (sc\_memoryGet(operand, &value)) {**

**return 1;**

**}**

**acc\_reg = acc\_reg / value; //TODO**

**break;**

**case COMMAND\_MUL:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**if (sc\_memoryGet(operand, &value2)) {**

**return 1;**

**}**

**sprintf(buff, "MUL: %d[%X]\n", operand, value2);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (sc\_memoryGet(operand, &value)) {**

**return 1;**

**}**

**if (!(acc\_reg & 0x7FFF) || !(value & 0x7FFF)) {**

**acc\_reg = 0;**

**} else {**

**//acc\_reg \*= value;**

**if (acc\_reg & 0x4000) {**

**if (value & 0x4000) {**

**acc\_reg = (((0 - acc\_reg) & 0x3FFF) \* ((0 - value) & 0x3FFF)) & 0x3FFF;**

**} else {**

**acc\_reg = (((0 - acc\_reg) & 0x3FFF) \* (value & 0x3FFF)) & 0x3FFF;**

**acc\_reg ^= 0x4000;**

**}**

**} else {**

**if (value & 0x4000) {**

**acc\_reg = ((acc\_reg & 0x3FFF) \* ((0 - value) & 0x3FFF)) & 0x3FFF;**

**acc\_reg ^= 0x4000;**

**} else {**

**acc\_reg = ((acc\_reg & 0x3FFF) \* (value & 0x3FFF)) & 0x3FFF;**

**}**

**}**

**}**

**break;**

**// USERS COMMANDS**

**case COMMAND\_NOT:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**if (sc\_memoryGet(operand, &value2)) {**

**return 1;**

**}**

**sprintf(buff, "NOT: %d[%X]\n", operand, value2);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (sc\_memorySet(operand, ~acc\_reg)) {**

**return 1;**

**}**

**break;**

**case COMMAND\_AND:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**if (sc\_memoryGet(operand, &value2)) {**

**return 1;**

**}**

**sprintf(buff, "AND: %d[%X]\n", operand, value2);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (sc\_memoryGet(operand, &value)) {**

**return 1;**

**}**

**acc\_reg &= value;**

**break;**

**case COMMAND\_OR:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**if (sc\_memoryGet(operand, &value2)) {**

**return 1;**

**}**

**sprintf(buff, "OR: %d[%X]\n", operand, value2);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (sc\_memoryGet(operand, &value)) {**

**return 1;**

**}**

**acc\_reg |= value;**

**break;**

**case COMMAND\_XOR:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**if (sc\_memoryGet(operand, &value2)) {**

**return 1;**

**}**

**sprintf(buff, "XOR: %d[%X]\n", operand, value2);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (sc\_memoryGet(operand, &value)) {**

**return 1;**

**}**

**acc\_reg ^= value;**

**break;**

**case COMMAND\_RCR:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**if (sc\_memoryGet(operand, &value2)) {**

**return 1;**

**}**

**sprintf(buff, "RCR: %d[%X]\n", operand, value2);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (sc\_memoryGet(operand, &value)) {**

**return 1;**

**}**

**acc\_reg = ((value << 1) | ((value & 0x4000) && 1)) & 0x7FFF;**

**break;**

**}**

**return 0;**

**}**

**int CU()**

**{**

**int value;**

**if (sc\_memoryGet(insp\_reg, &value)) {**

**return 1;**

**}**

**int command;**

**int operand;**

**if (sc\_commandDecode(value, &command, &operand)) {**

**sc\_regSet(IF, 1);**

**return 1;**

**}**

**if ((command >= 30 && command <= 33) || (command >= 51 && command <= 54)) {**

**if (ALU(command, operand)) {**

**return 1;**

**}**

**} else {**

**int value;**

**char buff[20];**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**int value2;**

**#endif**

**switch (command) {**

**case COMMAND\_READ: //READ**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**sprintf(buff, "READ: %d\n", operand);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**printf("in: ");**

**scanf("%d", &value);**

**sprintf(buff, "in: %d\n", value);**

**strcat(log\_buff, buff);**

**if (sc\_memorySet(operand, value)) {**

**return 1;**

**}**

**break;**

**case COMMAND\_WRITE: //WRITE**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**if (sc\_memoryGet(operand, &value2)) {**

**return 1;**

**}**

**sprintf(buff, "WRITE: %d[%d]\n", operand, value2);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (sc\_memoryGet(operand, &value)) {**

**return 1;**

**}**

**sprintf(buff, "out: %d\n", value);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**break;**

**case COMMAND\_LOAD: //LOAD**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**if (sc\_memoryGet(operand, &value2)) {**

**return 1;**

**}**

**sprintf(buff, "LOAD: %d[%X]\n", operand, value2);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (sc\_memoryGet(operand, &value)) {**

**return 1;**

**}**

**acc\_reg = value;**

**break;**

**case COMMAND\_STORE: //STORE**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**if (sc\_memoryGet(operand, &value2)) {**

**return 1;**

**}**

**sprintf(buff, "STORE: %d[%X]\n", operand, value2);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (sc\_memorySet(operand, acc\_reg)) {**

**return 1;**

**}**

**break;**

**case COMMAND\_SET:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**sprintf(buff, "SET: %d[%X]\n", operand, acc\_reg);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**acc\_reg = operand;**

**break;**

**case COMMAND\_JUMP:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**sprintf(buff, "JUMP: %d[%X]\n", operand, insp\_reg);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**insp\_reg = operand;**

**break;**

**case COMMAND\_JNEG:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**sprintf(buff, "JNEG: %d[%X]\n", operand, insp\_reg);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (acc\_reg & 0x4000) {**

**insp\_reg = operand;**

**}**

**break;**

**case COMMAND\_JZ:**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**sprintf(buff, "JZ: %d[%X]\n", operand, insp\_reg);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**if (acc\_reg == 0) {**

**insp\_reg = operand;**

**}**

**break;**

**case COMMAND\_HALT: //HALT**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**sprintf(buff, "HALT: %d\n", operand);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**sc\_regSet(IF, 1);**

**break;**

**case COMMAND\_NOP: //HALT**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**sprintf(buff, "NOP: %d\n", operand);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**break;**

**default:**

**sc\_regSet(IF, 1);**

**#ifdef PRINT\_COMMANDS\_INTO\_LOG**

**sprintf(buff, "WRONG COMMAND:%d %d\n", command, operand);**

**strcat(log\_buff, buff);**

**printf("%s", buff);**

**#endif**

**break;**

**}**

**}**

**return 0;**

**}**

**lexer.c(assembler)**

**#include <stdio.h>**

**#include <stdlib.h>**

**#include <unistd.h>**

**#include <string.h>**

**#include <ctype.h>**

**#include <sys/types.h>**

**#include <sys/stat.h>**

**#include <fcntl.h>**

**#include "printinfo.h"**

**#include "lexer.h"**

**#include "command.h"**

**#include "myterm.h"**

**#include "memory.h"**

**int cstrtocint(char \*cstr, int \*cint)**

**{**

**if (!strcmp(cstr, "READ")) {**

**\*cint = COMMAND\_READ;**

**} else if (!strcmp(cstr, "WRITE")) {**

**\*cint = COMMAND\_WRITE;**

**} else if (!strcmp(cstr, "LOAD")) {**

**\*cint = COMMAND\_LOAD;**

**} else if (!strcmp(cstr, "STORE")) {**

**\*cint = COMMAND\_STORE;**

**} else if (!strcmp(cstr, "SET")) {**

**\*cint = COMMAND\_SET;**

**} else if (!strcmp(cstr, "ADD")) {**

**\*cint = COMMAND\_ADD;**

**} else if (!strcmp(cstr, "SUB")) {**

**\*cint = COMMAND\_SUB;**

**} else if (!strcmp(cstr, "DIVIDE")) {**

**\*cint = COMMAND\_DIVIDE;**

**} else if (!strcmp(cstr, "MUL")) {**

**\*cint = COMMAND\_MUL;**

**} else if (!strcmp(cstr, "JUMP")) {**

**\*cint = COMMAND\_JUMP;**

**} else if (!strcmp(cstr, "JNEG")) {**

**\*cint = COMMAND\_JNEG;**

**} else if (!strcmp(cstr, "JZ")) {**

**\*cint = COMMAND\_JZ;**

**} else if (!strcmp(cstr, "HALT")) {**

**\*cint = COMMAND\_HALT;**

**} else if (!strcmp(cstr, "NOT")) {**

**\*cint = COMMAND\_NOT;**

**} else if (!strcmp(cstr, "AND")) {**

**\*cint = COMMAND\_AND;**

**} else if (!strcmp(cstr, "OR")) {**

**\*cint = COMMAND\_OR;**

**} else if (!strcmp(cstr, "XOR")) {**

**\*cint = COMMAND\_XOR;**

**} else if (!strcmp(cstr, "NOP")) {**

**\*cint = COMMAND\_NOP;**

**} else if (!strcmp(cstr, "RCR")) {**

**\*cint = COMMAND\_RCR;**

**} else if (!strcmp(cstr, "=")) {**

**\*cint = 0;**

**} else {**

**return -1;**

**}**

**return 0;**

**}**

**int calcspaces(char \*code\_token, int num)**

**{**

**if (num < 0 || !code\_token) {**

**return -1;**

**}**

**int num\_spaces = 0;**

**while (num > 0) {**

**if (\*code\_token == '\t') {**

**num\_spaces += 8 - (num\_spaces % 8);**

**} else {**

**num\_spaces++;**

**}**

**code\_token++;**

**num--;**

**}**

**return num\_spaces;**

**}**

**int tonumber(char \*s, int \*number)**

**{**

**if (s == NULL || \*s == '\0' || isspace(\*s)) {**

**return 0;**

**}**

**char \*p;**

**\*number = (int)strtod(s, &p);**

**return \*p == '\0';**

**}**

**int lexer(char \*infile, char \*outfile)**

**{**

**int indesc = open(infile, O\_RDONLY);**

**if (indesc == -1) {**

**print\_error("error", "cant open infile");**

**}**

**off\_t size\_file = lseek(indesc, 0, SEEK\_END);**

**if (size\_file == -1L) {**

**print\_error("error", "cant read infile size");**

**return -1;**

**}**

**if (lseek(indesc, 0, SEEK\_SET) == -1L) {**

**print\_error("error", "cant read infile size");**

**return -1;**

**}**

**//printf("find %ld bytes\n", size\_file);**

**char \*code\_buff = calloc(size\_file, 1);**

**if (size\_file != read(indesc, code\_buff, size\_file)) {**

**print\_error("error", "cant read infile fully");**

**return -1;**

**}**

**if (close(indesc) == -1) {**

**print\_error("error", "cant close infile");**

**}**

**for (int i = 0; i < strlen(code\_buff); ++i) {**

**if (code\_buff[i] == '\r') {**

**code\_buff[i] = ' ';**

**}**

**}**

**int memory\_buff[100] = {};**

**char code\_line\_buff[100];**

**int num\_line = 0;**

**int error\_flag = 0;**

**char \*saveptr1;**

**char \*code\_line = strtok\_r(code\_buff, "\n", &saveptr1);**

**while (code\_line) {**

**strncpy(code\_line\_buff, code\_line, 99);**

**code\_line\_buff[99] = 0;**

**//printf("%s\n", code\_line);**

**int num\_memory\_cell = -1, command = 0, operand = 0, num\_token = 0;**

**char \*saveptr2;**

**char \*code\_token = strtok\_r(code\_line, " \t\n", &saveptr2);**

**while (code\_token) {**

**int num\_spaces = calcspaces(code\_line\_buff, code\_token - code\_line);**

**//printf("%d\n", num\_spaces);**

**if (num\_token == 0) {**

**int number;**

**if (!tonumber(code\_token, &number) || number < 0 || number > 99) {**

**char buff[200];**

**sprintf(buff, "cell address \"%s\" not exist\n%s\n\E[32m\E[1m^\E[0m", code\_token, code\_line\_buff);**

**print\_error("error", buff);**

**error\_flag = 1;**

**}**

**num\_memory\_cell = number;**

**} else if (num\_token == 1) {**

**if (cstrtocint(code\_token, &command) == -1) {**

**char buff[200];**

**sprintf(buff, "unknown command \"%s\" line %d\n%s\n\E[32m\E[1m%\*c\E[0m", code\_token, num\_line, code\_line\_buff, num\_spaces + 1, '^');**

**print\_error("error", buff);**

**error\_flag = 1;**

**}**

**} else if (num\_token == 2) {**

**int number;**

**if (!tonumber(code\_token, &number) || ((number < 0 || number > 127) && command != 0) || ((number < -0xFFFF || number > 0xFFFF) && command == 0)) {**

**char buff[200];**

**sprintf(buff, "invalid operand \"%s\" not exist\n%s\n\E[32m\E[1m%\*c\E[0m", code\_token, code\_line\_buff, num\_spaces + 1, '^');**

**print\_error("error", buff);**

**error\_flag = 1;**

**}**

**operand = number;**

**} else if (num\_token == 3) {**

**if (code\_token[0] != ';') {**

**char buff[200];**

**sprintf(buff, "unknown token \"%s\" line %d use \";\" for commentary\n%s\n\E[32m\E[1m%\*c\E[0m", code\_token, num\_line, code\_line\_buff, num\_spaces + 1, '^');**

**print\_error("error", buff);**

**error\_flag = 1;**

**}**

**break;**

**} else {**

**break;**

**}**

**code\_token = strtok\_r(0, " \t\n", &saveptr2);**

**num\_token++;**

**}**

**//printf("%d %d %d\n", num\_memory\_cell, command, operand);**

**if (command != 0) {**

**int coded\_command;**

**sc\_commandEncode(command, operand, &coded\_command);**

**memory\_buff[num\_memory\_cell] = coded\_command;**

**} else {**

**if (operand >= 0) {**

**memory\_buff[num\_memory\_cell] = operand & 0x3FFF;**

**} else {**

**memory\_buff[num\_memory\_cell] = ((0 - operand) & 0x3FFF) | 0x4000;**

**}**

**}**

**//printf("%X\n", coded\_command);**

**code\_line = strtok\_r(0, "\n", &saveptr1);**

**num\_line++;**

**//printf("\n");**

**}**

**if (error\_flag) {**

**return -1;**

**}**

**int outdesc = open(outfile, O\_WRONLY | O\_TRUNC | O\_CREAT, -1);**

**if (outdesc == -1) {**

**print\_error("error", "cant open outfile");**

**}**

**if (write(outdesc, memory\_buff, 400) < 0) {**

**print\_error("error", "cant write in outfine");**

**return -1;**

**}**

**if (close(outdesc) == -1) {**

**print\_error("error", "cant close outfile");**

**}**

**return 0;**

**}**

**basiclexer.c**

**#include <stdio.h>**

**#include <stdlib.h>**

**#include <unistd.h>**

**#include <string.h>**

**#include <ctype.h>**

**#include <sys/types.h>**

**#include <sys/stat.h>**

**#include <fcntl.h>**

**#include "basicprintinfo.h"**

**#include "basiclexer.h"**

**#include "command.h"**

**#include "myterm.h"**

**#include "memory.h"**

**#include "datalist.c"**

**int basic\_last\_num\_line = 0;**

**int asm\_last\_memory\_cell = 0;**

**int exp\_delim\_size = 9;**

**char \*expression\_delimiters[9] = {"\*", "/", "+", "-", "(", ")", "<", ">", "="};**

**int line\_delim\_size = 7;**

**char \*line\_delimiters[7] = {"GOTO", "END", "IF", "LET", "OUTPUT", "INPUT", "REM"};**

**DataList \*line\_struct\_list;**

**char\* strtok\_r(char \*str, const char \*delim, char \*\*nextp)**

**{**

**char \*ret;**

**if (str == NULL) {**

**str = \*nextp;**

**}**

**str += strspn(str, delim);**

**if (\*str == '\0') {**

**return NULL;**

**}**

**ret = str;**

**str += strcspn(str, delim);**

**if (\*str) {**

**\*str++ = '\0';**

**}**

**\*nextp = str;**

**return ret;**

**}**

**AsmCommandList \*AsmCommandPushEx(AsmCommandList \*list, int command, int operand, int num)**

**{**

**AsmCommandList \*tmp = list;**

**while(tmp->next != 0) {**

**tmp = tmp->next;**

**}**

**if (tmp->init) {**

**tmp->next = calloc(1, sizeof(AsmCommandList));**

**tmp = tmp->next;**

**}**

**tmp->init = 1;**

**tmp->current.command = command;**

**tmp->current.operand = operand;**

**tmp->current.num = num;**

**return tmp;**

**}**

**AsmCommandList \*AsmCommandPush(AsmCommandList \*list, int command, int operand)**

**{**

**return AsmCommandPushEx(list, command, operand, asm\_last\_memory\_cell++);**

**}**

**void AsmCommandCat(AsmCommandList \*list1, AsmCommandList \*list2)**

**{**

**AsmCommandList \*tmp = list1;**

**if (!list1 || !list2 || !list2->init) {**

**return;**

**}**

**while(tmp->next) {**

**tmp = tmp->next;**

**}**

**if (tmp->init) {**

**tmp->next = list2;**

**} else {**

**tmp->init = 1;**

**tmp->current = list2->current;**

**tmp->next = list2->next;**

**}**

**}**

**void AsmCommandPrintEx(AsmCommandList \*list, int out)**

**{**

**//AsmCommandPrintEx(list, 1);**

**AsmCommandList \*node = list;**

**char buff[256];**

**while (node) {**

**if (node->init) {**

**sprintf(buff, "%d ", node->current.num);**

**write(out, buff, strlen(buff));**

**switch (node->current.command) {**

**case COMMAND\_READ:**

**sprintf(buff, "READ");**

**write(out, buff, strlen(buff));**

**break;**

**case COMMAND\_WRITE:**

**sprintf(buff, "WRITE");**

**write(out, buff, strlen(buff));**

**break;**

**case COMMAND\_LOAD:**

**sprintf(buff, "LOAD");**

**write(out, buff, strlen(buff));**

**break;**

**case COMMAND\_STORE:**

**sprintf(buff, "STORE");**

**write(out, buff, strlen(buff));**

**break;**

**case COMMAND\_ADD:**

**sprintf(buff, "ADD");**

**write(out, buff, strlen(buff));**

**break;**

**case COMMAND\_SUB:**

**sprintf(buff, "SUB");**

**write(out, buff, strlen(buff));**

**break;**

**case COMMAND\_DIVIDE:**

**sprintf(buff, "DIVIDE");**

**write(out, buff, strlen(buff));**

**break;**

**case COMMAND\_MUL:**

**sprintf(buff, "MUL");**

**write(out, buff, strlen(buff));**

**break;**

**case COMMAND\_JUMP:**

**sprintf(buff, "JUMP");**

**write(out, buff, strlen(buff));**

**break;**

**case COMMAND\_JNEG:**

**sprintf(buff, "JNEG");**

**write(out, buff, strlen(buff));**

**break;**

**case COMMAND\_JZ:**

**sprintf(buff, "JZ");**

**write(out, buff, strlen(buff));**

**break;**

**case COMMAND\_HALT:**

**sprintf(buff, "HALT");**

**write(out, buff, strlen(buff));**

**break;**

**case COMMAND\_EQUAL:**

**sprintf(buff, "=");**

**write(out, buff, strlen(buff));**

**}**

**sprintf(buff, " %d\n", node->current.operand);**

**write(out, buff, strlen(buff));**

**}**

**node = node->next;**

**}**

**}**

**void AsmCommandPrint(AsmCommandList \*list)**

**{**

**AsmCommandPrintEx(list, 1);**

**}**

**int getPriority(char op)**

**{**

**switch (op)**

**{**

**case '(':**

**return -1; // не выталкивает сам и не дает вытолкнуть себя другим**

**case '\*': case '/':**

**return 1;**

**case '+': case '-':**

**return 2;**

**case '<': case '>': case '=':**

**return 3;**

**default:**

**return 0;**

**}**

**}**

**int canPop(char op1, DataList \*Functions)**

**{**

**if (datalist\_size(Functions) == 0)**

**return 0;**

**int p1 = getPriority(op1);**

**int p2 = getPriority(\*(char\*)datalist\_peek(Functions));**

**if (p1 == 0 || p2 == 0) {**

**printf("error %c\n", op1);**

**}**

**return p1 >= 0 && p2 >= 0 && p1 >= p2;**

**}**

**#define OPERATION\_LESS 1**

**#define OPERATION\_MORE 2**

**#define OPERATION\_EQUAL 3**

**int tmp\_var\_num = 0;**

**char last\_tmp\_var\_in\_acc = -1;**

**int last\_tmp\_var\_in\_acc\_num = -1;**

**int last\_operation = -1;**

**AsmCommandList \*popFunction(DataList \*Operands, DataList \*Functions)**

**{**

**AsmCommandList \*list = calloc(1, sizeof(AsmCommandList));**

**char \*A = datalist\_pop\_back(Operands);**

**char \*B = datalist\_pop\_back(Operands);**

**//char buff[256] = "";**

**//printf("%s %s\n", A, B);**

**if (last\_tmp\_var\_in\_acc != \*B) {**

**if (last\_tmp\_var\_in\_acc != -1) {**

**int var\_add = get\_tmp\_var\_address(last\_tmp\_var\_in\_acc);**

**AsmCommandPush(list, COMMAND\_STORE, var\_add);**

**}**

**if (isalpha(\*B)) {**

**int var\_cell;**

**if (isupper(\*B)) {**

**var\_cell = get\_var\_address(B);**

**} else {**

**var\_cell = get\_tmp\_var\_address(\*B);**

**//printf("%d %s\n", var\_cell, B);**

**}**

**AsmCommandPush(list, COMMAND\_LOAD, var\_cell);**

**} else {**

**int var\_cell = get\_num\_var\_address(atoi(B));**

**AsmCommandPush(list, COMMAND\_LOAD, var\_cell);**

**}**

**}**

**int var\_cell = -1;**

**if (isalpha(\*A)) {**

**if (isupper(\*A)) {**

**var\_cell = get\_var\_address(A);**

**} else {**

**var\_cell = get\_tmp\_var\_address(\*A);**

**//printf("%d %s\n", var\_cell, A);**

**}**

**} else {**

**var\_cell = get\_num\_var\_address(atoi(A));**

**printf("%s %d\n", A, var\_cell);**

**}**

**char operation = \*(char\*)datalist\_pop\_back(Functions);**

**switch (operation)**

**{**

**case '+':**

**if (var\_cell != -1) {**

**AsmCommandPush(list, COMMAND\_ADD, var\_cell);**

**}**

**break;**

**case '-': //int\_vector\_push\_back(Operands, A - B);**

**if (var\_cell != -1) {**

**AsmCommandPush(list, COMMAND\_SUB, var\_cell);**

**}**

**break;**

**case '\*': //int\_vector\_push\_back(Operands, A \* B);**

**if (var\_cell != -1) {**

**AsmCommandPush(list, COMMAND\_MUL, var\_cell);**

**}**

**break;**

**case '/': //int\_vector\_push\_back(Operands, A / B);**

**if (var\_cell != -1) {**

**AsmCommandPush(list, COMMAND\_DIVIDE, var\_cell);**

**}**

**break;**

**case '<':**

**if (var\_cell != -1) {**

**AsmCommandPush(list, COMMAND\_SUB, var\_cell);**

**AsmCommandPush(list, COMMAND\_MUL, get\_num\_var\_address(-1));**

**last\_operation = OPERATION\_LESS;**

**}**

**break;**

**case '>':**

**if (var\_cell != -1) {**

**AsmCommandPush(list, COMMAND\_SUB, var\_cell);**

**last\_operation = OPERATION\_MORE;**

**}**

**break;**

**case '=':**

**if (var\_cell != -1) {**

**AsmCommandPush(list, COMMAND\_SUB, var\_cell);**

**last\_operation = OPERATION\_EQUAL;**

**}**

**break;**

**default:**

**printf("che eto za simvol????? :%c\n", operation);**

**}**

**char \*arr = calloc(2, sizeof(char));**

**arr[0] = 'a' + tmp\_var\_num++;**

**last\_tmp\_var\_in\_acc = arr[0];**

**datalist\_push\_back(Operands, arr);**

**return list;**

**}**

**AsmCommandList \*translate\_expression(char \*cstr)**

**{**

**//char translated\_code[256] = "";**

**tmp\_var\_num = 0;**

**last\_tmp\_var\_in\_acc = -1;**

**last\_tmp\_var\_in\_acc\_num = -1;**

**last\_operation = -1;**

**char \*expression = calloc(strlen(cstr) + 6, sizeof(char));**

**sprintf(expression, "( %s ) ", cstr);**

**char \*expression\_str = calloc(strlen(expression) + 1, sizeof(char));**

**char \*expression\_addres = expression\_str;**

**strcpy(expression\_str, expression);**

**DataList \*Operands = datalist\_new(10);**

**DataList \*Functions = datalist\_new(10);**

**AsmCommandList \*list = calloc(1, sizeof(AsmCommandList));**

**//char \*prev\_token = "";**

**char \*saveptr;**

**char \*code\_token = strtok\_r(expression\_str, " ", &saveptr);**

**while (code\_token) {**

**//printf("che: %s\n", code\_token);**

**if (isdigit(\*code\_token)) {**

**datalist\_push\_back(Operands, code\_token);**

**} else if (isalpha(\*code\_token)) {**

**if (!isupper(\*code\_token)) {**

**return 0;**

**}**

**datalist\_push\_back(Operands, code\_token);**

**} else {**

**int flag = 0;**

**for (int j = 0; j < exp\_delim\_size; j++) {**

**if (!strcmp(code\_token, expression\_delimiters[j])) {**

**flag = 1;**

**}**

**}**

**if (flag) {**

**if (!strcmp(code\_token, ")")) {**

**while (datalist\_size(Functions) > 0 && strcmp(datalist\_peek(Functions), "(")) {**

**//AsmCommandList asm\_code = popFunction(Operands, Functions);**

**AsmCommandCat(list, popFunction(Operands, Functions));**

**//if (asm\_code) {**

**// //strcat(translated\_code[256], asm\_code);**

**//}**

**}**

**datalist\_pop\_back(Functions);**

**} else {**

**while (canPop(\*code\_token, Functions)) { // Если можно вытолкнуть**

**AsmCommandCat(list, popFunction(Operands, Functions)); // то выталкиваем**

**}**

**datalist\_push\_back(Functions, code\_token); // Кидаем новую операцию в стек**

**}**

**} else {**

**return 0;**

**}**

**}**

**//prev\_token = code\_token;**

**//printf("%s\n", code\_token);**

**code\_token = strtok\_r(NULL, " ", &saveptr);**

**}**

**char \*tmp = datalist\_pop\_back(Operands);**

**//printf("che: %s\n", tmp);**

**if (last\_tmp\_var\_in\_acc != \*tmp) {**

**int var\_cell = get\_var\_address(tmp);**

**if (isalpha(\*tmp)) {**

**if (isupper(\*tmp)) {**

**var\_cell = get\_var\_address(tmp);**

**} else {**

**var\_cell = get\_tmp\_var\_address(\*tmp);**

**//printf("%d %s\n", var\_cell, B);**

**}**

**} else {**

**var\_cell = get\_num\_var\_address(atoi(tmp));**

**}**

**AsmCommandPush(list, COMMAND\_LOAD, var\_cell);**

**}**

**/\*for (int i = 0; i < strlen(token); i++) {**

**if (isblank(token[i])) {**

**continue;**

**} else if (isalpha(token[i])) {**

**if (!isupper(token[i])) {**

**return 0;**

**}**

**} else if (isdigit(token[i])) {**

**//int\_vector\_push\_back(IntVector \*v, int item)**

**} else {**

**}**

**}\*/**

**free(expression\_addres);**

**return list;**

**}**

**// Get tokens separated by delimiters strings**

**char \*get\_token(char \*\*str\_p, char \*delimiters[], int size)**

**{**

**char \*str = \*str\_p;**

**char buff[256] = {0};**

**int buff\_index = 0;**

**int start\_token = 0;**

**for (int i = 0; i <= strlen(str) + 1; ++i) {**

**if (str[i] == 0 && i == 0) {**

**return 0;**

**}**

**if (str[i] == ' ' || str[i] == 0) {**

**int flag = 0;**

**for (int j = 0; j < size; j++) {**

**if (!strcmp(buff, delimiters[j])) {**

**flag = 1;**

**}**

**}**

**if (flag) {**

**if (start\_token != 0) {**

**str[start\_token] = 0;**

**\*str\_p = str + start\_token + 1;**

**return str;**

**}**

**str[i] = 0;**

**\*str\_p = str + i + 1;**

**return str;**

**} else {**

**if (str[i] == 0) {**

**\*str\_p = str + i;**

**return str;**

**}**

**}**

**start\_token = i;**

**buff[0] = 0;**

**buff\_index = 0;**

**continue;**

**}**

**buff[buff\_index] = str[i];**

**buff[buff\_index + 1] = 0;**

**++buff\_index;**

**//printf("%s\n", buff);**

**}**

**return 0;**

**}**

**int translate\_input(LineStruct \*line\_struct)**

**{**

**int error\_flag = 0;**

**int memory\_address = get\_var\_address(line\_struct->basic\_operand);**

**if (memory\_address < 0) {**

**char buff[200];**

**int num\_spaces = calcspaces(line\_struct->basic\_str, line\_struct->basic\_operand - line\_struct->basic\_str);**

**sprintf(buff, "var name \"%s\" unacceptable\n%s\n\E[32m\E[1m%\*c\E[0m", line\_struct->basic\_operand, line\_struct->basic\_str, num\_spaces + 1, '^');**

**print\_error("error", buff);**

**error\_flag = 1;**

**}**

**printf("address:%d\n", memory\_address);**

**line\_struct->translated\_line\_num = asm\_last\_memory\_cell;**

**AsmCommandPush(line\_struct->command\_list, COMMAND\_READ, memory\_address);**

**return error\_flag;**

**}**

**int translate\_output(LineStruct \*line\_struct)**

**{**

**int error\_flag = 0;**

**int memory\_address = get\_var\_address(line\_struct->basic\_operand);**

**if (memory\_address < 0) {**

**char buff[200];**

**int num\_spaces = calcspaces(line\_struct->basic\_str, line\_struct->basic\_operand - line\_struct->basic\_str);**

**sprintf(buff, "var name \"%s\" unacceptable\n%s\n\E[32m\E[1m%\*c\E[0m", line\_struct->basic\_operand, line\_struct->basic\_str, num\_spaces + 1, '^');**

**print\_error("error", buff);**

**error\_flag = 1;**

**}**

**printf("address:%d\n", memory\_address);**

**line\_struct->translated\_line\_num = asm\_last\_memory\_cell;**

**AsmCommandPush(line\_struct->command\_list, COMMAND\_WRITE, memory\_address);**

**return error\_flag;**

**}**

**int translate\_let(LineStruct \*line\_struct)**

**{**

**int error\_flag = 0;**

**char \*token1;**

**char \*token2;**

**char \*token3;**

**char \*basic\_str = calloc(strlen(line\_struct->basic\_operand) + 1, sizeof(char));**

**strcpy(basic\_str, line\_struct->basic\_operand);**

**char \*basic\_str\_parse = basic\_str;**

**char \*str\_delim[1] = {"="};**

**int num\_token = 0;**

**char \*code\_token = get\_token(&basic\_str\_parse, str\_delim, 1);**

**while (code\_token) {**

**if (num\_token == 0) {**

**token1 = code\_token;**

**} else if (num\_token == 1) {**

**token2 = code\_token;**

**} else if (num\_token == 2) {**

**token3 = code\_token;**

**} else {**

**error\_flag = 1;**

**break;**

**}**

**code\_token = get\_token(&basic\_str\_parse, str\_delim, 1);**

**num\_token++;**

**}**

**printf("%s, %s, %s\n", token1, token2, token3);**

**int memory\_address = get\_var\_address(token1);**

**line\_struct->translated\_line\_num = asm\_last\_memory\_cell;**

**AsmCommandList \*list = translate\_expression(token3);**

**AsmCommandCat(line\_struct->command\_list, list);**

**AsmCommandPush(line\_struct->command\_list, COMMAND\_STORE, memory\_address);**

**AsmCommandPrint(line\_struct->command\_list);**

**//int memory\_address = get\_var\_address(line\_struct->basic\_operand);**

**/\* if (memory\_address < 0) {**

**char buff[200];**

**int num\_spaces = calcspaces(line\_struct->basic\_str\_full, line\_struct->basic\_operand - line\_struct->basic\_str);**

**sprintf(buff, "var name \"%s\" unacceptable\n%s\n\E[32m\E[1m%\*c\E[0m", line\_struct->basic\_operand, line\_struct->basic\_str\_full, num\_spaces + 1, '^');**

**print\_error("error", buff);**

**error\_flag = 1;**

**}**

**printf("address:%d\n", memory\_address);**

**char buff[3];**

**sprintf(buff, "%d", memory\_address);**

**line\_struct->translated\_str = calloc(strlen("WRITE XX") + 1, sizeof(char));**

**strcpy(line\_struct->translated\_str, "WRITE ");**

**strcat(line\_struct->translated\_str, buff);**

**line\_struct->translated\_line\_num = asm\_last\_memory\_cell;**

**asm\_last\_memory\_cell = asm\_last\_memory\_cell + 1;**

**printf("%s\n", line\_struct->translated\_str); \*/**

**free(basic\_str);**

**return error\_flag;**

**}**

**int translate\_end(LineStruct \*line\_struct)**

**{**

**int error\_flag = 0;**

**line\_struct->translated\_line\_num = asm\_last\_memory\_cell;**

**AsmCommandPush(line\_struct->command\_list, COMMAND\_HALT, 0);**

**return error\_flag;**

**}**

**DataList \*goto\_list = NULL;**

**void add\_undef\_goto(LineStruct \*line\_struct)**

**{**

**if (!goto\_list) {**

**goto\_list = datalist\_new();**

**}**

**datalist\_push\_back(goto\_list, line\_struct);**

**}**

**void process\_undef\_goto()**

**{**

**while (1) {**

**if (datalist\_size(goto\_list) > 0) {**

**LineStruct \*next = datalist\_pop\_back(goto\_list);**

**DataList \*node = line\_struct\_list;**

**if (!node) {**

**break;**

**}**

**LineStruct \*node\_val = node->value;**

**while (node\_val) {**

**if (node\_val->basic\_line\_num == atoi(next->basic\_operand)) {**

**//next->command\_list->current.num = next->translated\_line\_num;**

**next->command\_list->current.operand = node\_val->translated\_line\_num;**

**//printf("!%s %d!\n", node\_val->basic\_str, node\_val->translated\_line\_num);**

**break;**

**}**

**node = node->next;**

**node\_val = node->value;**

**}**

**} else {**

**break;**

**}**

**}**

**}**

**int translate\_goto(LineStruct \*line\_struct)**

**{**

**add\_undef\_goto(line\_struct);**

**printf("addgoto\n");**

**AsmCommandPush(line\_struct->command\_list, COMMAND\_JUMP, 0);**

**return 0;**

**}**

**int translate\_if(LineStruct \*line\_struct)**

**{**

**int error\_flag = 0;**

**line\_struct->translated\_line\_num = asm\_last\_memory\_cell;**

**AsmCommandList \*list = translate\_expression(line\_struct->basic\_operand);**

**printf("%s\n", line\_struct->basic\_operand);**

**AsmCommandCat(line\_struct->command\_list, list);**

**// IF 2 < 5 GOTO 20**

**// - 2 + 5 = 3**

**// 5 - 2 = 3**

**// 3 JNEG 5**

**// 4 GOTO 20**

**// 5 //any**

**AsmCommandList \*jmp = 0;**

**AsmCommandList \*jmp2 = 0;**

**if (last\_operation == OPERATION\_LESS || last\_operation == OPERATION\_MORE) {**

**jmp = AsmCommandPush(line\_struct->command\_list, COMMAND\_JNEG, 0);**

**jmp2 = AsmCommandPush(line\_struct->command\_list, COMMAND\_JZ, 0);**

**} else if (last\_operation == OPERATION\_EQUAL) {**

**jmp = AsmCommandPush(line\_struct->command\_list, COMMAND\_JNEG, 0);**

**AsmCommandPush(line\_struct->command\_list, COMMAND\_MUL, get\_num\_var\_address(-1));**

**jmp2 = AsmCommandPush(line\_struct->command\_list, COMMAND\_JNEG, 0);**

**}**

**LineStruct \*tmp\_line = calloc(1, sizeof(LineStruct));**

**tmp\_line->basic\_str = line\_struct->basic\_str;**

**tmp\_line->basic\_command = line\_struct->basic\_command2;**

**tmp\_line->basic\_operand = line\_struct->basic\_operand2;**

**tmp\_line->basic\_line\_num = line\_struct->basic\_line\_num;**

**tmp\_line->command\_list = calloc(1, sizeof(AsmCommandList));**

**if (!strcmp(tmp\_line->basic\_command, "REM")) {**

**//line\_struct->translated\_str = calloc(1, sizeof(char));**

**} else if (!strcmp(tmp\_line->basic\_command, "INPUT")) {**

**if (translate\_input(tmp\_line)) {**

**error\_flag = 1;**

**}**

**} else if (!strcmp(tmp\_line->basic\_command, "OUTPUT")) {**

**if (translate\_output(tmp\_line)) {**

**error\_flag = 1;**

**}**

**} else if (!strcmp(tmp\_line->basic\_command, "GOTO")) {**

**if (translate\_goto(tmp\_line)) {**

**error\_flag = 1;**

**}**

**} else if (!strcmp(tmp\_line->basic\_command, "IF")) {**

**if (translate\_if(tmp\_line)) {**

**error\_flag = 1;**

**}**

**} else if (!strcmp(tmp\_line->basic\_command, "LET")) {**

**if (translate\_let(tmp\_line)) {**

**error\_flag = 1;**

**}**

**} else if (!strcmp(tmp\_line->basic\_command, "END")) {**

**if (translate\_end(tmp\_line)) {**

**error\_flag = 1;**

**}**

**}**

**//printf("che\n");**

**if (jmp) {**

**AsmCommandCat(line\_struct->command\_list, tmp\_line->command\_list);**

**jmp->current.operand = asm\_last\_memory\_cell;**

**printf("%d\n", asm\_last\_memory\_cell);**

**}**

**if (jmp2) {**

**//AsmCommandCat(line\_struct->command\_list, tmp\_line->command\_list);**

**jmp2->current.operand = asm\_last\_memory\_cell;**

**printf("%d\n", asm\_last\_memory\_cell);**

**}**

**AsmCommandPrint(line\_struct->command\_list);**

**return error\_flag;**

**}**

**int translate\_basic(LineStruct \*line\_struct)**

**{**

**if (!line\_struct->basic\_str) {**

**print\_error("internal error", "couldnt find basic\_str");**

**return -1;**

**}**

**int error\_flag = 0;**

**int num\_token = 0;**

**char \*basic\_str = calloc(strlen(line\_struct->basic\_str) + 1, sizeof(char));**

**strcpy(basic\_str, line\_struct->basic\_str);**

**char \*basic\_str\_parse = basic\_str;**

**char \*code\_token = get\_token(&basic\_str\_parse, line\_delimiters, line\_delim\_size);**

**while (code\_token) {**

**int num\_spaces = calcspaces(line\_struct->basic\_str, code\_token - basic\_str);**

**if (num\_token == 0) {**

**int number;**

**if (!tonumber(code\_token, &number) || (number - basic\_last\_num\_line <= 0)) {**

**char buff[200];**

**sprintf(buff, "line number \"%s\" is wrong\n%s\n\E[32m\E[1m^\E[0m", code\_token, line\_struct->basic\_str);**

**print\_error("error", buff);**

**error\_flag = 1;**

**}**

**basic\_last\_num\_line = number;**

**line\_struct->basic\_line\_num = number;**

**} else if (num\_token == 1) {**

**if (validate\_command(code\_token) == -1) {**

**char buff[200];**

**sprintf(buff, "unknown command \"%s\" line %d\n%s\n\E[32m\E[1m%\*c\E[0m", code\_token, line\_struct->basic\_line\_num, line\_struct->basic\_str, num\_spaces + 1, '^');**

**print\_error("error", buff);**

**error\_flag = 1;**

**}**

**line\_struct->basic\_command = code\_token;**

**} else if (num\_token == 2) {**

**if (validate\_operand(code\_token) == -1) {**

**char buff[200];**

**sprintf(buff, "invalid operand \"%s\" not exist\n%s\n\E[32m\E[1m%\*c\E[0m", code\_token, line\_struct->basic\_str, num\_spaces + 1, '^');**

**print\_error("error", buff);**

**error\_flag = 1;**

**}**

**line\_struct->basic\_operand = code\_token;**

**} else if (num\_token == 3) {**

**if (validate\_command(code\_token) == -1) {**

**char buff[200];**

**sprintf(buff, "unknown command \"%s\" line %d\n%s\n\E[32m\E[1m%\*c\E[0m", code\_token, line\_struct->basic\_line\_num, line\_struct->basic\_str, num\_spaces + 1, '^');**

**print\_error("error", buff);**

**error\_flag = 1;**

**}**

**line\_struct->basic\_command2 = code\_token;**

**} else if (num\_token == 4) {**

**if (validate\_operand(code\_token) == -1) {**

**char buff[200];**

**sprintf(buff, "invalid operand \"%s\" not exist\n%s\n\E[32m\E[1m%\*c\E[0m", code\_token, line\_struct->basic\_str, num\_spaces + 1, '^');**

**print\_error("error", buff);**

**error\_flag = 1;**

**}**

**line\_struct->basic\_operand2 = code\_token;**

**} else {**

**error\_flag = 1;**

**break;**

**}**

**code\_token = get\_token(&basic\_str\_parse, line\_delimiters, line\_delim\_size);**

**num\_token++;**

**}**

**if (num\_token == 0) {**

**return -1;**

**}**

**if (error\_flag) {**

**return -1;**

**}**

**printf("1)%d 2)%s 3)%s", line\_struct->basic\_line\_num, line\_struct->basic\_command, line\_struct->basic\_operand);**

**if (line\_struct->basic\_command2) {**

**printf(" 4)%s 5)%s", line\_struct->basic\_command2, line\_struct->basic\_operand2);**

**}**

**printf("\n");**

**error\_flag = 0;**

**if (!strcmp(line\_struct->basic\_command, "REM")) {**

**//line\_struct->translated\_str = calloc(1, sizeof(char));**

**} else if (!strcmp(line\_struct->basic\_command, "INPUT")) {**

**if (translate\_input(line\_struct)) {**

**error\_flag = 1;**

**}**

**} else if (!strcmp(line\_struct->basic\_command, "OUTPUT")) {**

**if (translate\_output(line\_struct)) {**

**error\_flag = 1;**

**}**

**} else if (!strcmp(line\_struct->basic\_command, "GOTO")) {**

**if (translate\_goto(line\_struct)) {**

**error\_flag = 1;**

**}**

**} else if (!strcmp(line\_struct->basic\_command, "IF")) {**

**if (translate\_if(line\_struct)) {**

**error\_flag = 1;**

**}**

**} else if (!strcmp(line\_struct->basic\_command, "LET")) {**

**if (translate\_let(line\_struct)) {**

**error\_flag = 1;**

**}**

**} else if (!strcmp(line\_struct->basic\_command, "END")) {**

**if (translate\_end(line\_struct)) {**

**error\_flag = 1;**

**}**

**}**

**return 0;**

**}**

**int tonumber(char \*s, int \*number)**

**{**

**if (s == NULL || \*s == '\0' || isspace(\*s)) {**

**return 0;**

**}**

**char \*p;**

**\*number = (int)strtod(s, &p);**

**return \*p == '\0';**

**}**

**//count symbols in string**

**int calcspaces(char \*code\_token, int num)**

**{**

**if (num < 0 || !code\_token) {**

**return -1;**

**}**

**int num\_spaces = 0;**

**while (num > 0) {**

**if (\*code\_token == '\t') {**

**num\_spaces += 8 - (num\_spaces % 8);**

**} else {**

**num\_spaces++;**

**}**

**code\_token++;**

**num--;**

**}**

**return num\_spaces;**

**}**

**int validate\_operand(char \*cstr)**

**{**

**return 0;**

**}**

**//REM, INPUT, OUTPUT, GOTO, IF, LET, END.**

**int validate\_command(char \*cstr)**

**{**

**if (!strcmp(cstr, "REM")) {**

**} else if (!strcmp(cstr, "INPUT")) {**

**} else if (!strcmp(cstr, "OUTPUT")) {**

**} else if (!strcmp(cstr, "GOTO")) {**

**} else if (!strcmp(cstr, "IF")) {**

**} else if (!strcmp(cstr, "LET")) {**

**} else if (!strcmp(cstr, "END")) {**

**} else {**

**return -1;**

**}**

**return 0;**

**}**

**typedef struct VarStructChar {**

**int asm\_address;**

**char name;**

**struct VarStructChar \*next;**

**} VarStructChar;**

**typedef struct VarStructNumber {**

**int init;**

**int asm\_address;**

**int value;**

**struct VarStructNumber \*next;**

**} VarStructNumber;**

**VarStructChar \*var\_struct\_head = 0;**

**VarStructChar \*tmp\_var\_struct\_head = 0;**

**VarStructNumber \*num\_var\_struct\_head = 0;**

**int free\_asm\_address = 99;**

**int get\_var\_address(char \*cstr)**

**{**

**if (!cstr) {**

**return -1;**

**}**

**if (!(\*cstr >= 'A' && \*cstr <= 'Z')) {**

**return -1;**

**}**

**if (!var\_struct\_head) {**

**var\_struct\_head = calloc(1, sizeof(VarStructChar));**

**var\_struct\_head->name = \*cstr;**

**var\_struct\_head->asm\_address = free\_asm\_address--;**

**return var\_struct\_head->asm\_address;**

**}**

**VarStructChar \*last\_free = 0;**

**VarStructChar \*free = var\_struct\_head;**

**while (free) {**

**if (free->name == \*cstr) {**

**return free->asm\_address;**

**}**

**last\_free = free;**

**free = free->next;**

**}**

**last\_free->next = calloc(1, sizeof(VarStructChar));**

**last\_free->next->name = \*cstr;**

**last\_free->next->asm\_address = free\_asm\_address--;**

**return last\_free->next->asm\_address;**

**}**

**int get\_num\_var\_address(int val)**

**{**

**if (!num\_var\_struct\_head) {**

**num\_var\_struct\_head = calloc(1, sizeof(VarStructNumber));**

**num\_var\_struct\_head->value = val;**

**num\_var\_struct\_head->init = 1;**

**num\_var\_struct\_head->asm\_address = free\_asm\_address--;**

**return num\_var\_struct\_head->asm\_address;**

**}**

**VarStructNumber \*pre\_last = 0;**

**VarStructNumber \*free = num\_var\_struct\_head;**

**while (free) {**

**if (free->init && free->value == val) {**

**return free->asm\_address;**

**}**

**pre\_last = free;**

**free = free->next;**

**}**

**pre\_last->next = calloc(1, sizeof(VarStructNumber));**

**pre\_last->next->init = 1;**

**pre\_last->next->value = val;**

**pre\_last->next->asm\_address = free\_asm\_address--;**

**return pre\_last->next->asm\_address;**

**}**

**int get\_tmp\_var\_address(char cstr)**

**{**

**if (!cstr) {**

**return -1;**

**}**

**if (!(cstr >= 'a' && cstr <= 'z')) {**

**return -1;**

**}**

**if (!tmp\_var\_struct\_head) {**

**tmp\_var\_struct\_head = calloc(1, sizeof(VarStructChar));**

**tmp\_var\_struct\_head->name = cstr;**

**tmp\_var\_struct\_head->asm\_address = free\_asm\_address--;**

**return tmp\_var\_struct\_head->asm\_address;**

**}**

**VarStructChar \*last\_free = 0;**

**VarStructChar \*free = tmp\_var\_struct\_head;**

**while (free) {**

**if (free->name == cstr) {**

**return free->asm\_address;**

**}**

**last\_free = free;**

**free = free->next;**

**}**

**last\_free->next = calloc(1, sizeof(VarStructChar));**

**last\_free->next->name = cstr;**

**last\_free->next->asm\_address = free\_asm\_address--;**

**return last\_free->next->asm\_address;**

**}**

**int lexer(char \*infile, char \*outfile)**

**{**

**int indesc = open(infile, O\_RDONLY);**

**if (indesc == -1) {**

**print\_error("error", "cant open infile");**

**}**

**off\_t size\_file = lseek(indesc, 0, SEEK\_END);**

**if (size\_file == -1L) {**

**print\_error("error", "cant read infile size");**

**return -1;**

**}**

**if (lseek(indesc, 0, SEEK\_SET) == -1L) {**

**print\_error("error", "cant read infile size");**

**return -1;**

**}**

**//printf("find %ld bytes\n", size\_file);**

**char \*code\_buff = calloc(size\_file, 1);**

**if (size\_file != read(indesc, code\_buff, size\_file)) {**

**print\_error("error", "cant read infile fully");**

**return -1;**

**}**

**if (close(indesc) == -1) {**

**print\_error("error", "cant close infile");**

**}**

**for (int i = 0; i < strlen(code\_buff); ++i) {**

**if (code\_buff[i] == '\r') {**

**code\_buff[i] = ' ';**

**}**

**}**

**int num\_line = 0;**

**int error\_flag = 0;**

**char \*saveptr1;**

**char \*code\_line = strtok\_r(code\_buff, "\n", &saveptr1);**

**line\_struct\_list = datalist\_new();**

**while (code\_line) {**

**LineStruct \*line\_struct = calloc(1, sizeof(LineStruct));**

**line\_struct->basic\_str = calloc(strlen(code\_line) + 1, sizeof(char));**

**strcpy(line\_struct->basic\_str, code\_line);**

**line\_struct->basic\_line\_num = num\_line;**

**line\_struct->command\_list = calloc(1, sizeof(AsmCommandList));**

**datalist\_push\_back(line\_struct\_list, line\_struct);**

**// analis and fill struct**

**if (translate\_basic(line\_struct)) {**

**error\_flag = 1;**

**}**

**code\_line = strtok\_r(0, "\n", &saveptr1);**

**num\_line++;**

**}**

**if (error\_flag) {**

**printf("error\n");**

**return -1;**

**}**

**process\_undef\_goto();**

**AsmCommandList \*all\_command = calloc(1, sizeof(AsmCommandList));**

**DataList \*node = line\_struct\_list;**

**LineStruct \*node\_val = node->value;**

**while (node\_val) {**

**AsmCommandCat(all\_command, node\_val->command\_list);**

**node = node->next;**

**if (!node) {**

**break;**

**}**

**node\_val = node->value;**

**}**

**VarStructNumber \*num\_node = num\_var\_struct\_head;**

**while (num\_node) {**

**if (num\_node->init) {**

**AsmCommandPushEx(all\_command, COMMAND\_EQUAL, num\_node->value, num\_node->asm\_address);**

**}**

**num\_node = num\_node->next;**

**}**

**int outdesc = open(outfile, O\_WRONLY | O\_TRUNC | O\_CREAT, -1);**

**if (outdesc == -1) {**

**print\_error("error", "cant open outfile");**

**}**

**AsmCommandPrintEx(all\_command, outdesc);**

**datalist\_free(line\_struct\_list);**

**//pairs line\_num to fill memory**

**/\* if (write(outdesc, memory\_buff, 400) < 0) {**

**print\_error("error", "cant write in outfine");**

**return -1;**

**} \*/**

**if (close(outdesc) == -1) {**

**print\_error("error", "cant close outfile");**

**}**

**return 0;**

**}**