实验题目：A\*解决罗马尼亚路径问题

实验代码：

#include<iostream>

#include<vector>

#include<memory.h>

#include<stack>

#include<algorithm>

#define A 0

#define B 1

#define C 2

#define D 3

#define E 4

#define F 5

#define G 6

#define H 7

#define I 8

#define L 9

#define M 10

#define N 11

#define O 12

#define P 13

#define R 14

#define S 15

#define T 16

#define U 17

#define V 18

#define Z 19

using namespace std;

//Astar算法种的评估函数是f=g+h;

//其中g是从始点出发到当前点的距离，h是当前点到目标点的距离

//本题中h已经给定了，所以就不需要进行计算了

//h[20]就是20个节点对应的h的数值

int h[20] =

{ 366,0,160,242,161,

178,77,151,226,244,

241,234,380,98,193,

253,329,80,199,374 };

//以下是Node节点，对应Astar算法中的节点，g h f对应Astar中g h f，

//name对应此节点的编号，也就是以上预定义的数值

//这里重载了<号，便于根据f排序

struct node

{

int g;

int h;

int f;

int name;

node(int name, int g, int h)

{

this->name = name;

this->g = g;

this->h = h;

this->f = g + h;

};

bool operator <(const node &a)const

{

return f < a.f;

}

};

//以下是一个图结构，用来存储图的相关信息

//默认用一个20\*20的数组来存储图的信息

//构造函数将所有数值都初始化为-1

//类提供getEdge和addEdge方法

class Graph

{

public:

Graph()

{

memset(graph, -1, sizeof(graph));

}

int getEdge(int from, int to)

{

return graph[from][to];

}

void addEdge(int from, int to, int cost)

{

if (from >= 20 || from < 0 || to >= 20 || to < 0)

return;

graph[from][to] = cost;

}

void init()

{

addEdge(O, Z, 71);

addEdge(Z, O, 71);

addEdge(O, S, 151);

addEdge(S, O, 151);

addEdge(Z, A, 75);

addEdge(A, Z, 75);

addEdge(A, S, 140);

addEdge(S, A, 140);

addEdge(A, T, 118);

addEdge(T, A, 118);

addEdge(T, L, 111);

addEdge(L, T, 111);

addEdge(L, M, 70);

addEdge(M, L, 70);

addEdge(M, D, 75);

addEdge(D, M, 75);

addEdge(D, C, 120);

addEdge(C, D, 120);

addEdge(C, R, 146);

addEdge(R, C, 146);

addEdge(S, R, 80);

addEdge(R, S, 80);

addEdge(S, F, 99);

addEdge(F, S, 99);

addEdge(F, B, 211);

addEdge(B, F, 211);

addEdge(P, C, 138);

addEdge(C, P, 138);

addEdge(R, P, 97);

addEdge(P, R, 97);

addEdge(P, B, 101);

addEdge(B, P, 101);

addEdge(B, G, 90);

addEdge(G, B, 90);

addEdge(B, U, 85);

addEdge(U, B, 85);

addEdge(U, H, 98);

addEdge(H, U, 98);

addEdge(H, E, 86);

addEdge(E, H, 86);

addEdge(U, V, 142);

addEdge(V, U, 142);

addEdge(I, V, 92);

addEdge(V, I, 92);

addEdge(I, N, 87);

addEdge(N, I, 87);

}

private:

int graph[20][20];

};

bool list[20];//记录节点是否在openList中

vector<node> openList;//对应Astar算法中的oepnList

bool closeList[20];//对应Astar算法中的closeList

stack<int> road;//用来保存最终结果并输出

int parent[20];//用来记录每个节点对应的父节点

//解释一下为什么没用priority\_queue，虽然优先队列可以自动排序，但是问题在于它不能遍历

//因为Astar算发会涉及到修改openList表的数值，而队列是不能遍历的所以我采用vector来存放节点，在增加或删除节点后，调用sort进行排序

void A\_star(int goal,node &src,Graph &graph)

{

//首先将始点放进openList

openList.push\_back(src);

sort(openList.begin(), openList.end());

//一下开始遍历openList

while (!openList.empty())

{

node current = openList[0];//取出第一个节点，第一个节点的f值是最小的

if (current.name == goal)//如果是目标节点，那么结束循环

break;

openList.erase(openList.begin());//将节点从openList表中拿出

list[current.name] = false;

sort(openList.begin(), openList.end());//对openList重新排序

closeList[current.name] = true;//将节点加入closeList中

//以下开始遍历和当前节点相邻的点

for (int i = 0; i < 20; i++)

{

if (graph.getEdge(current.name, i) != -1)//如果值不等于-1，则代表相邻

{

if (closeList[i])//如果已经在closeList表中，则查下下一个点

continue;

else if (list[i])//如果在openList表中

{

//以下进行的操作是，从openList中找到这个节点

int num = 0;

for (vector<node>::iterator it = openList.begin(); it != openList.end(); it++)

{

if (it->name == i)

break;

num++;

}

//如果经过current到达i点更好的话，也就是g值更小，则更新这个节点

if (current.g + graph.getEdge(current.name, i) < openList[num].g)

{

openList[num].g = current.g + graph.getEdge(current.name, i);

openList[num].f = openList[num].g + openList[num].h;

parent[i] = current.name;

list[i] = true;

}

}

else

{

//如果这个点既不在openList也不在closeList则创建一个新点，将这个点加入openList

node newNode(i, graph.getEdge(current.name, i), h[i]);

parent[i] = current.name;

openList.push\_back(newNode);

sort(openList.begin(), openList.end());

}

}

}

}

}

//这个函数的目的是输出结果，将所有的节点的编号放入栈中，这样就能倒转了，

//然后计算从始点到目标点的cost

void print\_result(Graph &graph)

{

int p = openList[0].name;

int lastNodeNum;

road.push(p);

while (parent[p] != -1)

{

road.push(parent[p]);

p = parent[p];

}

lastNodeNum = road.top();

int cost = 0;

cout << "solution: ";

while (!road.empty())

{

cout << road.top() << "-> ";

if (road.top() != lastNodeNum)

{

cost += graph.getEdge(lastNodeNum, road.top());

lastNodeNum = road.top();

}

road.pop();

}

cout << "end" << endl;

cout << "cost:" << cost;

}

int main()

{

Graph graph;

graph.init();

int goal = B;

node src(A, 0, h[A]);

list[A] = true;

memset(parent, -1, sizeof(parent));

memset(list, false, sizeof(list));

A\_star(goal, src, graph);

print\_result(graph);

return 0;

}

实验结果：

![](data:image/png;base64,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)