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| 实验目的与要求：  **一、实验目的：**  1.掌握回溯法算法设计思想。  2.掌握地图填色问题的回溯法解法。  **二、实验要求：**  1、对下面这个小规模数据，利用四色填色测试算法的正确性；  Map Coloring, a fictional map is given showing the states of a country.  Represent the map by a graph and find a coloring of the graph, using the  minimum number of colors  2、对附件中给定的地图数据填涂，解释为什么填涂颜色超过了四色；  3、设计剪枝策略，分析不同的剪枝策略的效率。  4、随机产生不同规模的图，分析算法效率与图规模的关系。 | | |
| 方法、步骤：  **一、问题描述**  将地图转换为平面图，每个地区变成一个节点，相邻地区用边连接，为这个图形的顶点着色，并且两个顶点通过边连接时必须具有不同的颜色。  **二、步骤**  1.设计回溯法实现地图填色，在小规模地图上验证算法的正确性。  2.设计不同的剪枝策略进行改进，对附件中的文件进行填涂，根据实测数据，对不同的剪枝策略进行比较分析。  3.最后，随机生成不同规模的图来分析算法效率与图规模的关系。 | | |
| 实验过程及内容：  **一、基本回溯法**  **1.1回溯法原理：**  在包含问题的所有解的解空间树中，按照深度优先搜索的策略，从根结点出发深度探索解空间树。  backtrack-progress4c  图1 回溯法原理示意图  结合地图填色问题，回溯法的基本思想是：在对某个节点进行填色时，如果所填颜色合法，则前往下一层节点进行操作；如果所填颜色非法，就需要回溯到上一层节点重新考虑填色方案。如此循环操作直至所有节点均被填色，完成地图填色任务。  **1.2 核心伪代码**  void base\_dfs(x) {  if x > v\_num  ans++;  for i = 1 to c\_num  pp[x].color = i;  if isvalid(x) base\_dfs(x + 1);  }  **1.3 在小地图上验证算法正确性**  对给定的地图按图2标号，将其抽象为由9个点和17条边组成的无向图，并使用4种颜色进行填色。在10次测试后，平均每次运行时间为0.07ms，总共得到了480组解。运行结果如表1所示，验证该算法正确。    图2 对小地图进行标号    表1 基本回溯法的运行时间  **二、剪枝策略**  最基础的回溯法无法在短时间内得到附件中的解，因为回溯法实际上就是穷举法。只有进行剪枝才可能在较短的时间内得到解，下面给出三种剪枝策略：选择填涂区域、选择填涂颜色、向前探测。  **2.1选择填涂区域**  **2.1.1 思想**  区域的选择遵循两个准则：  **1.MRV准则——选择可选颜色数量最少的区域。**通过寻找可涂颜色数量最少的区域进行染色，由于可能涂上的颜色数量越少，则必须的尝试次数也越少。  australia-most-constrained-variable  图3 MRV填涂示例  **2.DH准则——选择度数最大的区域。**度最大选择是优先选择度最多的节点，因为度数越多的节点受到其他节点的约束就越大，若优先填涂了该节点那么可以影响周围节点可选择的颜色。  australia-most-constraining-variable  图4 DH填涂示例  两个准则都是让容易导致失败的变量先赋值，如果这些变量注定无法赋值，我们希望早些发现。优先利用MRV选择，当多个区域具有相同的可选颜色数时，利用DH选取度数最大的区域。  **2.1.2 核心伪代码**  void dfs(x) {  if x > v\_num  ans++;  xuan=MRV\_DH();  for i = 1 to c\_num  pp[xuan].color = i;  if isvalid(x) dfs(x + 1);  }  int MRV\_DH() {  for i = 1 to v\_num  if pp[i].color == -1  if (i点的可用颜色少) OR (i的可用颜色相等并且度大)  选择点i  return x;  }  **2.1.3 实测数据**  使用选择填涂区域的剪枝策略，对le9\_4.txt求出全部解，对le450\_5.txt、le450\_15.txt、le450\_25求出一个解，所用的时间如下表2：    表2选择区域的运行时间  其中，15色的第一个点选择432点，否则会陷入完全子图中，导致很久都运行不出结果。根据表2可以看出，选择填涂区域的剪枝策略有效。  **2.2 选择填涂颜色**  **2.2.1 思想**  选择对其他区域影响少的颜色。在选择颜色时我们需要选择该节点影响周围节点剩余颜色最少的颜色，也就是说要尽量不要选择周围节点可使用的颜色。如果相邻节点的剩余颜色中有该颜色，则进行计数，最后优先选择计数最少的颜色。  australia-least-constraining-value  图5 选择颜色填涂示例  **2.2.2 核心伪代码**  void dfs(x) {  if x > v\_num  ans++;  //得到按序排列的sortcolor[]  for i = 1 to c\_num  pp[x].color = sortcolor[i];  if isvalid(x) dfs(x + 1);  }  int MCV(x, vector c) {  for i = 1 to c\_num;  cnt = 0;  //遍历相邻节点，有可使用该颜色的，cnt++  colorSelect a(i, cnt);  c.push\_back(a);  }  sort(c.begin(), c.end()); //按照cnt升序排序  }  **2.2.3实测数据**  使用选择填涂区域的剪枝策略，对le9\_4.txt求出全部解，对le450\_5.txt、le450\_15.txt、le450\_25求出一个解，所用的时间如下表3：    表3选择颜色的运行时间  根据表3可以看出，选择填涂颜色的剪枝策略在大规模地图并没有使求解时间有明显的提升，反而，在小规模数据上还增加了对颜色的排序过程，使得运行更慢。  **2.3 向前探测**  **2.3.1 思想**  如果当前涂色使得相邻的某个区域无色可选，则回退。  具体实现是当某节点选择了一个颜色之后，则将邻接节点的可选颜色中，将该颜色删除。如果在删除的过程中发现删除后已经没有颜色可以填涂，那么就放弃该节点的那一颜色。这种方法可以提前知道某节点的选择是否正确，可以提前试错。也就是加大了剪枝操作。  forward-checking-progress4c  图6 向前探测填涂示例  如图6所示，Q选择绿色导致SA没有颜色可涂选了，提前发现失败进行回溯。  **2.3.2 核心伪代码**  bool paint(x, se) {  if (!x.ok\_color[se]) return false;  x.color = se;  for i = 0 to x.du -1  id = x.connect[i];  if (pp[id].ok\_color[se] && pp[id].color == -1) {  if (pp[id].ok\_num == 1) break; //如果相邻点只有剩该颜色可涂  被涂了就没有可用颜色了，发现失败，回溯  pp[id].ok\_color[se] = false;  pp[id].ok\_num--;  }  }  return true;  }  **2.3.3实测数据**  使用向前探测的剪枝策略，对le9\_4.txt求出全部解，对le450\_5.txt、le450\_15.txt、le450\_25求出一个解，所用的时间如下表4：    表4 向前探测的运行时间  根据表4可以看出，向前探测的剪枝策略在大规模地图并没有使求解时间有明显的提升。 |
| 数据处理分析：  **一、不同剪枝对比**  将不同的剪枝策略组合，并对地图进行测试，其中le450\_5、le450\_15、le450\_25只找一个解，其中，15色的第一个点选择432点，所用的时间如下表5：    表5 不同剪枝策略的运行时间对比  观察数据比较得出结论：  三种剪枝策略里MRV\_DH选择下一个涂色的区域可以很明显的剪枝，向前探测的剪枝程度较低，颜色选择反而会使得运行时间增加。原因是向前探测只是向前了一步，所以只提前一点点发现失败。颜色选择导致运行时间更长是因为只寻找了一组解，而每次的排序需要耗时，只有求大规模的所有解时会看到明显的时间缩短。  **二、不同规模地图测试**  （1）边/点固定，颜色不同  固定50个点，100条边，颜色数从5-9，运行时间和解个数如下表6：    表6 不同颜色数的运行时间对比  将平均每个解所耗的时间绘制成图7：    图7 颜色数不同的平均运行时间  得到结论当边和点固定不变时颜色数越多越快找到解，因为颜色很多时没有相对不会那么容易失败，回溯次数减少。  （2）颜色数固定，边/点不同  固定10种颜色，改变边与点的比例，运行时间和解个数如下表7：    表7 不同边点比的运行时间对比  将平均每个解所耗的时间绘制成图8：    图8 不同边点比的平均运行时间  得到结论当颜色数固定不变时，运行时间先减少后增加，当边/点约为5的时候平均运行时间最短。与想象的不太一样，本以为运行时间会一直递减，因为度数越大可行解就越少了，就能更快剪枝。结果表明不能太依赖惯性思维，事实和想象的是有区别的。 |
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|  |
| --- |
| 实验结论：  本次实验熟悉了回溯法并且体验了使用回溯法怎么进行剪枝操作，对于回溯法有了更深层次的了解，也懂得了剪枝和选择节点对于回溯法提升效率的重要性。给定的附件从一开始无法跑出来到几秒可以明显地体会到优化的重要性。其中，选择下一个填涂区域的方法是十分有效的。 |
| 指导教师批阅意见：  成绩评定：  指导教师签字：  年 月 日 |
| 备注： |

注：1、报告内的项目或内容设置，可根据实际情况加以调整和补充。

2、教师批改学生实验报告时间应在学生提交实验报告时间后10日内。