**Exercise 1: The Smart Phone Rivalry**

SumSum, a competitor of Appy, developed some nice smart phone technology called

Galactica-S3, all of which was stolen by Stevey, who is a Boss. It is unethical for a Boss

to steal business from rival companies. A competitor of Appy is a rival. Smart phone

technology is a business.

1. **Translate the natural language statements above describing the dealing within the Smart Phone industry in to First Order Logic, (FOL).**

Competitor(SumSum, Appy)

∃x Smartphone(x) ^ Developed(SumSum, x)

∀x Smartphone(x) ^ Developed(SumSum, x) => Steal(Stevey, x, SumSum)

Boss(Stevey)

∀x, y, z Boss(x) ^ Business(y) ^ Company(z) ^ Rival(z) ^ Steal(x, y, z) => unethical(x)

∀x competitor(x, Appy) => Rival(x)

∀x Smartphone(x) => Business(x)

Company(SumSum)

Company(Appy)

1. **Write these FOL statements as Prolog clauses.**

company(sumSum).

company(appy).

boss(stevey).

technology(galacticaS3).

competitor(sumSum, appy).

develop(sumSum, galacticaS3).

steal(stevey, galacticaS3).

rival(X):- competitor(X, appy); competitor(appy, X).

business(X):- technology(X).

unethical(X):- boss(X), rival(Comp), business(Biz), develop(Comp, Tech), steal(X, Biz).

1. **Using the prolog search engine, prove that Stevey is unethical. Show a traceof your proof.**

[trace] 2 ?- unethical(stevey).

Call: (8) unethical(stevey) ? creep

Call: (9) boss(stevey) ? creep

Exit: (9) boss(stevey) ? creep

Call: (9) rival(\_3982) ? creep

Call: (10) competitor(\_3982, appy) ? creep

Exit: (10) competitor(sumSum, appy) ? creep

Exit: (9) rival(sumSum) ? creep

Call: (9) business(\_3982) ? creep

Call: (10) technology(\_3982) ? creep

Exit: (10) technology(galacticaS3) ? creep

Exit: (9) business(galacticaS3) ? creep

Call: (9) develop(sumSum, \_3984) ? creep

Exit: (9) develop(sumSum, galacticaS3) ? creep

Call: (9) steal(stevey, galacticaS3) ? creep

Exit: (9) steal(stevey, galacticaS3) ? creep

Exit: (8) unethical(stevey) ? creep

true .

**Exercise 2: The Royal Family**

The old Royal succession rule states that the throne is passed down along the male line according to the order of birth before the consideration along the female line – similarly according to the order of birth. Queen Elizabeth, the monarch of United Kingdom, has four offsprings; namely:- Prince Charles, Princess Ann, Prince Andrew and Prince Edward – listed in the order of birth.

1. **Define their relations and rules in a prolog rule base. Hence, define the old Royal succession rule. Using this old succession rule determine the line of succession based on the information given. Do a trace to show your results.**

offspring(prince, charlie).

offspring(princess, ann).

offspring(prince, andrew).

offspring(prince, edward).

elder(charlie, ann).

elder(ann, andrew).

elder(andrew, edward).

is\_elder(A, B):- elder(A, B).

is\_elder(A, B):- elder(A, C), is\_elder(C, B).

male(A):- offspring(prince, A).

female(A):- offspring(princess, A).

is\_youngest\_male(A):- is\_elder(B, A), is\_elder(C, B), male(A), male(B), male(C).

is\_higher(A, B):- male(A), female(B).

is\_higher(A, B):- (male(A), male(B)) ; (female(A), female(B)), is\_elder(A, B).

is\_next(A):-

(is\_higher(A, B), female(B));

(is\_higher(A, B), female(A), female(B));

(is\_higher(B, A), female(A), is\_youngest\_male(B)).
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**Trace**

[trace] 5 ?- is\_next(X).

Call: (8) is\_next(\_7106) ? creep

Call: (9) is\_higher(\_7106, \_7326) ? creep

Call: (10) male(\_7106) ? creep

Call: (11) offspring(prince, \_7106) ? creep

Exit: (11) offspring(prince, charlie) ? creep

Exit: (10) male(charlie) ? creep

Call: (10) female(\_7324) ? creep

Call: (11) offspring(princess, \_7326) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Exit: (9) is\_higher(charlie, ann) ? creep

Call: (9) female(ann) ? creep

Call: (10) offspring(princess, ann) ? creep

Exit: (10) offspring(princess, ann) ? creep

Exit: (9) female(ann) ? creep

Exit: (8) is\_next(charlie) ? creep

X = charlie ;

Redo: (11) offspring(prince, \_7106) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Call: (10) female(\_7324) ? creep

Call: (11) offspring(princess, \_7326) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Exit: (9) is\_higher(andrew, ann) ? creep

Call: (9) female(ann) ? creep

Call: (10) offspring(princess, ann) ? creep

Exit: (10) offspring(princess, ann) ? creep

Exit: (9) female(ann) ? creep

Exit: (8) is\_next(andrew) ? creep

X = andrew ;

Redo: (11) offspring(prince, \_7106) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Call: (10) female(\_7324) ? creep

Call: (11) offspring(princess, \_7326) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Exit: (9) is\_higher(edward, ann) ? creep

Call: (9) female(ann) ? creep

Call: (10) offspring(princess, ann) ? creep

Exit: (10) offspring(princess, ann) ? creep

Exit: (9) female(ann) ? creep

Exit: (8) is\_next(edward) ? creep

X = edward ;

Redo: (9) is\_higher(\_7106, \_7326) ? creep

Call: (10) male(\_7106) ? creep

Call: (11) offspring(prince, \_7106) ? creep

Exit: (11) offspring(prince, charlie) ? creep

Exit: (10) male(charlie) ? creep

Call: (10) male(\_7324) ? creep

Call: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, charlie) ? creep

Exit: (10) male(charlie) ? creep

Exit: (9) is\_higher(charlie, charlie) ? creep

Call: (9) female(charlie) ? creep

Call: (10) offspring(princess, charlie) ? creep

Fail: (10) offspring(princess, charlie) ? creep

Fail: (9) female(charlie) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Exit: (9) is\_higher(charlie, andrew) ? creep

Call: (9) female(andrew) ? creep

Call: (10) offspring(princess, andrew) ? creep

Fail: (10) offspring(princess, andrew) ? creep

Fail: (9) female(andrew) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Exit: (9) is\_higher(charlie, edward) ? creep

Call: (9) female(edward) ? creep

Call: (10) offspring(princess, edward) ? creep

Fail: (10) offspring(princess, edward) ? creep

Fail: (9) female(edward) ? creep

Redo: (11) offspring(prince, \_7106) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Call: (10) male(\_7324) ? creep

Call: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, charlie) ? creep

Exit: (10) male(charlie) ? creep

Exit: (9) is\_higher(andrew, charlie) ? creep

Call: (9) female(charlie) ? creep

Call: (10) offspring(princess, charlie) ? creep

Fail: (10) offspring(princess, charlie) ? creep

Fail: (9) female(charlie) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Exit: (9) is\_higher(andrew, andrew) ? creep

Call: (9) female(andrew) ? creep

Call: (10) offspring(princess, andrew) ? creep

Fail: (10) offspring(princess, andrew) ? creep

Fail: (9) female(andrew) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Exit: (9) is\_higher(andrew, edward) ? creep

Call: (9) female(edward) ? creep

Call: (10) offspring(princess, edward) ? creep

Fail: (10) offspring(princess, edward) ? creep

Fail: (9) female(edward) ? creep

Redo: (11) offspring(prince, \_7106) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Call: (10) male(\_7324) ? creep

Call: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, charlie) ? creep

Exit: (10) male(charlie) ? creep

Exit: (9) is\_higher(edward, charlie) ? creep

Call: (9) female(charlie) ? creep

Call: (10) offspring(princess, charlie) ? creep

Fail: (10) offspring(princess, charlie) ? creep

Fail: (9) female(charlie) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Exit: (9) is\_higher(edward, andrew) ? creep

Call: (9) female(andrew) ? creep

Call: (10) offspring(princess, andrew) ? creep

Fail: (10) offspring(princess, andrew) ? creep

Fail: (9) female(andrew) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Exit: (9) is\_higher(edward, edward) ? creep

Call: (9) female(edward) ? creep

Call: (10) offspring(princess, edward) ? creep

Fail: (10) offspring(princess, edward) ? creep

Fail: (9) female(edward) ? creep

Redo: (9) is\_higher(\_7106, \_7326) ? creep

Call: (10) female(\_7106) ? creep

Call: (11) offspring(princess, \_7106) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Call: (10) female(\_7324) ? creep

Call: (11) offspring(princess, \_7326) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Call: (10) is\_elder(ann, ann) ? creep

Call: (11) elder(ann, ann) ? creep

Fail: (11) elder(ann, ann) ? creep

Redo: (10) is\_elder(ann, ann) ? creep

Call: (11) elder(ann, \_7326) ? creep

Exit: (11) elder(ann, andrew) ? creep

Call: (11) is\_elder(andrew, ann) ? creep

Call: (12) elder(andrew, ann) ? creep

Fail: (12) elder(andrew, ann) ? creep

Redo: (11) is\_elder(andrew, ann) ? creep

Call: (12) elder(andrew, \_7326) ? creep

Exit: (12) elder(andrew, edward) ? creep

Call: (12) is\_elder(edward, ann) ? creep

Call: (13) elder(edward, ann) ? creep

Fail: (13) elder(edward, ann) ? creep

Redo: (12) is\_elder(edward, ann) ? creep

Call: (13) elder(edward, \_7326) ? creep

Fail: (13) elder(edward, \_7326) ? creep

Fail: (12) is\_elder(edward, ann) ? creep

Fail: (11) is\_elder(andrew, ann) ? creep

Fail: (10) is\_elder(ann, ann) ? creep

Fail: (9) is\_higher(\_7106, \_7326) ? creep

Redo: (8) is\_next(\_7106) ? creep

Call: (9) is\_higher(\_7106, \_7326) ? creep

Call: (10) male(\_7106) ? creep

Call: (11) offspring(prince, \_7106) ? creep

Exit: (11) offspring(prince, charlie) ? creep

Exit: (10) male(charlie) ? creep

Call: (10) female(\_7324) ? creep

Call: (11) offspring(princess, \_7326) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Exit: (9) is\_higher(charlie, ann) ? creep

Call: (9) female(charlie) ? creep

Call: (10) offspring(princess, charlie) ? creep

Fail: (10) offspring(princess, charlie) ? creep

Fail: (9) female(charlie) ? creep

Redo: (11) offspring(prince, \_7106) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Call: (10) female(\_7324) ? creep

Call: (11) offspring(princess, \_7326) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Exit: (9) is\_higher(andrew, ann) ? creep

Call: (9) female(andrew) ? creep

Call: (10) offspring(princess, andrew) ? creep

Fail: (10) offspring(princess, andrew) ? creep

Fail: (9) female(andrew) ? creep

Redo: (11) offspring(prince, \_7106) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Call: (10) female(\_7324) ? creep

Call: (11) offspring(princess, \_7326) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Exit: (9) is\_higher(edward, ann) ? creep

Call: (9) female(edward) ? creep

Call: (10) offspring(princess, edward) ? creep

Fail: (10) offspring(princess, edward) ? creep

Fail: (9) female(edward) ? creep

Redo: (9) is\_higher(\_7106, \_7326) ? creep

Call: (10) male(\_7106) ? creep

Call: (11) offspring(prince, \_7106) ? creep

Exit: (11) offspring(prince, charlie) ? creep

Exit: (10) male(charlie) ? creep

Call: (10) male(\_7324) ? creep

Call: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, charlie) ? creep

Exit: (10) male(charlie) ? creep

Exit: (9) is\_higher(charlie, charlie) ? creep

Call: (9) female(charlie) ? creep

Call: (10) offspring(princess, charlie) ? creep

Fail: (10) offspring(princess, charlie) ? creep

Fail: (9) female(charlie) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Exit: (9) is\_higher(charlie, andrew) ? creep

Call: (9) female(charlie) ? creep

Call: (10) offspring(princess, charlie) ? creep

Fail: (10) offspring(princess, charlie) ? creep

Fail: (9) female(charlie) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Exit: (9) is\_higher(charlie, edward) ? creep

Call: (9) female(charlie) ? creep

Call: (10) offspring(princess, charlie) ? creep

Fail: (10) offspring(princess, charlie) ? creep

Fail: (9) female(charlie) ? creep

Redo: (11) offspring(prince, \_7106) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Call: (10) male(\_7324) ? creep

Call: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, charlie) ? creep

Exit: (10) male(charlie) ? creep

Exit: (9) is\_higher(andrew, charlie) ? creep

Call: (9) female(andrew) ? creep

Call: (10) offspring(princess, andrew) ? creep

Fail: (10) offspring(princess, andrew) ? creep

Fail: (9) female(andrew) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Exit: (9) is\_higher(andrew, andrew) ? creep

Call: (9) female(andrew) ? creep

Call: (10) offspring(princess, andrew) ? creep

Fail: (10) offspring(princess, andrew) ? creep

Fail: (9) female(andrew) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Exit: (9) is\_higher(andrew, edward) ? creep

Call: (9) female(andrew) ? creep

Call: (10) offspring(princess, andrew) ? creep

Fail: (10) offspring(princess, andrew) ? creep

Fail: (9) female(andrew) ? creep

Redo: (11) offspring(prince, \_7106) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Call: (10) male(\_7324) ? creep

Call: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, charlie) ? creep

Exit: (10) male(charlie) ? creep

Exit: (9) is\_higher(edward, charlie) ? creep

Call: (9) female(edward) ? creep

Call: (10) offspring(princess, edward) ? creep

Fail: (10) offspring(princess, edward) ? creep

Fail: (9) female(edward) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Exit: (9) is\_higher(edward, andrew) ? creep

Call: (9) female(edward) ? creep

Call: (10) offspring(princess, edward) ? creep

Fail: (10) offspring(princess, edward) ? creep

Fail: (9) female(edward) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Exit: (9) is\_higher(edward, edward) ? creep

Call: (9) female(edward) ? creep

Call: (10) offspring(princess, edward) ? creep

Fail: (10) offspring(princess, edward) ? creep

Fail: (9) female(edward) ? creep

Redo: (9) is\_higher(\_7106, \_7326) ? creep

Call: (10) female(\_7106) ? creep

Call: (11) offspring(princess, \_7106) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Call: (10) female(\_7324) ? creep

Call: (11) offspring(princess, \_7326) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Call: (10) is\_elder(ann, ann) ? creep

Call: (11) elder(ann, ann) ? creep

Fail: (11) elder(ann, ann) ? creep

Redo: (10) is\_elder(ann, ann) ? creep

Call: (11) elder(ann, \_7326) ? creep

Exit: (11) elder(ann, andrew) ? creep

Call: (11) is\_elder(andrew, ann) ? creep

Call: (12) elder(andrew, ann) ? creep

Fail: (12) elder(andrew, ann) ? creep

Redo: (11) is\_elder(andrew, ann) ? creep

Call: (12) elder(andrew, \_7326) ? creep

Exit: (12) elder(andrew, edward) ? creep

Call: (12) is\_elder(edward, ann) ? creep

Call: (13) elder(edward, ann) ? creep

Fail: (13) elder(edward, ann) ? creep

Redo: (12) is\_elder(edward, ann) ? creep

Call: (13) elder(edward, \_7326) ? creep

Fail: (13) elder(edward, \_7326) ? creep

Fail: (12) is\_elder(edward, ann) ? creep

Fail: (11) is\_elder(andrew, ann) ? creep

Fail: (10) is\_elder(ann, ann) ? creep

Fail: (9) is\_higher(\_7106, \_7326) ? creep

Redo: (8) is\_next(\_7106) ? creep

Call: (9) is\_higher(\_7324, \_7106) ? creep

Call: (10) male(\_7324) ? creep

Call: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, charlie) ? creep

Exit: (10) male(charlie) ? creep

Call: (10) female(\_7106) ? creep

Call: (11) offspring(princess, \_7106) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Exit: (9) is\_higher(charlie, ann) ? creep

Call: (9) female(ann) ? creep

Call: (10) offspring(princess, ann) ? creep

Exit: (10) offspring(princess, ann) ? creep

Exit: (9) female(ann) ? creep

Call: (9) is\_youngest\_male(charlie) ? creep

Call: (10) is\_elder(\_7324, charlie) ? creep

Call: (11) elder(\_7324, charlie) ? creep

Fail: (11) elder(\_7324, charlie) ? creep

Redo: (10) is\_elder(\_7324, charlie) ? creep

Call: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(charlie, ann) ? creep

Call: (11) is\_elder(ann, charlie) ? creep

Call: (12) elder(ann, charlie) ? creep

Fail: (12) elder(ann, charlie) ? creep

Redo: (11) is\_elder(ann, charlie) ? creep

Call: (12) elder(ann, \_7326) ? creep

Exit: (12) elder(ann, andrew) ? creep

Call: (12) is\_elder(andrew, charlie) ? creep

Call: (13) elder(andrew, charlie) ? creep

Fail: (13) elder(andrew, charlie) ? creep

Redo: (12) is\_elder(andrew, charlie) ? creep

Call: (13) elder(andrew, \_7326) ? creep

Exit: (13) elder(andrew, edward) ? creep

Call: (13) is\_elder(edward, charlie) ? creep

Call: (14) elder(edward, charlie) ? creep

Fail: (14) elder(edward, charlie) ? creep

Redo: (13) is\_elder(edward, charlie) ? creep

Call: (14) elder(edward, \_7326) ? creep

Fail: (14) elder(edward, \_7326) ? creep

Fail: (13) is\_elder(edward, charlie) ? creep

Fail: (12) is\_elder(andrew, charlie) ? creep

Fail: (11) is\_elder(ann, charlie) ? creep

Redo: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(ann, andrew) ? creep

Call: (11) is\_elder(andrew, charlie) ? creep

Call: (12) elder(andrew, charlie) ? creep

Fail: (12) elder(andrew, charlie) ? creep

Redo: (11) is\_elder(andrew, charlie) ? creep

Call: (12) elder(andrew, \_7326) ? creep

Exit: (12) elder(andrew, edward) ? creep

Call: (12) is\_elder(edward, charlie) ? creep

Call: (13) elder(edward, charlie) ? creep

Fail: (13) elder(edward, charlie) ? creep

Redo: (12) is\_elder(edward, charlie) ? creep

Call: (13) elder(edward, \_7326) ? creep

Fail: (13) elder(edward, \_7326) ? creep

Fail: (12) is\_elder(edward, charlie) ? creep

Fail: (11) is\_elder(andrew, charlie) ? creep

Redo: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(andrew, edward) ? creep

Call: (11) is\_elder(edward, charlie) ? creep

Call: (12) elder(edward, charlie) ? creep

Fail: (12) elder(edward, charlie) ? creep

Redo: (11) is\_elder(edward, charlie) ? creep

Call: (12) elder(edward, \_7326) ? creep

Fail: (12) elder(edward, \_7326) ? creep

Fail: (11) is\_elder(edward, charlie) ? creep

Fail: (10) is\_elder(\_7324, charlie) ? creep

Fail: (9) is\_youngest\_male(charlie) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Call: (10) female(\_7106) ? creep

Call: (11) offspring(princess, \_7106) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Exit: (9) is\_higher(andrew, ann) ? creep

Call: (9) female(ann) ? creep

Call: (10) offspring(princess, ann) ? creep

Exit: (10) offspring(princess, ann) ? creep

Exit: (9) female(ann) ? creep

Call: (9) is\_youngest\_male(andrew) ? creep

Call: (10) is\_elder(\_7324, andrew) ? creep

Call: (11) elder(\_7324, andrew) ? creep

Exit: (11) elder(ann, andrew) ? creep

Exit: (10) is\_elder(ann, andrew) ? creep

Call: (10) is\_elder(\_7324, ann) ? creep

Call: (11) elder(\_7324, ann) ? creep

Exit: (11) elder(charlie, ann) ? creep

Exit: (10) is\_elder(charlie, ann) ? creep

Call: (10) male(andrew) ? creep

Call: (11) offspring(prince, andrew) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Call: (10) male(ann) ? creep

Call: (11) offspring(prince, ann) ? creep

Fail: (11) offspring(prince, ann) ? creep

Fail: (10) male(ann) ? creep

Redo: (11) offspring(prince, andrew) ? creep

Fail: (11) offspring(prince, andrew) ? creep

Fail: (10) male(andrew) ? creep

Redo: (10) is\_elder(\_7324, ann) ? creep

Call: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(charlie, ann) ? creep

Call: (11) is\_elder(ann, ann) ? creep

Call: (12) elder(ann, ann) ? creep

Fail: (12) elder(ann, ann) ? creep

Redo: (11) is\_elder(ann, ann) ? creep

Call: (12) elder(ann, \_7326) ? creep

Exit: (12) elder(ann, andrew) ? creep

Call: (12) is\_elder(andrew, ann) ? creep

Call: (13) elder(andrew, ann) ? creep

Fail: (13) elder(andrew, ann) ? creep

Redo: (12) is\_elder(andrew, ann) ? creep

Call: (13) elder(andrew, \_7326) ? creep

Exit: (13) elder(andrew, edward) ? creep

Call: (13) is\_elder(edward, ann) ? creep

Call: (14) elder(edward, ann) ? creep

Fail: (14) elder(edward, ann) ? creep

Redo: (13) is\_elder(edward, ann) ? creep

Call: (14) elder(edward, \_7326) ? creep

Fail: (14) elder(edward, \_7326) ? creep

Fail: (13) is\_elder(edward, ann) ? creep

Fail: (12) is\_elder(andrew, ann) ? creep

Fail: (11) is\_elder(ann, ann) ? creep

Redo: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(ann, andrew) ? creep

Call: (11) is\_elder(andrew, ann) ? creep

Call: (12) elder(andrew, ann) ? creep

Fail: (12) elder(andrew, ann) ? creep

Redo: (11) is\_elder(andrew, ann) ? creep

Call: (12) elder(andrew, \_7326) ? creep

Exit: (12) elder(andrew, edward) ? creep

Call: (12) is\_elder(edward, ann) ? creep

Call: (13) elder(edward, ann) ? creep

Fail: (13) elder(edward, ann) ? creep

Redo: (12) is\_elder(edward, ann) ? creep

Call: (13) elder(edward, \_7326) ? creep

Fail: (13) elder(edward, \_7326) ? creep

Fail: (12) is\_elder(edward, ann) ? creep

Fail: (11) is\_elder(andrew, ann) ? creep

Redo: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(andrew, edward) ? creep

Call: (11) is\_elder(edward, ann) ? creep

Call: (12) elder(edward, ann) ? creep

Fail: (12) elder(edward, ann) ? creep

Redo: (11) is\_elder(edward, ann) ? creep

Call: (12) elder(edward, \_7326) ? creep

Fail: (12) elder(edward, \_7326) ? creep

Fail: (11) is\_elder(edward, ann) ? creep

Fail: (10) is\_elder(\_7324, ann) ? creep

Redo: (10) is\_elder(\_7324, andrew) ? creep

Call: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(charlie, ann) ? creep

Call: (11) is\_elder(ann, andrew) ? creep

Call: (12) elder(ann, andrew) ? creep

Exit: (12) elder(ann, andrew) ? creep

Exit: (11) is\_elder(ann, andrew) ? creep

Exit: (10) is\_elder(charlie, andrew) ? creep

Call: (10) is\_elder(\_7324, charlie) ? creep

Call: (11) elder(\_7324, charlie) ? creep

Fail: (11) elder(\_7324, charlie) ? creep

Redo: (10) is\_elder(\_7324, charlie) ? creep

Call: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(charlie, ann) ? creep

Call: (11) is\_elder(ann, charlie) ? creep

Call: (12) elder(ann, charlie) ? creep

Fail: (12) elder(ann, charlie) ? creep

Redo: (11) is\_elder(ann, charlie) ? creep

Call: (12) elder(ann, \_7326) ? creep

Exit: (12) elder(ann, andrew) ? creep

Call: (12) is\_elder(andrew, charlie) ? creep

Call: (13) elder(andrew, charlie) ? creep

Fail: (13) elder(andrew, charlie) ? creep

Redo: (12) is\_elder(andrew, charlie) ? creep

Call: (13) elder(andrew, \_7326) ? creep

Exit: (13) elder(andrew, edward) ? creep

Call: (13) is\_elder(edward, charlie) ? creep

Call: (14) elder(edward, charlie) ? creep

Fail: (14) elder(edward, charlie) ? creep

Redo: (13) is\_elder(edward, charlie) ? creep

Call: (14) elder(edward, \_7326) ? creep

Fail: (14) elder(edward, \_7326) ? creep

Fail: (13) is\_elder(edward, charlie) ? creep

Fail: (12) is\_elder(andrew, charlie) ? creep

Fail: (11) is\_elder(ann, charlie) ? creep

Redo: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(ann, andrew) ? creep

Call: (11) is\_elder(andrew, charlie) ? creep

Call: (12) elder(andrew, charlie) ? creep

Fail: (12) elder(andrew, charlie) ? creep

Redo: (11) is\_elder(andrew, charlie) ? creep

Call: (12) elder(andrew, \_7326) ? creep

Exit: (12) elder(andrew, edward) ? creep

Call: (12) is\_elder(edward, charlie) ? creep

Call: (13) elder(edward, charlie) ? creep

Fail: (13) elder(edward, charlie) ? creep

Redo: (12) is\_elder(edward, charlie) ? creep

Call: (13) elder(edward, \_7326) ? creep

Fail: (13) elder(edward, \_7326) ? creep

Fail: (12) is\_elder(edward, charlie) ? creep

Fail: (11) is\_elder(andrew, charlie) ? creep

Redo: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(andrew, edward) ? creep

Call: (11) is\_elder(edward, charlie) ? creep

Call: (12) elder(edward, charlie) ? creep

Fail: (12) elder(edward, charlie) ? creep

Redo: (11) is\_elder(edward, charlie) ? creep

Call: (12) elder(edward, \_7326) ? creep

Fail: (12) elder(edward, \_7326) ? creep

Fail: (11) is\_elder(edward, charlie) ? creep

Fail: (10) is\_elder(\_7324, charlie) ? creep

Redo: (11) is\_elder(ann, andrew) ? creep

Call: (12) elder(ann, \_7326) ? creep

Exit: (12) elder(ann, andrew) ? creep

Call: (12) is\_elder(andrew, andrew) ? creep

Call: (13) elder(andrew, andrew) ? creep

Fail: (13) elder(andrew, andrew) ? creep

Redo: (12) is\_elder(andrew, andrew) ? creep

Call: (13) elder(andrew, \_7326) ? creep

Exit: (13) elder(andrew, edward) ? creep

Call: (13) is\_elder(edward, andrew) ? creep

Call: (14) elder(edward, andrew) ? creep

Fail: (14) elder(edward, andrew) ? creep

Redo: (13) is\_elder(edward, andrew) ? creep

Call: (14) elder(edward, \_7326) ? creep

Fail: (14) elder(edward, \_7326) ? creep

Fail: (13) is\_elder(edward, andrew) ? creep

Fail: (12) is\_elder(andrew, andrew) ? creep

Fail: (11) is\_elder(ann, andrew) ? creep

Redo: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(ann, andrew) ? creep

Call: (11) is\_elder(andrew, andrew) ? creep

Call: (12) elder(andrew, andrew) ? creep

Fail: (12) elder(andrew, andrew) ? creep

Redo: (11) is\_elder(andrew, andrew) ? creep

Call: (12) elder(andrew, \_7326) ? creep

Exit: (12) elder(andrew, edward) ? creep

Call: (12) is\_elder(edward, andrew) ? creep

Call: (13) elder(edward, andrew) ? creep

Fail: (13) elder(edward, andrew) ? creep

Redo: (12) is\_elder(edward, andrew) ? creep

Call: (13) elder(edward, \_7326) ? creep

Fail: (13) elder(edward, \_7326) ? creep

Fail: (12) is\_elder(edward, andrew) ? creep

Fail: (11) is\_elder(andrew, andrew) ? creep

Redo: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(andrew, edward) ? creep

Call: (11) is\_elder(edward, andrew) ? creep

Call: (12) elder(edward, andrew) ? creep

Fail: (12) elder(edward, andrew) ? creep

Redo: (11) is\_elder(edward, andrew) ? creep

Call: (12) elder(edward, \_7326) ? creep

Fail: (12) elder(edward, \_7326) ? creep

Fail: (11) is\_elder(edward, andrew) ? creep

Fail: (10) is\_elder(\_7324, andrew) ? creep

Fail: (9) is\_youngest\_male(andrew) ? creep

Redo: (11) offspring(prince, \_7326) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Call: (10) female(\_7106) ? creep

Call: (11) offspring(princess, \_7106) ? creep

Exit: (11) offspring(princess, ann) ? creep

Exit: (10) female(ann) ? creep

Exit: (9) is\_higher(edward, ann) ? creep

Call: (9) female(ann) ? creep

Call: (10) offspring(princess, ann) ? creep

Exit: (10) offspring(princess, ann) ? creep

Exit: (9) female(ann) ? creep

Call: (9) is\_youngest\_male(edward) ? creep

Call: (10) is\_elder(\_7324, edward) ? creep

Call: (11) elder(\_7324, edward) ? creep

Exit: (11) elder(andrew, edward) ? creep

Exit: (10) is\_elder(andrew, edward) ? creep

Call: (10) is\_elder(\_7324, andrew) ? creep

Call: (11) elder(\_7324, andrew) ? creep

Exit: (11) elder(ann, andrew) ? creep

Exit: (10) is\_elder(ann, andrew) ? creep

Call: (10) male(edward) ? creep

Call: (11) offspring(prince, edward) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Call: (10) male(andrew) ? creep

Call: (11) offspring(prince, andrew) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Call: (10) male(ann) ? creep

Call: (11) offspring(prince, ann) ? creep

Fail: (11) offspring(prince, ann) ? creep

Fail: (10) male(ann) ? creep

Redo: (11) offspring(prince, andrew) ? creep

Fail: (11) offspring(prince, andrew) ? creep

Fail: (10) male(andrew) ? creep

Redo: (10) is\_elder(\_7324, andrew) ? creep

Call: (11) elder(\_7324, \_7326) ? creep

Exit: (11) elder(charlie, ann) ? creep

Call: (11) is\_elder(ann, andrew) ? creep

Call: (12) elder(ann, andrew) ? creep

Exit: (12) elder(ann, andrew) ? creep

Exit: (11) is\_elder(ann, andrew) ? creep

Exit: (10) is\_elder(charlie, andrew) ? creep

Call: (10) male(edward) ? creep

Call: (11) offspring(prince, edward) ? creep

Exit: (11) offspring(prince, edward) ? creep

Exit: (10) male(edward) ? creep

Call: (10) male(andrew) ? creep

Call: (11) offspring(prince, andrew) ? creep

Exit: (11) offspring(prince, andrew) ? creep

Exit: (10) male(andrew) ? creep

Call: (10) male(charlie) ? creep

Call: (11) offspring(prince, charlie) ? creep

Exit: (11) offspring(prince, charlie) ? creep

Exit: (10) male(charlie) ? creep

Exit: (9) is\_youngest\_male(edward) ? creep

Exit: (8) is\_next(ann) ? creep

X = ann .

1. **Recently, the Royal succession rule has been modified. The throne is now passed down according to the order of birth irrespective of gender. Modify your rules and prolog knowledge base to handle the new succession rule. Explain the necessary changes to the knowledge needed to represent the new information. Use this new succession rule to determine the new line of succession based on the same knowledge given. Show your results using a trace.**

offspring(prince, charlie).

offspring(princess, ann).

offspring(prince, andrew).

offspring(prince, edward).

elder(charlie, ann).

elder(ann, andrew).

elder(andrew, edward).

is\_elder(A, B):- elder(A, B).

is\_elder(A, B):- elder(A, C), is\_elder(C, B).

is\_youngest(A):- is\_elder(B, A), is\_elder(C, B), is\_elder(D, C).

is\_next(A):- elder(A, B).

is\_next(A):- (not(elder(A, B)), is\_next(B)) ; is\_youngest(A).
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**Trace**

[trace] 5 ?- is\_next(X).

Call: (8) is\_next(\_5562) ? creep

Call: (9) elder(\_5562, \_5774) ? creep

Exit: (9) elder(charlie, ann) ? creep

Exit: (8) is\_next(charlie) ? creep

X = charlie .

[trace] 5 ?- is\_next(X).

Call: (8) is\_next(\_6508) ? creep

Call: (9) elder(\_6508, \_6720) ? creep

Exit: (9) elder(charlie, ann) ? creep

Exit: (8) is\_next(charlie) ? creep

X = charlie ;

Redo: (9) elder(\_6508, \_6720) ? creep

Exit: (9) elder(ann, andrew) ? creep

Exit: (8) is\_next(ann) ? creep

X = ann ;

Redo: (9) elder(\_6508, \_6720) ? creep

Exit: (9) elder(andrew, edward) ? creep

Exit: (8) is\_next(andrew) ? creep

X = andrew ;

Redo: (8) is\_next(\_6508) ? creep

^ Call: (9) not(elder(\_6508, \_6706)) ? creep

Call: (10) elder(\_6508, \_6706) ? creep

Exit: (10) elder(charlie, ann) ? creep

^ Fail: (9) not(user:elder(\_6508, \_6706)) ? creep

Redo: (8) is\_next(\_6508) ? creep

Call: (9) is\_youngest(\_6508) ? creep

Call: (10) is\_elder(\_6718, \_6508) ? creep

Call: (11) elder(\_6718, \_6508) ? creep

Exit: (11) elder(charlie, ann) ? creep

Exit: (10) is\_elder(charlie, ann) ? creep

Call: (10) is\_elder(\_6718, charlie) ? creep

Call: (11) elder(\_6718, charlie) ? creep

Fail: (11) elder(\_6718, charlie) ? creep

Redo: (10) is\_elder(\_6718, charlie) ? creep

Call: (11) elder(\_6718, \_6720) ? creep

Exit: (11) elder(charlie, ann) ? creep

Call: (11) is\_elder(ann, charlie) ? creep

Call: (12) elder(ann, charlie) ? creep

Fail: (12) elder(ann, charlie) ? creep

Redo: (11) is\_elder(ann, charlie) ? creep

Call: (12) elder(ann, \_6720) ? creep

Exit: (12) elder(ann, andrew) ? creep

Call: (12) is\_elder(andrew, charlie) ? creep

Call: (13) elder(andrew, charlie) ? creep

Fail: (13) elder(andrew, charlie) ? creep

Redo: (12) is\_elder(andrew, charlie) ? creep

Call: (13) elder(andrew, \_6720) ? creep

Exit: (13) elder(andrew, edward) ? creep

Call: (13) is\_elder(edward, charlie) ? creep

Call: (14) elder(edward, charlie) ? creep

Fail: (14) elder(edward, charlie) ? creep

Redo: (13) is\_elder(edward, charlie) ? creep

Call: (14) elder(edward, \_6720) ? creep

Fail: (14) elder(edward, \_6720) ? creep

Fail: (13) is\_elder(edward, charlie) ? creep

Fail: (12) is\_elder(andrew, charlie) ? creep

Fail: (11) is\_elder(ann, charlie) ? creep

Redo: (11) elder(\_6718, \_6720) ? creep

Exit: (11) elder(ann, andrew) ? creep

Call: (11) is\_elder(andrew, charlie) ? creep

Call: (12) elder(andrew, charlie) ? creep

Fail: (12) elder(andrew, charlie) ? creep

Redo: (11) is\_elder(andrew, charlie) ? creep

Call: (12) elder(andrew, \_6720) ? creep

Exit: (12) elder(andrew, edward) ? creep

Call: (12) is\_elder(edward, charlie) ? creep

Call: (13) elder(edward, charlie) ? creep

Fail: (13) elder(edward, charlie) ? creep

Redo: (12) is\_elder(edward, charlie) ? creep

Call: (13) elder(edward, \_6720) ? creep

Fail: (13) elder(edward, \_6720) ? creep

Fail: (12) is\_elder(edward, charlie) ? creep

Fail: (11) is\_elder(andrew, charlie) ? creep

Redo: (11) elder(\_6718, \_6720) ? creep

Exit: (11) elder(andrew, edward) ? creep

Call: (11) is\_elder(edward, charlie) ? creep

Call: (12) elder(edward, charlie) ? creep

Fail: (12) elder(edward, charlie) ? creep

Redo: (11) is\_elder(edward, charlie) ? creep

Call: (12) elder(edward, \_6720) ? creep

Fail: (12) elder(edward, \_6720) ? creep

Fail: (11) is\_elder(edward, charlie) ? creep

Fail: (10) is\_elder(\_6718, charlie) ? creep

Redo: (11) elder(\_6718, \_6508) ? creep

Exit: (11) elder(ann, andrew) ? creep

Exit: (10) is\_elder(ann, andrew) ? creep

Call: (10) is\_elder(\_6718, ann) ? creep

Call: (11) elder(\_6718, ann) ? creep

Exit: (11) elder(charlie, ann) ? creep

Exit: (10) is\_elder(charlie, ann) ? creep

Call: (10) is\_elder(\_6718, charlie) ? creep

Call: (11) elder(\_6718, charlie) ? creep

Fail: (11) elder(\_6718, charlie) ? creep

Redo: (10) is\_elder(\_6718, charlie) ? creep

Call: (11) elder(\_6718, \_6720) ? creep

Exit: (11) elder(charlie, ann) ? creep

Call: (11) is\_elder(ann, charlie) ? creep

Call: (12) elder(ann, charlie) ? creep

Fail: (12) elder(ann, charlie) ? creep

Redo: (11) is\_elder(ann, charlie) ? creep

Call: (12) elder(ann, \_6720) ? creep

Exit: (12) elder(ann, andrew) ? creep

Call: (12) is\_elder(andrew, charlie) ? creep

Call: (13) elder(andrew, charlie) ? creep

Fail: (13) elder(andrew, charlie) ? creep

Redo: (12) is\_elder(andrew, charlie) ? creep

Call: (13) elder(andrew, \_6720) ? creep

Exit: (13) elder(andrew, edward) ? creep

Call: (13) is\_elder(edward, charlie) ? creep

Call: (14) elder(edward, charlie) ? creep

Fail: (14) elder(edward, charlie) ? creep

Redo: (13) is\_elder(edward, charlie) ? creep

Call: (14) elder(edward, \_6720) ? creep

Fail: (14) elder(edward, \_6720) ? creep

Fail: (13) is\_elder(edward, charlie) ? creep

Fail: (12) is\_elder(andrew, charlie) ? creep

Fail: (11) is\_elder(ann, charlie) ? creep

Redo: (11) elder(\_6718, \_6720) ? creep

Exit: (11) elder(ann, andrew) ? creep

Call: (11) is\_elder(andrew, charlie) ? creep

Call: (12) elder(andrew, charlie) ? creep

Fail: (12) elder(andrew, charlie) ? creep

Redo: (11) is\_elder(andrew, charlie) ? creep

Call: (12) elder(andrew, \_6720) ? creep

Exit: (12) elder(andrew, edward) ? creep

Call: (12) is\_elder(edward, charlie) ? creep

Call: (13) elder(edward, charlie) ? creep

Fail: (13) elder(edward, charlie) ? creep

Redo: (12) is\_elder(edward, charlie) ? creep

Call: (13) elder(edward, \_6720) ? creep

Fail: (13) elder(edward, \_6720) ? creep

Fail: (12) is\_elder(edward, charlie) ? creep

Fail: (11) is\_elder(andrew, charlie) ? creep

Redo: (11) elder(\_6718, \_6720) ? creep

Exit: (11) elder(andrew, edward) ? creep

Call: (11) is\_elder(edward, charlie) ? creep

Call: (12) elder(edward, charlie) ? creep

Fail: (12) elder(edward, charlie) ? creep

Redo: (11) is\_elder(edward, charlie) ? creep

Call: (12) elder(edward, \_6720) ? creep

Fail: (12) elder(edward, \_6720) ? creep

Fail: (11) is\_elder(edward, charlie) ? creep

Fail: (10) is\_elder(\_6718, charlie) ? creep

Redo: (10) is\_elder(\_6718, ann) ? creep

Call: (11) elder(\_6718, \_6720) ? creep

Exit: (11) elder(charlie, ann) ? creep

Call: (11) is\_elder(ann, ann) ? creep

Call: (12) elder(ann, ann) ? creep

Fail: (12) elder(ann, ann) ? creep

Redo: (11) is\_elder(ann, ann) ? creep

Call: (12) elder(ann, \_6720) ? creep

Exit: (12) elder(ann, andrew) ? creep

Call: (12) is\_elder(andrew, ann) ? creep

Call: (13) elder(andrew, ann) ? creep

Fail: (13) elder(andrew, ann) ? creep

Redo: (12) is\_elder(andrew, ann) ? creep

Call: (13) elder(andrew, \_6720) ? creep

Exit: (13) elder(andrew, edward) ? creep

Call: (13) is\_elder(edward, ann) ? creep

Call: (14) elder(edward, ann) ? creep

Fail: (14) elder(edward, ann) ? creep

Redo: (13) is\_elder(edward, ann) ? creep

Call: (14) elder(edward, \_6720) ? creep

Fail: (14) elder(edward, \_6720) ? creep

Fail: (13) is\_elder(edward, ann) ? creep

Fail: (12) is\_elder(andrew, ann) ? creep

Fail: (11) is\_elder(ann, ann) ? creep

Redo: (11) elder(\_6718, \_6720) ? creep

Exit: (11) elder(ann, andrew) ? creep

Call: (11) is\_elder(andrew, ann) ? creep

Call: (12) elder(andrew, ann) ? creep

Fail: (12) elder(andrew, ann) ? creep

Redo: (11) is\_elder(andrew, ann) ? creep

Call: (12) elder(andrew, \_6720) ? creep

Exit: (12) elder(andrew, edward) ? creep

Call: (12) is\_elder(edward, ann) ? creep

Call: (13) elder(edward, ann) ? creep

Fail: (13) elder(edward, ann) ? creep

Redo: (12) is\_elder(edward, ann) ? creep

Call: (13) elder(edward, \_6720) ? creep

Fail: (13) elder(edward, \_6720) ? creep

Fail: (12) is\_elder(edward, ann) ? creep

Fail: (11) is\_elder(andrew, ann) ? creep

Redo: (11) elder(\_6718, \_6720) ? creep

Exit: (11) elder(andrew, edward) ? creep

Call: (11) is\_elder(edward, ann) ? creep

Call: (12) elder(edward, ann) ? creep

Fail: (12) elder(edward, ann) ? creep

Redo: (11) is\_elder(edward, ann) ? creep

Call: (12) elder(edward, \_6720) ? creep

Fail: (12) elder(edward, \_6720) ? creep

Fail: (11) is\_elder(edward, ann) ? creep

Fail: (10) is\_elder(\_6718, ann) ? creep

Redo: (11) elder(\_6718, \_6508) ? creep

Exit: (11) elder(andrew, edward) ? creep

Exit: (10) is\_elder(andrew, edward) ? creep

Call: (10) is\_elder(\_6718, andrew) ? creep

Call: (11) elder(\_6718, andrew) ? creep

Exit: (11) elder(ann, andrew) ? creep

Exit: (10) is\_elder(ann, andrew) ? creep

Call: (10) is\_elder(\_6718, ann) ? creep

Call: (11) elder(\_6718, ann) ? creep

Exit: (11) elder(charlie, ann) ? creep

Exit: (10) is\_elder(charlie, ann) ? creep

Exit: (9) is\_youngest(edward) ? creep

Exit: (8) is\_next(edward) ? creep

X = edward .

**Exercise 3: Family Tree**

male(jerry).

male(stuart).

male(warren).

male(peter).

female(kather).

female(maryalice).

female(ann).

brother(jerry,stuart).

brother(jerry,kather).

brother(peter,warren).

sister(ann,maryalice).

sister(kather,jerry).

parent\_of(warren,jerry).

parent\_of(maryalice,jerry).

sibling(X, Y):-

brother(X, Y);

sister(X, Y).

father(X, Y):- male(X), parent\_of(X, Y).

father(X, Y):- male(X), parent\_of(X, Z), sibling(Z, Y).

mother(X, Y):- female(X), parent\_of(X, Y).

mother(X, Y):- female(X), parent\_of(X, Z), sibling(Z, Y).

son(X, Y):- male(X), parent\_of(Y, X).

son(X, Y):- male(X), parent\_of(Y, Z), sibling(Z, X).

daughter(X, Y):- female(X), parent\_of(Y, X).

daughter(X, Y):- female(X), parent\_of(Y, Z), sibling(Z, X).

grandfather(X, Y):- male(X), parent\_of(X, Z), parent\_of(Z, Y).

aunt(X, Y):- female(X), sibling(X, Z), parent\_of(Z, Y).

uncle(X, Y):- male(X), sibling(X, Z), parent\_of(Z, Y).

cousin(X, Y):- parent\_of(A, X), parent\_of(B, Y), sibling(A, B).

spouse(X, Y):- parent\_of(X, Z), parent\_of(Y, Z), male(X), female(Y).

parentof(X, Y):- parent\_of(X, Y).
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**Trace**

[trace] 2 ?- spouse(X, Y).

Call: (8) spouse(\_3772, \_3774) ? creep

Call: (9) parent\_of(\_3772, \_4032) ? creep

Exit: (9) parent\_of(warren, jerry) ? creep

Call: (9) parent\_of(\_3774, jerry) ? creep

Exit: (9) parent\_of(warren, jerry) ? creep

Call: (9) male(warren) ? creep

Exit: (9) male(warren) ? creep

Call: (9) female(warren) ? creep

Fail: (9) female(warren) ? creep

Redo: (9) parent\_of(\_3774, jerry) ? creep

Exit: (9) parent\_of(maryalice, jerry) ? creep

Call: (9) male(warren) ? creep

Exit: (9) male(warren) ? creep

Call: (9) female(maryalice) ? creep

Exit: (9) female(maryalice) ? creep

Exit: (8) spouse(warren, maryalice) ? creep

X = warren,

Y = maryalice ;

Redo: (9) parent\_of(\_3772, \_4032) ? creep

Exit: (9) parent\_of(maryalice, jerry) ? creep

Call: (9) parent\_of(\_3774, jerry) ? creep

Exit: (9) parent\_of(warren, jerry) ? creep

Call: (9) male(maryalice) ? creep

Fail: (9) male(maryalice) ? creep

Redo: (9) parent\_of(\_3774, jerry) ? creep

Exit: (9) parent\_of(maryalice, jerry) ? creep

Call: (9) male(maryalice) ? creep

Fail: (9) male(maryalice) ? creep

Fail: (8) spouse(\_3772, \_3774) ? creep

false.

![](data:image/png;base64,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)

[trace] 3 ?-

uncle(X, jerry).

Call: (8) uncle(\_5456, jerry) ? creep

Call: (9) male(\_5456) ? creep

Exit: (9) male(jerry) ? creep

Call: (9) sibling(jerry, \_5676) ? creep

Call: (10) brother(jerry, \_5676) ? creep

Exit: (10) brother(jerry, stuart) ? creep

Exit: (9) sibling(jerry, stuart) ? creep

Call: (9) parent\_of(stuart, jerry) ? creep

Fail: (9) parent\_of(stuart, jerry) ? creep

Redo: (10) brother(jerry, \_5676) ? creep

Exit: (10) brother(jerry, kather) ? creep

Exit: (9) sibling(jerry, kather) ? creep

Call: (9) parent\_of(kather, jerry) ? creep

Fail: (9) parent\_of(kather, jerry) ? creep

Redo: (9) sibling(jerry, \_5676) ? creep

Call: (10) sister(jerry, \_5676) ? creep

Fail: (10) sister(jerry, \_5676) ? creep

Fail: (9) sibling(jerry, \_5676) ? creep

Redo: (9) male(\_5456) ? creep

Exit: (9) male(stuart) ? creep

Call: (9) sibling(stuart, \_5676) ? creep

Call: (10) brother(stuart, \_5676) ? creep

Fail: (10) brother(stuart, \_5676) ? creep

Redo: (9) sibling(stuart, \_5676) ? creep

Call: (10) sister(stuart, \_5676) ? creep

Fail: (10) sister(stuart, \_5676) ? creep

Fail: (9) sibling(stuart, \_5676) ? creep

Redo: (9) male(\_5456) ? creep

Exit: (9) male(warren) ? creep

Call: (9) sibling(warren, \_5676) ? creep

Call: (10) brother(warren, \_5676) ? creep

Fail: (10) brother(warren, \_5676) ? creep

Redo: (9) sibling(warren, \_5676) ? creep

Call: (10) sister(warren, \_5676) ? creep

Fail: (10) sister(warren, \_5676) ? creep

Fail: (9) sibling(warren, \_5676) ? creep

Redo: (9) male(\_5456) ? creep

Exit: (9) male(peter) ? creep

Call: (9) sibling(peter, \_5676) ? creep

Call: (10) brother(peter, \_5676) ? creep

Exit: (10) brother(peter, warren) ? creep

Exit: (9) sibling(peter, warren) ? creep

Call: (9) parent\_of(warren, jerry) ? creep

Exit: (9) parent\_of(warren, jerry) ? creep

Exit: (8) uncle(peter, jerry) ? creep

X = peter ;

Redo: (9) sibling(peter, \_5676) ? creep

Call: (10) sister(peter, \_5676) ? creep

Fail: (10) sister(peter, \_5676) ? creep

Fail: (9) sibling(peter, \_5676) ? creep

Fail: (8) uncle(\_5456, jerry) ? creep

false.