**贪心算法**

## 1、原理：在对问题求解时，总是做出在当前看来是最好的选择。也就是说，不从整体最优上加以考虑，他所做出的仅是在某种意义上的局部最优解。贪心算法不是对所有问题都能得到整体最优解，但对范围相当广泛的许多问题他能产生整体最优解或者是整体最优解的近似解。

## 2、特性：能够用贪心算法求解的问题一般具有两个重要特性：贪心选择性质和最优子结构性质。

**1)贪心选择性质**

     所谓贪心选择性质是指所求问题的整体最优解可以通过一系列局部最优的选择，即贪心选择来达到。这是贪心算法可行的第一个基本要素。贪心算法则通常以自顶向下的方式进行，以迭代的方式作出相继的贪心选择，每作一次贪心选择就将所求问题简化为规模更小的子问题。对于一个具体问题，要确定它是否具有贪心选择性质，必须证明每一步所作的贪心选择最终导致问题的整体最优解。

**2)最优子结构性质**

      当一个问题的最优解包含其子问题的最优解时，称此问题具有最优子结构性质。

## 3、贪心算法与动态规划算法的差异:

     动态规划和贪心算法都是一种递推算法，均有最优子结构性质，通过局部最优解来推导全局最优解。两者之间的区别在于：贪心算法中作出的每步贪心决策都无法改变，因为贪心策略是由上一步的最优解推导下一步的最优解，而上一部之前的最优解则不作保留，贪心算法每一步的最优解一定包含上一步的最优解。动态规划算法中全局最优解一定包含某个局部最优解，但不一定包含前一个局部最优解，因此需要记录之前的所有最优解。

4-1 会场安排问题

**理解问题**

要让使用的会场数最少，就需要每个会场的活动尽可能的多，即先让第一个会场安排的活动尽量多，再让第二个会场安排的活动尽量多，以此类推，直到所有活动被安排完毕。

**求解思路：**

用i代表第i个活动，s[i]代表第i个活动开始时间，f[i]代表第i个活动的结束时间，将活动按照结束时间进行从小到大排序。依次处理每一个活动，如果当前活动于所有已知的会场内活动都不相容，则增加一个新的会场，否则，遍历每个会场，看当前活动是否可以加入其中一个会场，是，则加入其中的**结束时间较晚**的会场，重复处理直到没有剩余会议。

**最优子结构性质：**

K是总的活动数量，设会场数目M是该问题的最优解，即需要安排{…}个会场，设中安排了p个活动，则剩余的（k-p）个活动所需会场的个数是M-1，如果对于(k-p)个活动存在更少的会场数量如m-2或更少，那个总共的k个活动所需要的会场数就是M-1，与M是最优解矛盾。

从另外一个角度看，将k个活动1,2,…,k看做坐标轴上的k个半开区间,i=1,2,…k。由于重叠的区间所对应的活动是不相容的，因此问题可以转换为求k个区间的最大重叠数。具体地，将k个活动的开始和结束时间共2k个值进行排序，然后从左到右扫描，遇到一个开始时刻，就将活动安排到一个空闲会场，或者增加一个会场，遇到一个结束时刻，就将活动从会场中释放，会场的状态变成空闲。该算法的主要时间是对2k个端点进行排序，时间复杂度是O(klogk)

**代码实现**

1. //活动安排问题 贪心算法
2. #include "stdafx.h"
3. #include <iostream>
4. using namespace std;
6. template<class Type>
7. void GreedySelector(int n, Type s[], Type f[], bool A[]);
9. const int N = 11;
11. int main()
12. {
13. //下标从1开始,存储活动开始时间
14. int s[] = {0,1,3,0,5,3,5,6,8,8,2,12};
16. //下标从1开始,存储活动结束时间
17. int f[] = {0,4,5,6,7,8,9,10,11,12,13,14};
19. bool A[N+1];
21. cout<<"各活动的开始时间,结束时间分别为："<<endl;
22. for(int i=1;i<=N;i++)
23. {
24. cout<<"["<<i<<"]:"<<"("<<s[i]<<","<<f[i]<<")"<<endl;
25. }
26. GreedySelector(N,s,f,A);
27. cout<<"最大相容活动子集为："<<endl;
28. for(int i=1;i<=N;i++)
29. {
30. if(A[i]){
31. cout<<"["<<i<<"]:"<<"("<<s[i]<<","<<f[i]<<")"<<endl;
32. }
33. }
35. return 0;
36. }
38. template<class Type>
39. void GreedySelector(int n, Type s[], Type f[], bool A[])
40. {
41. A[1]=true;
42. int j=1;//记录最近一次加入A中的活动
44. for (int i=2;i<=n;i++)//依次检查活动i是否与当前已选择的活动相容
45. {
46. if (s[i]>=f[j])
47. {
48. A[i]=true;
49. j=i;
50. }
51. else
52. {
53. A[i]=false;
54. }
55. }
56. }

**4-2 最优合并问题**

* **问题描述：**

给定k个排好序的序列,用2路合并算法将这k个序列合并成一个序列，假设所采用的2路合并算法合并2个长度为m和n的序列需要m+n-1次比较，试设计一个算法确定这个序列的最优合并顺序，使得所需要的总的比较次数最少。

* **算法思想**

1. 最优合并顺序

将k个待合并序列按长度进行非减序排列，![](data:image/x-wmf;base64,183GmgAAAAAAAEAOQAIACQAAAAARUgEACQAAA1MCAAACANIAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAkAOCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8ADgAA5gEAAAUAAAAJAgAAAAIFAAAAFALjAb8BHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuABDXGAA4gst2gAHPdn4zZuMEAAAALQEAAAoAAAAyCgAAAAACAAAAMTIkBLwBBQAAABQCgAGyABwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAQ1xgAOILLdoABz3Z+M2bjBAAAAC0BAQAEAAAA8AEAABAAAAAyCgAAAAAGAAAAKCkoKSgplgF2Ar8BLgXGAQADBQAAABQC4wHQDBwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAQ1xgAOILLdoABz3Z+M2bjBAAAAC0BAAAEAAAA8AEBAAkAAAAyCgAAAAABAAAAazK8AQUAAAAUAoABLgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AENcYADiCy3aAAc92fjNm4wQAAAAtAQEABAAAAPABAAAQAAAAMgoAAAAABgAAAGxzbHNscxQB+AIUAdkFFAEAAwUAAAAUAoABGgMcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAdrMdCmKIJH8AENcYADiCy3aAAc92fjNm4wQAAAAtAQAABAAAAPABAQAQAAAAMgoAAAAABgAAAKOj19fXozUEGgF+AH4AogAAA9IAAAAmBg8AmgFBcHBzTUZDQwEAcwEAAHMBAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINsAAIAgigAAgCDcwADABsAAAsBAAIAiDEAAAEBAAoCAIIpAAIEhmQiowIAg2wAAgCCKAACAINzAAMAGwAACwEAAgCIMgAAAQEACgIAgikAAgSGZCKjAgSGxSLXAgSGxSLXAgSGxSLXAgSGZCKjAgCDbAACAIIoAAIAg3MAAwAbAAALAQACAINrAAABAQAKAgCCKQAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAON+M2bjAAAKADgAigEAAAAAAQAAAEDhGAAEAAAALQEBAAQAAADwAQAAAwAAAAAA) ，将前两个序列合并，并将合并后的新序列加入到剩下的序列中，并保持长度非减序排列，重复以上动作，直到所有序列合并完成。

1. 最差合并序列

按长度进行非增序排列，![](data:image/x-wmf;base64,183GmgAAAAAAAEAOQAIACQAAAAARUgEACQAAA1MCAAACANIAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAkAOCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8ADgAA5gEAAAUAAAAJAgAAAAIFAAAAFALjAb8BHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuAKDXGAA4gst2gAHPdgo6ZvIEAAAALQEAAAoAAAAyCgAAAAACAAAAMTIkBLwBBQAAABQCgAGyABwAAAD7AoD+AAAAAAAAkAEAAAAAAAIAEFRpbWVzIE5ldyBSb21hbgCg1xgAOILLdoABz3YKOmbyBAAAAC0BAQAEAAAA8AEAABAAAAAyCgAAAAAGAAAAKCkoKSgplgF2Ar8BLgXGAQADBQAAABQC4wHQDBwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgCg1xgAOILLdoABz3YKOmbyBAAAAC0BAAAEAAAA8AEBAAkAAAAyCgAAAAABAAAAazK8AQUAAAAUAoABLgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AoNcYADiCy3aAAc92Cjpm8gQAAAAtAQEABAAAAPABAAAQAAAAMgoAAAAABgAAAGxzbHNscxQB+AIUAdkFFAEAAwUAAAAUAoABGgMcAAAA+wKA/gAAAAAAAJABAAAAAQACABBTeW1ib2wAdnI5CrsII38AoNcYADiCy3aAAc92Cjpm8gQAAAAtAQAABAAAAPABAQAQAAAAMgoAAAAABgAAALOz19fXszUEGgF+AH4AogAAA9IAAAAmBg8AmgFBcHBzTUZDQwEAcwEAAHMBAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAATV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINsAAIAgigAAgCDcwADABsAAAsBAAIAiDEAAAEBAAoCAIIpAAIEhmUiswIAg2wAAgCCKAACAINzAAMAGwAACwEAAgCIMgAAAQEACgIAgikAAgSGZSKzAgSGxSLXAgSGxSLXAgSGxSLXAgSGZSKzAgCDbAACAIIoAAIAg3MAAwAbAAALAQACAINrAAABAQAKAgCCKQAAAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAPIKOmbyAAAKADgAigEAAAAAAQAAANDhGAAEAAAALQEBAAQAAADwAQAAAwAAAAAA)，将前两个序列合并，并将合并后的新序列加入到剩下的序列中，并保持长度非增序排列，重复以上动作，直到所有序列合并完成。

1. 问题转化
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K个序列两两合并的过程可以用一颗完全二叉树T表示，如上图所示，在这颗二叉树中：

* 方形节点表示原始的序列，圆形节点表示合并过程中的序列
* 节点的权值表示序列的长度

由图不难看出，k个序列的合并总次数为![](data:image/x-wmf;base64,183GmgAAAAAAACARQAQACQAAAABxSwEACQAAAy0DAAACAOEAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJABCARCwAAACYGDwAMAE1hdGhUeXBlAADgABIAAAAmBg8AGgD/////AAAQAAAAwP///6/////gEAAA7wMAAAUAAAAJAgAAAAIFAAAAFALsA7IFHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuABDXGAA4gst2gAHPdiJBZgcEAAAALQEAAAkAAAAyCgAAAAABAAAAMXm8AQUAAAAUAoACPAEcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AENcYADiCy3aAAc92IkFmBwQAAAAtAQEABAAAAPABAAAVAAAAMgoAAAAACQAAACgpKCkoKSgxKQB6AUcEjgFWAY4BzgF8AqIAAAMFAAAAFAL6AEoFHAAAAPsCIv8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuABDXGAA4gst2gAHPdiJBZgcEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABrebwBBQAAABQC4wIbCBwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAQ1xgAOILLdoABz3YiQWYHBAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAaWnkArwBBQAAABQC7AP0BBwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAQ1xgAOILLdoABz3YiQWYHBAAAAC0BAAAEAAAA8AEBAAkAAAAyCgAAAAABAAAAaWm8AQUAAAAUAoACRgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AENcYADiCy3aAAc92IkFmBwQAAAAtAQEABAAAAPABAAASAAAAMgoAAAAABwAAAEJUbHNkc2v/aAHLBBQBagF6AVYDAAMFAAAAFALsA0MFHAAAAPsCIv8AAAAAAACQAQAAAAEAAgAQU3ltYm9sAHbjKgrdiCR/ABDXGAA4gst2gAHPdiJBZgcEAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAAA9abwBBQAAABQCgAKOAxwAAAD7AoD+AAAAAAAAkAEAAAABAAIAEFN5bWJvbAB2EUEKb+gifwAQ1xgAOILLdoABz3YiQWYHBAAAAC0BAQAEAAAA8AEAAAwAAAAyCgAAAAADAAAAPS0t3aEIoAIAAwUAAAAUAtgCtwQcAAAA+wLA/QAAAAAAAJABAAAAAQACABBTeW1ib2wAduMqCt6IJH8AENcYADiCy3aAAc92IkFmBwQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAOVpgAThAAAAJgYPALcBQXBwc01GQ0MBAJABAACQAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAgCDQgACAIIoAAIAg1QAAgCCKQACBIY9AD0DABBwAAEAAgCDbAACAIIoAAIAg3MAAwAbAAALAQACAINpAAABAQAKAgCCKQAACwEAAgCDaQACBIY9AD0CAIgxAAABAAIAg2sAAA0CBIYRIuUACgIAg2QAAgCCKAACAINzAAMAGwAACwEAAgCDaQAAAQEACgIAgikAAgSGEiItAgCCKAACAINrAAIEhhIiLQIAiDEAAgCCKQAAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQAHIkFmBwAACgA4AIoBAAAAAAEAAABA4RgABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==) ，其中![](data:image/x-wmf;base64,183GmgAAAAAAAAADQAIBCQAAAABQXwEACQAAA6MBAAACAJoAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAgADCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b////AAgAA5gEAAAUAAAAJAgAAAAIFAAAAFAKAAbIAHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuABDXGAA4gst2gAHPdkUvZmAEAAAALQEAAAoAAAAyCgAAAAACAAAAKCmOAQADBQAAABQC4wHQARwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAQ1xgAOILLdoABz3ZFL2ZgBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAaSm8AQUAAAAUAoABLgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AENcYADiCy3aAAc92RS9mYAQAAAAtAQAABAAAAPABAQAKAAAAMgoAAAAAAgAAAGxzFAEAA5oAAAAmBg8AKgFBcHBzTUZDQwEAAwEAAAMBAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINsAAIAgigAAgCDcwADABsAAAsBAAIAg2kAAAEBAAoCAIIpAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AYEUvZmAAAAoAOACKAQAAAAABAAAAQOEYAAQAAAAtAQEABAAAAPABAAADAAAAAAA=) 为序列![](data:image/x-wmf;base64,183GmgAAAAAAAGABQAIACQAAAAAxXQEACQAAA2cBAAACAJIAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAmABCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8gAQAA5gEAAAUAAAAJAgAAAAIFAAAAFALjAc4AHAAAAPsCIv8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuABDXGAA4gst2gAHPdukKZrMEAAAALQEAAAkAAAAyCgAAAAABAAAAaXm8AQUAAAAUAoABQAAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AENcYADiCy3aAAc926QpmswQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAHN5AAOSAAAAJgYPABoBQXBwc01GQ0MBAPMAAADzAAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgABE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAgCDcwADABsAAAsBAAIAg2kAAAEBAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0As+kKZrMAAAoAOACKAQAAAAAAAAAAQOEYAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)的长度，![](data:image/x-wmf;base64,183GmgAAAAAAAIADQAIBCQAAAADQXwEACQAAA6MBAAACAJoAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAoADCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///9AAwAA5gEAAAUAAAAJAgAAAAIFAAAAFAKAASQBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuABDXGAA4gst2gAHPdupBZqIEAAAALQEAAAoAAAAyCgAAAAACAAAAKCmOAQADBQAAABQC4wFCAhwAAAD7AiL/AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAQ1xgAOILLdoABz3bqQWaiBAAAAC0BAQAEAAAA8AEAAAkAAAAyCgAAAAABAAAAaSm8AQUAAAAUAoABOgAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AENcYADiCy3aAAc926kFmogQAAAAtAQAABAAAAPABAQAKAAAAMgoAAAAAAgAAAGRzegEAA5oAAAAmBg8AKgFBcHBzTUZDQwEAAwEAAAMBAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBE1UIEV4dHJhABNXaW5BbGxDb2RlUGFnZXMAEQbLzszlABIACCEvRY9EL0FQ9BAPR19BUPIfHkFQ9BUPQQD0RfQl9I9CX0EA9BAPQ19BAPSPRfQqX0j0j0EA9BAPQPSPQX9I9BAPQSpfRF9F9F9F9F9BDwwBAAEAAQICAgIAAgABAQEAAwABAAQABQAKAQACAINkAAIAgigAAgCDcwADABsAAAsBAAIAg2kAAAEBAAoCAIIpAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0AoupBZqIAAAoAOACKAQAAAAABAAAAQOEYAAQAAAAtAQEABAAAAPABAAADAAAAAAA=)为![](data:image/x-wmf;base64,183GmgAAAAAAAGABQAIACQAAAAAxXQEACQAAA2cBAAACAJIAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJAAmABCwAAACYGDwAMAE1hdGhUeXBlAABgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b///8gAQAA5gEAAAUAAAAJAgAAAAIFAAAAFALjAc4AHAAAAPsCIv8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuABDXGAA4gst2gAHPdukKZrMEAAAALQEAAAkAAAAyCgAAAAABAAAAaXm8AQUAAAAUAoABQAAcAAAA+wKA/gAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AENcYADiCy3aAAc926QpmswQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAHN5AAOSAAAAJgYPABoBQXBwc01GQ0MBAPMAAADzAAAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgABE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAgCDcwADABsAAAsBAAIAg2kAAAEBAAAACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAhgECAiJTeXN0ZW0As+kKZrMAAAoAOACKAQAAAAAAAAAAQOEYAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)在二叉树T中的深度，由于k-1为常数，欲使![](data:image/x-wmf;base64,183GmgAAAAAAAIADAAICCQAAAACTXwEACQAAA2gBAAACAJEAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAIAAoADCwAAACYGDwAMAE1hdGhUeXBlAABQABIAAAAmBg8AGgD/////AAAQAAAAwP///8b///9AAwAAxgEAAAUAAAAJAgAAAAIFAAAAFAJgATwBHAAAAPsCgP4AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuABDXGAA4gst2gAHPdgEsZsUEAAAALQEAAAoAAAAyCgAAAAACAAAAKCl6AQADBQAAABQCYAFGABwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAQ1xgAOILLdoABz3YBLGbFBAAAAC0BAQAEAAAA8AEAAAoAAAAyCgAAAAACAAAAQlRoAQADkQAAACYGDwAYAUFwcHNNRkNDAQDxAAAA8QAAAERlc2lnbiBTY2llbmNlLCBJbmMuAAUBAAYJRFNNVDYAABNXaW5BbGxCYXNpY0NvZGVQYWdlcwARBVRpbWVzIE5ldyBSb21hbgARA1N5bWJvbAARBUNvdXJpZXIgTmV3ABEETVQgRXh0cmEAE1dpbkFsbENvZGVQYWdlcwARBsvOzOUAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAFAAoBAAIAg0IAAgCCKAACAINUAAIAgikAAAAKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAACGAQICIlN5c3RlbQDFASxmxQAACgA4AIoBAAAAAAAAAABA4RgABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)最小，只需使![](data:image/x-wmf;base64,183GmgAAAAAAAMAHQAQACQAAAACRXQEACQAAA84CAAACAMQAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADAJABMAHCwAAACYGDwAMAE1hdGhUeXBlAADgABIAAAAmBg8AGgD/////AAAQAAAAwP///6////+ABwAA7wMAAAUAAAAJAgAAAAIFAAAAFALsAzIBHAAAAPsCIv8AAAAAAACQAQAAAAAAAgAQVGltZXMgTmV3IFJvbWFuABDXGAA4gst2gAHPdtc5Zt4EAAAALQEAAAkAAAAyCgAAAAABAAAAMXm8AQUAAAAUAoACfQIcAAAA+wKA/gAAAAAAAJABAAAAAAACABBUaW1lcyBOZXcgUm9tYW4AENcYADiCy3aAAc921zlm3gQAAAAtAQEABAAAAPABAAANAAAAMgoAAAAABAAAACgpKCmOAVYBjgEAAwUAAAAUAvoAygAcAAAA+wIi/wAAAAAAAJABAQAAAAACABBUaW1lcyBOZXcgUm9tYW4AENcYADiCy3aAAc921zlm3gQAAAAtAQAABAAAAPABAQAJAAAAMgoAAAAAAQAAAGt5vAEFAAAAFALjApsDHAAAAPsCIv8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuABDXGAA4gst2gAHPdtc5Zt4EAAAALQEBAAQAAADwAQAACgAAADIKAAAAAAIAAABpaeQCvAEFAAAAFALsA3QAHAAAAPsCIv8AAAAAAACQAQEAAAAAAgAQVGltZXMgTmV3IFJvbWFuABDXGAA4gst2gAHPdtc5Zt4EAAAALQEAAAQAAADwAQEACQAAADIKAAAAAAEAAABpabwBBQAAABQCgAL5ARwAAAD7AoD+AAAAAAAAkAEBAAAAAAIAEFRpbWVzIE5ldyBSb21hbgAQ1xgAOILLdoABz3bXOWbeBAAAAC0BAQAEAAAA8AEAAA0AAAAyCgAAAAAEAAAAbHNkcxQBagF6AQADBQAAABQC7APDABwAAAD7AiL/AAAAAAAAkAEAAAABAAIAEFN5bWJvbAB2eSsKd2gkfwAQ1xgAOILLdoABz3bXOWbeBAAAAC0BAAAEAAAA8AEBAAkAAAAyCgAAAAABAAAAPWm8AQUAAAAUAtgCNwAcAAAA+wLA/QAAAAAAAJABAAAAAQACABBTeW1ib2wAdnYrCgvoIn8AENcYADiCy3aAAc921zlm3gQAAAAtAQEABAAAAPABAAAJAAAAMgoAAAAAAQAAAOVpgATEAAAAJgYPAH0BQXBwc01GQ0MBAFYBAABWAQAARGVzaWduIFNjaWVuY2UsIEluYy4ABQEABglEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRNVCBFeHRyYQATV2luQWxsQ29kZVBhZ2VzABEGy87M5QASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAUACgEAAwAQcAABAAIAg2wAAgCCKAACAINzAAMAGwAACwEAAgCDaQAAAQEACgIAgikAAAsBAAIAg2kAAgSGPQA9AgCIMQAAAQACAINrAAANAgSGESLlAAoCAINkAAIAgigAAgCDcwADABsAAAsBAAIAg2kAAAEBAAoCAIIpAAAAAwoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAIYBAgIiU3lzdGVtAN7XOWbeAAAKADgAigEAAAAAAAAAAEDhGAAEAAAALQEAAAQAAADwAQEAAwAAAAAA)最小，于是该问题转化为最优前缀码问题，因为最优前缀码具有贪心选择性质和最优子结构性质，所以最优合并问题具有贪心选择性质和最优子结构性质。

* **代码实现**

#include <iostream>

#include <queue>

#include <string.h>

#include <vector>

using namespace std;

char Table[26];

struct Node

{

int freq;

char val;

Node \* left;

Node \* right;

Node():left(NULL), right(NULL) , freq(0) , val('0'){}

};

class Cmp

{

public:

bool operator() (const Node \* a, const Node \* b) const

{

return a->freq > b->freq; // 从小到大 ，freq 小的 优先级别高

}

};

priority\_queue<Node\* , vector<Node\*> , Cmp> myQueue;

void BuildTree()

{

for (int i = 0; i < 26; ++ i)

{

if (Table[i] > 0)

{

Node \* node = new Node();

node->freq = Table[i];

node->val =(char) (i + 'A');

myQueue.push(node);

}

}

while (myQueue.size() > 1)

{

Node \* f = myQueue.top();

myQueue.pop();

Node \* s = myQueue.top();

myQueue.pop();

Node \* tmp = new Node();

tmp->freq = f->freq + s->freq;

tmp->left = f;

tmp->right = s;

myQueue.push(tmp);

}

//cout << myQueue.top()->freq<<endl;

}

4-9汽车加油问题

问题描述：

一辆汽车加满油后可以行使nkm。旅途中有若干加油站，设计一个算法，指出应该在哪些加油站停靠，使得沿途加油次数最少。并证明算法能产生一个最优解。

算法设计思想：贪心算法，最远加油站优先

**贪心选择性质：**

设加油站编号0,1,2,…,k,k+1，其中0表示起点，k+1表示终点，加油站i到j的距离为,假设从0到k+1选取的加油站的最优解为()，记f为汽车从出发点加满油能达到的最远加油站编号，则有，当时，()是满足贪心选择性质的最优解，当时，由于从到的距离小于f到的距离，则汽车从f出发一定可以达到，所以()也是该问题的最优解，因此，总存在以贪心选择开始的最优加油方案。进一步，在做了贪心选择，即选择了加油站f之后，原问题就简化为从f开始的同样的子问题：在出发点加满油，在沿途加油站停靠使得加油次数最少，下面是该问题的最优子结构性质。

**最优子结构性质：**

设()是汽车加油问题的最优解，则易知，()是起点为，终点为k+1的汽车加油问题的最优解（加油次数为q-1）。如果不是，则说明存在次数少于q-1的解，这样，原问题就存在加油次数小于q的解，与q的最优性矛盾。因此，贪心选择策略获取的解一定是最优解。