|  |
| --- |
| **任务调度框架Quartz** |
| [建立高效可控的任务调度系统] |
|  |
| [各种企业应用几乎都会碰到任务调度的需求,e.g.:定时清理系统垃圾文件,定时导入导出数据,定时发送邮件等等业务场景,Quartz提供了这样的功能,并且高度可控,本文将带您一起领略Quartz的风采] |
|  |
| **注:资料来源于网络,版权归原作者所有,仅供学习之用** |
| **[2010-11-30][村长]** |
|  |
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Quartz任务调度

# quartz简介

各种企业应用几乎都会碰到任务调度的需求，就拿论坛来说：每隔半个小时生成精华文章的RSS文件，每天凌晨统计论坛用户的积分排名，每隔30分钟执行锁定用户解锁任务。

对于一个典型的MIS系统来说，在每月1号凌晨统计上个月各部门的业务数据生成月报表，每半个小时查询用户是否已经有快到期的待处理业务……，这样的例子俯拾皆是，不胜枚举。

任务调度本身涉及到多线程并发、运行时间规则制定和解析、场景保持与恢复、线程池维护等诸多方面的工作。如果直接使用自定义线程这种刀耕火种的原始办法，开发任务调度程序是一项颇具挑战性的工作。Java开源的好处就是：领域问题都能找到现成的解决方案。

OpenSymphony所提供的Quartz自2001年发布版本以来已经被众多项目作为任务调度的解决方案，Quartz在提供巨大灵活性的同时并未牺牲其简单性，它所提供的强大功能使你可以应付绝大多数的调度需求。

Quartz 在开源任务调度框架中的翘首，它提供了强大任务调度机制，难能可贵的是它同时保持了使用的简单性。Quartz 允许开发人员灵活地定义触发器的调度时间表，并可以对触发器和任务进行关联映射。

此外，Quartz提供了调度运行环境的持久化机制，可以保存并恢复调度现场，即使系统因故障关闭，任务调度现场数据并不会丢失。此外，Quartz还提供了组件式的侦听器、各种插件、线程池等功能。

# Quartz体系结构

Quartz对任务调度的领域问题进行了高度的抽象，提出了调度器、任务和触发器这3个核心的概念，并在org.quartz通过接口和类对重要的这些核心概念进行描述：

●Job：是一个接口，只有一个方法void execute(JobExecutionContext context)，开发者实现该接口定义运行任务，JobExecutionContext类提供了调度上下文的各种信息。Job运行时的信息保存在JobDataMap实例中；

●JobDetail：Quartz在每次执行Job时，都重新创建一个Job实例，所以它不直接接受一个Job的实例，相反它接收一个Job实现类，以便运行时通过newInstance()的反射机制实例化Job。因此需要通过一个类来描述Job的实现类及其它相关的静态信息，如Job名字、描述、关联监听器等信息，JobDetail承担了这一角色。

通过该类的构造函数可以更具体地了解它的功用：JobDetail(java.lang.String name, java.lang.String group, java.lang.Class jobClass)，该构造函数要求指定Job的实现类，以及任务在Scheduler中的组名和Job名称；

●Trigger：是一个类，描述触发Job执行的时间触发规则。主要有SimpleTrigger和CronTrigger这两个子类。当仅需触发一次或者以固定时间间隔周期执行，SimpleTrigger是最适合的选择；而CronTrigger则可以通过Cron表达式定义出各种复杂时间规则的调度方案：如每早晨9:00执行，周一、周三、周五下午5:00执行等；

●Calendar：org.quartz.Calendar和java.util.Calendar不同，它是一些日历特定时间点的集合（可以简单地将org.quartz.Calendar看作java.util.Calendar的集合——java.util.Calendar代表一个日历时间点，无特殊说明后面的Calendar即指org.quartz.Calendar）。一个Trigger可以和多个Calendar关联，以便排除或包含某些时间点。

假设，我们安排每周星期一早上10:00执行任务，但是如果碰到法定的节日，任务则不执行，这时就需要在Trigger触发机制的基础上使用Calendar进行定点排除。针对不同时间段类型，Quartz在org.quartz.impl.calendar包下提供了若干个Calendar的实现类，如AnnualCalendar、MonthlyCalendar、WeeklyCalendar分别针对每年、每月和每周进行定义；

●Scheduler：代表一个Quartz的独立运行容器，Trigger和JobDetail可以注册到Scheduler中，两者在Scheduler中拥有各自的组及名称，组及名称是Scheduler查找定位容器中某一对象的依据，Trigger的组及名称必须唯一，JobDetail的组和名称也必须唯一（但可以和Trigger的组和名称相同，因为它们是不同类型的）。Scheduler定义了多个接口方法，允许外部通过组及名称访问和控制容器中Trigger和JobDetail。

Scheduler可以将Trigger绑定到某一JobDetail中，这样当Trigger触发时，对应的Job就被执行。一个Job可以对应多个Trigger，但一个Trigger只能对应一个Job。可以通过SchedulerFactory创建一个Scheduler实例。Scheduler拥有一个SchedulerContext，它类似于ServletContext，保存着Scheduler上下文信息，Job和Trigger都可以访问SchedulerContext内的信息。SchedulerContext内部通过一个Map，以键值对的方式维护这些上下文数据，SchedulerContext为保存和获取数据提供了多个put()和getXxx()的方法。可以通过Scheduler# getContext()获取对应的SchedulerContext实例；

●ThreadPool：Scheduler使用一个线程池作为任务运行的基础设施，任务通过共享线程池中的线程提高运行效率。

Job有一个StatefulJob子接口，代表有状态的任务，该接口是一个没有方法的标签接口，其目的是让Quartz知道任务的类型，以便采用不同的执行方案。无状态任务在执行时拥有自己的JobDataMap拷贝，对JobDataMap的更改不会影响下次的执行。而有状态任务共享共享同一个JobDataMap实例，每次任务执行对JobDataMap所做的更改会保存下来，后面的执行可以看到这个更改，也即每次执行任务后都会对后面的执行发生影响。

正因为这个原因，无状态的Job可以并发执行，而有状态的StatefulJob不能并发执行，这意味着如果前次的StatefulJob还没有执行完毕，下一次的任务将阻塞等待，直到前次任务执行完毕。有状态任务比无状态任务需要考虑更多的因素，程序往往拥有更高的复杂度，因此除非必要，应该尽量使用无状态的Job。

如果Quartz使用了数据库持久化任务调度信息，无状态的JobDataMap仅会在Scheduler注册任务时保持一次，而有状态任务对应的JobDataMap在每次执行任务后都会进行保存。

Trigger自身也可以拥有一个JobDataMap，其关联的Job可以通过JobExecutionContext#getTrigger().getJobDataMap()获取Trigger中的JobDataMap。不管是有状态还是无状态的任务，在任务执行期间对Trigger的JobDataMap所做的更改都不会进行持久，也即不会对下次的执行产生影响。

Quartz拥有完善的事件和监听体系，大部分组件都拥有事件，如任务执行前事件、任务执行后事件、触发器触发前事件、触发后事件、调度器开始事件、关闭事件等等，可以注册相应的监听器处理感兴趣的事件。

图1描述了Scheduler的内部组件结构，SchedulerContext提供Scheduler全局可见的上下文信息，每一个任务都对应一个JobDataMap，虚线表达的JobDataMap表示对应有状态的任务：
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图1 Scheduler结构图

一个Scheduler可以拥有多个Triger组和多个JobDetail组，注册Trigger和JobDetail时，如果不显式指定所属的组，Scheduler将放入到默认组中，默认组的组名为Scheduler.DEFAULT\_GROUP。组名和名称组成了对象的全名，同一类型对象的全名不能相同。

Scheduler本身就是一个容器，它维护着Quartz的各种组件并实施调度的规则。Scheduler还拥有一个线程池，线程池为任务提供执行线程——这比执行任务时简单地创建一个新线程要拥有更高的效率，同时通过共享节约资源的占用。通过线程池组件的支持，对于繁忙度高、压力大的任务调度，Quartz将可以提供良好的伸缩性。

**提示：** Quartz完整下载包examples目录下拥有10多个实例，它们是快速掌握Quartz应用很好的实例。

# Quartz实例入门

#### 使用SimpleTrigger

SimpleTrigger拥有多个重载的构造函数，用以在不同场合下构造出对应的实例：

●SimpleTrigger(String name, String group)：通过该构造函数指定Trigger所属组和名称；

●SimpleTrigger(String name, String group, Date startTime)：除指定Trigger所属组和名称外，还可以指定触发的开发时间；

●SimpleTrigger(String name, String group, Date startTime, Date endTime, int repeatCount, long repeatInterval)：除指定以上信息外，还可以指定结束时间、重复执行次数、时间间隔等参数；

●SimpleTrigger(String name, String group, String jobName, String jobGroup, Date startTime, Date endTime, int repeatCount, long repeatInterval)：这是最复杂的一个构造函数，在指定触发参数的同时，还通过jobGroup和jobName，让该Trigger和Scheduler中的某个任务关联起来。

通过实现 org.quartz..Job 接口，可以使 Java 类化身为可调度的任务。代码清单1提供了 Quartz 任务的一个示例：

代码清单1 SimpleJob：简单的Job实现类

package com.baobaotao.basic.quartz;

import java.util.Date;

import org.quartz.Job;

import org.quartz.JobExecutionContext;

import org.quartz.JobExecutionException;

public class SimpleJob implements Job {

①实例Job接口方法

public void execute(JobExecutionContext jobCtx)throws JobExecutionException {

System.out.println(jobCtx.getTrigger().getName()+ " triggered. time is:" + (new Date()));

}

}

这个类用一条非常简单的输出语句实现了Job接口的execute(JobExecutionContext context) 方法，这个方法可以包含想要执行的任何代码。下面，我们通过SimpleTrigger对SimpleJob进行调度：

代码清单2 SimpleTriggerRunner：使用SimpleTrigger进行调度

package com.baobaotao.basic.quartz;

import java.util.Date;

import org.quartz.JobDetail;

import org.quartz.Scheduler;

import org.quartz.SchedulerFactory;

import org.quartz.SimpleTrigger;

import org.quartz.impl.StdSchedulerFactory;

public class SimpleTriggerRunner {

public static void main(String args[]) {

try {

**①创建一个JobDetail实例，指定SimpleJob**

JobDetail jobDetail = new JobDetail("job1\_1","jGroup1", SimpleJob.class);

**②通过SimpleTrigger定义调度规则：马上启动，每2秒运行一次，共运行100次**

SimpleTrigger simpleTrigger = new SimpleTrigger("trigger1\_1","tgroup1");

simpleTrigger.setStartTime(new Date());

simpleTrigger.setRepeatInterval(2000);

simpleTrigger.setRepeatCount(100);

**③通过SchedulerFactory获取一个调度器实例**

SchedulerFactory schedulerFactory = new StdSchedulerFactory();

Scheduler scheduler = schedulerFactory.getScheduler();

scheduler.scheduleJob(jobDetail, simpleTrigger);**④ 注册并进行调度**

scheduler.start();**⑤调度启动**

} catch (Exception e) {

e.printStackTrace();

}

}

}

首先在①处通过JobDetail封装SimpleJob，同时指定Job在Scheduler中所属组及名称，这里，组名为jGroup1，而名称为job1\_1。

在②处创建一个SimpleTrigger实例，指定该Trigger在Scheduler中所属组及名称。接着设置调度的时间规则。

最后，需要创建Scheduler实例，并将JobDetail和Trigger实例注册到Scheduler中。这里，我们通过StdSchedulerFactory获取一个Scheduler实例，并通过scheduleJob(JobDetail jobDetail, Trigger trigger)完成两件事：

1)将JobDetail和Trigger注册到Scheduler中；

2)将Trigger指派给JobDetail，将两者关联起来。

当Scheduler启动后，Trigger将定期触发并执行SimpleJob的execute(JobExecutionContext jobCtx)方法，然后每 10 秒重复一次，直到任务被执行 100 次后停止。

还可以通过SimpleTrigger的setStartTime(java.util.Date startTime)和setEndTime(java.util.Date endTime)指定运行的时间范围，当运行次数和时间范围冲突时，超过时间范围的任务运行不被执行。如可以通过simpleTrigger.setStartTime(new Date(System.currentTimeMillis() + 60000L))指定60秒钟以后开始。

除了通过scheduleJob(jobDetail, simpleTrigger)建立Trigger和JobDetail的关联，还有另外一种关联Trigger和JobDetail的方式：

JobDetail jobDetail = new JobDetail("job1\_1","jGroup1", SimpleJob.class);

SimpleTrigger simpleTrigger = new SimpleTrigger("trigger1\_1","tgroup1");

…

simpleTrigger.setJobGroup("jGroup1");**①-1：指定关联的Job组名**

simpleTrigger.setJobName("job1\_1");**①-2：指定关联的Job名称**

scheduler.addJob(jobDetail, true);**② 注册JobDetail**

scheduler.scheduleJob(simpleTrigger);**③ 注册指定了关联JobDetail的Trigger**

在这种方式中，Trigger通过指定Job所属组及Job名称，然后使用Scheduler的scheduleJob(Trigger trigger)方法注册Trigger。有两个值得注意的地方：

通过这种方式注册的Trigger实例必须已经指定Job组和Job名称，否则调用注册Trigger的方法将抛出异常；

引用的JobDetail对象必须已经存在于Scheduler中。也即，代码中①、②和③的先后顺序不能互换。

在构造Trigger实例时，可以考虑使用org.quartz.TriggerUtils工具类，该工具类不但提供了众多获取特定时间的方法，还拥有众多获取常见Trigger的方法，如makeSecondlyTrigger(String trigName)方法将创建一个每秒执行一次的Trigger，而makeWeeklyTrigger(String trigName, int dayOfWeek, int hour, int minute)将创建一个每星期某一特定时间点执行一次的Trigger。而getEvenMinuteDate(Date date)方法将返回某一时间点一分钟以后的时间。

1. **使用CronTrigger**

CronTrigger 能够提供比 SimpleTrigger 更有具体实际意义的调度方案，调度规则基于 Cron 表达式，CronTrigger 支持日历相关的重复时间间隔（比如每月第一个周一执行），而不是简单的周期时间间隔。因此，相对于SimpleTrigger而言，CronTrigger在使用上也要复杂一些。

**Cron表达式**

Quartz使用类似于Linux下的Cron表达式定义时间规则，Cron表达式由6或7个由空格分隔的时间字段组成，如表1所示：

表1 Cron表达式时间字段

|  |  |  |  |
| --- | --- | --- | --- |
| 位置 | 时间域名 | 允许值 | 允许的特殊字符 |
| 1 | 秒 | 0-59 | , - \* / |
| 2 | 分钟 | 0-59 | , - \* / |
| 3 | 小时 | 0-23 | , - \* / |
| 4 | 日期 | 1-31 | , - \* ? / L W C |
| 5 | 月份 | 1-12 | , - \* / |
| 6 | 星期 | 1-7 | , - \* ? / L C # |
| 7 | 年(可选) | 空值1970-2099 | , - \* / |

Cron表达式的时间字段除允许设置数值外，还可使用一些特殊的字符，提供列表、范围、通配符等功能，细说如下：

●星号(\*)：可用在所有字段中，表示对应时间域的每一个时刻，例如，\*在分钟字段时，表示“每分钟”；

●问号（?）：该字符只在日期和星期字段中使用，它通常指定为“无意义的值”，相当于点位符；

●减号(-)：表达一个范围，如在小时字段中使用“10-12”，则表示从10到12点，即10,11,12；

●逗号(,)：表达一个列表值，如在星期字段中使用“MON,WED,FRI”，则表示星期一，星期三和星期五；

●斜杠(/)：x/y表达一个等步长序列，x为起始值，y为增量步长值。如在分钟字段中使用0/15，则表示为0,15,30和45秒，而5/15在分钟字段中表示5,20,35,50，你也可以使用\*/y，它等同于0/y；

●L：该字符只在日期和星期字段中使用，代表“Last”的意思，但它在两个字段中意思不同。L在日期字段中，表示这个月份的最后一天，如一月的31号，非闰年二月的28号；如果L用在星期中，则表示星期六，等同于7。但是，如果L出现在星期字段里，而且在前面有一个数值X，则表示“这个月的最后X天”，例如，6L表示该月的最后星期五；

●W：该字符只能出现在日期字段里，是对前导日期的修饰，表示离该日期最近的工作日。例如15W表示离该月15号最近的工作日，如果该月15号是星期六，则匹配14号星期五；如果15日是星期日，则匹配16号星期一；如果15号是星期二，那结果就是15号星期二。但必须注意关联的匹配日期不能够跨月，如你指定1W，如果1号是星期六，结果匹配的是3号星期一，而非上个月最后的那天。W字符串只能指定单一日期，而不能指定日期范围；

●LW组合：在日期字段可以组合使用LW，它的意思是当月的最后一个工作日；

●井号(#)：该字符只能在星期字段中使用，表示当月某个工作日。如6#3表示当月的第三个星期五(6表示星期五，#3表示当前的第三个)，而4#5表示当月的第五个星期三，假设当月没有第五个星期三，忽略不触发；

● C：该字符只在日期和星期字段中使用，代表“Calendar”的意思。它的意思是计划所关联的日期，如果日期没有被关联，则相当于日历中所有日期。例如5C在日期字段中就相当于日历5日以后的第一天。1C在星期字段中相当于星期日后的第一天。

Cron表达式对特殊字符的大小写不敏感，对代表星期的缩写英文大小写也不敏感。

表2下面给出一些完整的Cron表示式的实例：

表2 Cron表示式示例

|  |  |
| --- | --- |
| 表示式 | 说明 |
| "0 0 12 \* \* ? " | 每天12点运行 |
| "0 15 10 ? \* \*" | 每天10:15运行 |
| "0 15 10 \* \* ?" | 每天10:15运行 |
| "0 15 10 \* \* ? \*" | 每天10:15运行 |
| "0 15 10 \* \* ? 2008" | 在2008年的每天10：15运行 |
| "0 \* 14 \* \* ?" | 每天14点到15点之间每分钟运行一次，开始于14:00，结束于14:59。 |
| "0 0/5 14 \* \* ?" | 每天14点到15点每5分钟运行一次，开始于14:00，结束于14:55。 |
| "0 0/5 14,18 \* \* ?" | 每天14点到15点每5分钟运行一次，此外每天18点到19点每5钟也运行一次。 |
| "0 0-5 14 \* \* ?" | 每天14:00点到14:05，每分钟运行一次。 |
| "0 10,44 14 ? 3 WED" | 3月每周三的14:10分到14:44，每分钟运行一次。 |
| "0 15 10 ? \* MON-FRI" | 每周一，二，三，四，五的10:15分运行。 |
| "0 15 10 15 \* ?" | 每月15日10:15分运行。 |
| "0 15 10 L \* ?" | 每月最后一天10:15分运行。 |
| "0 15 10 ? \* 6L" | 每月最后一个星期五10:15分运行。 |
| "0 15 10 ? \* 6L 2007-2009" | 在2007,2008,2009年每个月的最后一个星期五的10:15分运行。 |
| "0 15 10 ? \* 6#3" | 每月第三个星期五的10:15分运行。 |

**CronTrigger实例**

下面，我们使用CronTrigger对SimpleJob进行调度，通过Cron表达式制定调度规则，让它每5秒钟运行一次：

代码清单3 CronTriggerRunner：使用CronTrigger进行调度

package com.baobaotao.basic.quartz;

import org.quartz.CronExpression;

import org.quartz.CronTrigger;

import org.quartz.JobDetail;

import org.quartz.Scheduler;

import org.quartz.SchedulerFactory;

import org.quartz.impl.StdSchedulerFactory;

public class CronTriggerRunner {

public static void main(String args[]) {

try {

JobDetail jobDetail = new JobDetail("job1\_2", "jGroup1",SimpleJob.class);

①-1：创建CronTrigger，指定组及名称

CronTrigger cronTrigger = new CronTrigger("trigger1\_2", "tgroup1");

CronExpression cexp = new CronExpression("0/5 \* \* \* \* ?");**①-2：定义Cron表达式**

cronTrigger.setCronExpression(cexp);**①-3：设置Cron表达式**

SchedulerFactory schedulerFactory = new StdSchedulerFactory();

Scheduler scheduler = schedulerFactory.getScheduler();

scheduler.scheduleJob(jobDetail, cronTrigger);

scheduler.start();

//**②**

} catch (Exception e) {

e.printStackTrace();

}

}

}

运行CronTriggerRunner，每5秒钟将触发运行SimpleJob一次。默认情况下Cron表达式对应当前的时区，可以通过CronTriggerRunner的setTimeZone(java.util.TimeZone timeZone)方法显式指定时区。你还也可以通过setStartTime(java.util.Date startTime)和setEndTime(java.util.Date endTime)指定开始和结束的时间。

在代码清单3的②处需要通过Thread.currentThread.sleep()的方式让主线程睡眠，以便调度器可以继续工作执行任务调度。否则在调度器启动后，因为主线程马上退出，也将同时引起调度器关闭，调度器中的任务都将相应销毁，这将导致看不到实际的运行效果。在单元测试的时候，让主线程睡眠经常使用的办法。对于某些长周期任务调度的测试，你可以简单地调整操作系统时间进行模拟。

1. **使用Calendar**

在实际任务调度中，我们不可能一成不变地按照某个周期性的调度规则运行任务，必须考虑到实现生活中日历上特定日期，就象习惯了大男人作风的人在2月14号也会有不同表现一样。

下面，我们安排一个任务，每小时运行一次，并将五一节和国际节排除在外，其代码如代码清单4所示：

代码清单4 CalendarExample：使用Calendar

package com.baobaotao.basic.quartz;

import java.util.Calendar;

import java.util.Date;

import java.util.GregorianCalendar;

import org.quartz.impl.calendar.AnnualCalendar;

import org.quartz.TriggerUtils;

…

public class CalendarExample {

public static void main(String[] args) throws Exception {

SchedulerFactory sf = new StdSchedulerFactory();

Scheduler scheduler = sf.getScheduler();

①法定节日是以每年为周期的，所以使用AnnualCalendar

AnnualCalendar holidays = new AnnualCalendar();

**②五一劳动节**

Calendar laborDay = new GregorianCalendar();

laborDay.add(Calendar.MONTH,5);

laborDay.add(Calendar.DATE,1);

holidays.setDayExcluded(laborDay, true); **②-1：排除的日期，如果设置为false则为包含**

**③国庆节**

Calendar nationalDay = new GregorianCalendar();

nationalDay.add(Calendar.MONTH,10);

nationalDay.add(Calendar.DATE,1);

holidays.setDayExcluded(nationalDay, true);**③-1：排除该日期**

scheduler.addCalendar("holidays", holidays, false, false);**④向Scheduler注册日历**

Date runDate = TriggerUtils.getDateOf(0,0, 10, 1, 4);**⑤4月1号 上午10点**

JobDetail job = new JobDetail("job1", "group1", SimpleJob.class);

SimpleTrigger trigger = new SimpleTrigger("trigger1", "group1",

runDate,

null,

SimpleTrigger.REPEAT\_INDEFINITELY,

60L \* 60L \* 1000L);

trigger.setCalendarName("holidays");**⑥让Trigger应用指定的日历规则**

scheduler.scheduleJob(job, trigger);

scheduler.start();

//实际应用中主线程不能停止，否则Scheduler得不到执行，此处从略

}

}

由于节日是每年重复的，所以使用org.quartz.Calendar的AnnualCalendar实现类，通过②、③的代码，指定五一和国庆两个节日并通过AnnualCalendar#setDayExcluded(Calendar day, boolean exclude)方法添加这两个日期。exclude为true时表示排除指定的日期，如果为false时表示包含指定的日期。

在定制好org.quartz.Calendar后，还需要通过Scheduler#addCalendar(String calName, Calendar calendar, boolean replace, boolean updateTriggers)进行注册，如果updateTriggers为true，Scheduler中已引用Calendar的Trigger将得到更新，如④所示。

在⑥处，我们让一个Trigger指定使用Scheduler中代表节日的Calendar，这样Trigger就会避开五一和国庆这两个特殊日子了。

# 任务调度信息存储

在默认情况下Quartz将任务调度的运行信息保存在内存中，这种方法提供了最佳的性能，因为内存中数据访问最快。不足之处是缺乏数据的持久性，当程序路途停止或系统崩溃时，所有运行的信息都会丢失。

比如我们希望安排一个执行100次的任务，如果执行到50次时系统崩溃了，系统重启时任务的执行计数器将从0开始。在大多数实际的应用中，我们往往并不需要保存任务调度的现场数据，因为很少需要规划一个指定执行次数的任务。

对于仅执行一次的任务来说，其执行条件信息本身应该是已经持久化的业务数据（如锁定到期解锁任务，解锁的时间应该是业务数据），当执行完成后，条件信息也会相应改变。当然调度现场信息不仅仅是记录运行次数，还包括调度规则、JobDataMap中的数据等等。

如果确实需要持久化任务调度信息，Quartz允许你通过调整其属性文件，将这些信息保存到数据库中。使用数据库保存任务调度信息后，即使系统崩溃后重新启动，任务的调度信息将得到恢复。如前面所说的例子，执行50次崩溃后重新运行，计数器将从51开始计数。使用了数据库保存信息的任务称为持久化任务。

1. **通过配置文件调整任务调度信息的保存策略**

其实Quartz JAR文件的org.quartz包下就包含了一个quartz.properties属性配置文件并提供了默认设置。如果需要调整默认配置，可以在类路径下建立一个新的quartz.properties，它将自动被Quartz加载并覆盖默认的设置。

先来了解一下Quartz的默认属性配置文件：

代码清单5 quartz.properties：默认配置

①集群的配置，这里不使用集群

org.quartz.scheduler.instanceName = DefaultQuartzScheduler

org.quartz.scheduler.rmi.export = false

org.quartz.scheduler.rmi.proxy = false

org.quartz.scheduler.wrapJobExecutionInUserTransaction = false

②配置调度器的线程池

org.quartz.threadPool.class = org.quartz.simpl.SimpleThreadPool

org.quartz.threadPool.threadCount = 10

org.quartz.threadPool.threadPriority = 5

org.quartz.threadPool.threadsInheritContextClassLoaderOfInitializingThread = true

③配置任务调度现场数据保存机制

org.quartz.jobStore.class = **org.quartz.simpl.RAMJobStore**

Quartz的属性配置文件主要包括三方面的信息：

1)集群信息；

2)调度器线程池；

3)任务调度现场数据的保存。

如果任务数目很大时，可以通过增大线程池的大小得到更好的性能。默认情况下，Quartz采用org.quartz.simpl.RAMJobStore保存任务的现场数据，顾名思义，信息保存在RAM内存中，我们可以通过以下设置将任务调度现场数据保存到数据库中：

代码清单6 quartz.properties：使用数据库保存任务调度现场数据

…

org.quartz.jobStore.class = org.quartz.impl.jdbcjobstore.JobStoreTX

org.quartz.jobStore.tablePrefix = QRTZ\_**①数据表前缀**

org.quartz.jobStore.dataSource = qzDS**②数据源名称**

③定义数据源的具体属性

org.quartz.dataSource.qzDS.driver = oracle.jdbc.driver.OracleDriver

org.quartz.dataSource.qzDS.URL = jdbc:oracle:thin:@localhost:1521:ora9i

org.quartz.dataSource.qzDS.user = stamen

org.quartz.dataSource.qzDS.password = abc

org.quartz.dataSource.qzDS.maxConnections = 10

要将任务调度数据保存到数据库中，就必须使用org.quartz.impl.jdbcjobstore.JobStoreTX代替原来的org.quartz.simpl.RAMJobStore并提供相应的数据库配置信息。首先①处指定了Quartz数据库表的前缀，在②处定义了一个数据源，在③处具体定义这个数据源的连接信息。

你必须事先在相应的数据库中创建Quartz的数据表（共8张），在Quartz的完整发布包的docs/dbTables目录下拥有对应不同数据库的SQL脚本。

1. **查询数据库中的运行信息**

任务的现场保存对于上层的Quartz程序来说是完全透明的，我们在src目录下编写一个如代码清单6所示的quartz.properties文件后，重新运行代码清单2或代码清单3的程序，在数据库表中将可以看到对应的持久化信息。当调度程序运行过程中途停止后，任务调度的现场数据将记录在数据表中，在系统重启时就可以在此基础上继续进行任务的调度。

代码清单7 JDBCJobStoreRunner：从数据库中恢复任务的调度

package com.baobaotao.basic.quartz;

import org.quartz.Scheduler;

import org.quartz.SchedulerFactory;

import org.quartz.SimpleTrigger;

import org.quartz.Trigger;

import org.quartz.impl.StdSchedulerFactory;

public class JDBCJobStoreRunner {

public static void main(String args[]) {

try {

SchedulerFactory schedulerFactory = new StdSchedulerFactory();

Scheduler scheduler = schedulerFactory.getScheduler();

①获取调度器中所有的触发器组

String[] triggerGroups = scheduler.getTriggerGroupNames();

②重新恢复在tgroup1组中，名为trigger1\_1触发器的运行

for (int i = 0; i < triggerGroups.length; i++) {

String[] triggers = scheduler.getTriggerNames(triggerGroups[i]);

for (int j = 0; j < triggers.length; j++) {

Trigger tg = scheduler.getTrigger(triggers[j],triggerGroups[i]);

if (tg instanceof SimpleTrigger

&& tg.getFullName().equals("tgroup1.trigger1\_1")) {**②-1:根据名称判断**

**②-1:恢复运行**

scheduler.rescheduleJob(triggers[j], triggerGroups[i],tg);

}

}

}

scheduler.start();

} catch (Exception e) {

e.printStackTrace();

}

}

}

当代码清单2中的SimpleTriggerRunner执行到一段时间后非正常退出，我们就可以通过这个JDBCJobStoreRunner根据记录在数据库中的现场数据恢复任务的调度。Scheduler中的所有Trigger以及JobDetail的运行信息都会保存在数据库中，这里我们仅恢复tgroup1组中名称为trigger1\_1的触发器，这可以通过如②-1所示的代码进行过滤，触发器的采用GROUP.TRIGGER\_NAME的全名格式。通过Scheduler#rescheduleJob(String triggerName,String groupName,Trigger newTrigger)即可重新调度关联某个Trigger的任务。

下面我们来观察一下不同时期qrtz\_simple\_triggers表的数据：

1．运行代码清单2的SimpleTriggerRunner一小段时间后退出：

![Quartz任务调度快速入门](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlYAAAAfBAMAAADXQ56hAAAAGFBMVEXq6uqtqZDAwMCGhoYEBARmZmbn59b////RNvQfAAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAA09JREFUaN7tmF1uGyEQxy01F6h6g77kAH3wBRAcoKryHGVE3tuVuX5hPjC7C5gP241ST5ZdZT1/mPktsGMffj2s1Q4vDu1Ilz+ux05uJb65cny8YO8jKabCw4tFO9Ll7WR7jLxfj12iCeX4eN7e6fKtL8VEuGellAalLFhQGhvf8AbWajpZuhVjD/95Pxu8bWhyI6ioD7wGOd5eKdkZu9RWBkMZDgfZ8bKq6MufhFAp6IRV+CwmATxaIQHfyqwYB+CVGvOxoBNW6+fMGHVMzXJHNunn3JKsz87sTSq+QZ1Jug2qJMZwzrKStLgLncyDXQK6Nq8SVlZaysoP76lXWFlpkZVtZxVOwso2s0pUG1YQFgjkWEkSmm6XEhhmBf+IFXSwgjuzwn3Cr2ZsvHiZVRhXe4PVrhO6xuXuY6DGmxSGL1sBFPcr3hV1XDCXWBVV4stRY7hEYLsGOQnar4oJ+D7G9is/QGQ1sV/lZ4iV3WPPKkxmaFOJr0StdY2VjDS/X+1ZAb1cYG5vr2SNL8w9K6izSlTim7DC196elSRxHVaKW8pKW5xcZVbALWGlmlnhsX8PXmCVqras8AOosNq9B9cJtLECRY0ei7bnl7De1TtxKL/SsVFtg/GHPjDmWGPtsqZCyF+SrLm+khorwyqn0uIrUTOrZNs5RQhJfVVMoF5fddiZVa+NKcfHszep20um6F3YFzvwu7BTWZKNqS6yyqU2xSpnX8kGnvOYcnw8b68k7p9XIjz8/PGwRpv6TUbseUg1rhwfz9vvYWFcgwe0L3eOfUw5Pp6bZAWR1ROzMonHkpx3Rks/E3vBv0FZM+MWFY5+VsrEY5SVQVaaWT2pwMqsPHxk8VzJeMOm5D/Hyqfq//zRzWpxSzwGWS3ESq3mldn4JOdmVjebV4Os3PVY6ZSVWoxZFB1OtbIK/t7dhHj88/98rAyzUqt5tWA8crTOq+Ac4/l4rMzVWOksK6UussIvm0OsRHkfVoubZLW4S/PKfZZ5ZaZZKZXZr2bXoPqArBY3y0pqhvV70Pd33ttbWaGECpib7u2D9ZWfFVeur9K63eyKh4o9i6TGtaLstTEV25Xq9sgqPIZYTip1qbJ8Jsl/wOrxfbBRuP1N5vvDivYXZEoiTHb9eQ4AAAAASUVORK5CYII=)

REPEAT\_COUNT表示需要运行的总次数，而TIMES\_TRIGGER表示已经运行的次数。

2．运行代码清单7的JDBCJobStoreRunner恢复trigger1\_1的触发器，运行一段时间后退出，这时qrtz\_simple\_triggers中的数据如下：

![Quartz任务调度快速入门](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlYAAAAfBAMAAADXQ56hAAAAGFBMVEXq6uqtqZDAwMCGhoYEBARmZmbn59b////RNvQfAAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAA2RJREFUaN7tmFGO3CAMhkfqXqDqDfoyB+jDXMCCA1TVPq8Wse9tNLl+wTaEBEjAbLZVO1ZItBn/YH8DhtnLj4e12uV5RrvR49fcY/d5JT5dKR/P25skxVR4ebZoN3q83m2PkffLrUs0oJSP5+yNHl/6UkyEOSsAZQCssQYUNn7hzFir6GbpVYzd/+X8rPe2voUXXkV94NPL8fVKyc7YpbJhMJThcKY4XlEVffkTHyoFnbDyn8UkDI9WScC1OivGYfBJjflYoxJW6++ZMaqYmuWObNLP0pKsF2f2JhW/oM5Cug2qJEZ/L7IKaXEXKpkHWQJqb14lrGxoKSs3vKO+w8qGFlnZdlb+FljZZlaJasPK+AViSqxCEope1xIQszJ/iJXpYGU+mBXWCbeasfHiZVZ+XOXMrKqO7xqXu4uBGhcpDD+UAlOtV1wVVVwwR6yqquDLUWO4RGC7BjkJqlfVBFwfsnrlBoisBupVeYbYUD1yVn4ymzZV8A1RK7XHKow0Xq9yVoY2FzNW23eyxg0zZ2X2WSWq4Juwwm0vZxWSeB9WwC1lpSxOrjorwy1hBc2s8Mr3wQNWqWrLCj8wO6yyfXCdQBsrA9Toa1F22YRVdt6JQ7mVjo3ONhi/7wNjjmesLGs6CLlHkjWfr8IZq8CqpFLBN0TNrJKyc48QkvNVNYH981WHLax6TaaUj2dPObfXDGgv7Ivd8F7YqazJZKpDVqXUhliV7DOZ4HuWKeXjOXshcf+8CsLL928Pa7Sh/8kEu4pUcqV8PGc/xcK4Bi9onz44dplSPt48yMpEVk/MSiceU3LPjJZ+IfaKf4Ny3ybwVz8r0PGSsCKhZ6WY1RN4Vnrl5SKL952MN2xq/sOs9Kzd1c1qmqd4CVix0LOC1bzSW7/l3szqtHmFrCRrcIgV5sOsVMoKJq0noGuGVlbe37lrH4+bsf8uK1jNqwnnebha55V3jvGcWK80SOrVrMdYaXcxK1VkBXDICn9silgFZXfUknqFEQ2w8tNqPphX8982r6Ss9BgrJFGoV6NrEM5kJd4Hh1ihfC7sg66/pba3skIJHWBOre3C89UEMHK+cnJ3rc5X6bldZ4eHHbsGyR7XHWWvyVRs73Ruj6z81xCPkwBHJ8srSf4DVo/fg43C7f9kvj6sar8BzuokuTsKfQ8AAAAASUVORK5CYII=)

首先Quartz会将原REPEAT\_COUNT-TIMES\_TRIGGER得到新的REPEAT\_COUNT值，并记录已经运行的次数（重新从0开始计算）。

3．重新启动JDBCJobStoreRunner运行后，数据又将发生相应的变化：

![Quartz任务调度快速入门](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlYAAAAgBAMAAAAibyvZAAAAGFBMVEXq6uqtqZDAwMCGhoYEBARmZmbn59b////RNvQfAAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAA2dJREFUaN7tmF2O2yAQxyN1L1D1Bn3JAfqQCyA4QFXt86qIfW9RuH5hPjC2wYZxvK3UjIytdeYPM7/wMZvLj6f12uU1gN3w8TuM2D3MxKcr5eMle5ekWAovrw7sho+fdzdi6P12GxIdUMrHi/aOjy9jKRbCNSultFXKWWeVhkYvolnnNN4cvsqxp7+in0veLjV+kVTYBzyTHF7PlOQMXWrHg4EMhrPV8aqq7EufpFAx6IJV+iwnYWm0RgKxtVkRDgtPbMTHWV2wmn/PhFHn1Bx15Ip+plZkPTmTN6roBXbG6XaoihjTvcqK06IudDEPVgnorXlVsHLcSlZx+Eh9g5Xjllm5flbpxqxcN6tCtWBl0wKxNVachMbXrQTErOxfYmUHWNkPZgX7RFzN0GjxEqs0ro5mZ7tO6hqWe4wBG21SED5vBba5X9GuqPOC2WPVVLEvRQ3hIoHlGqQkcL9qJhD7kO1XcYDM6sB+VZ8hjnePNas0mW2fin05aq23WPFIx/erNSuLh4s9trdvZA0H5pqV3WZVqNi3YAXH3poVJ/EYVopayUo7mFxtVpZawUp1s4JrfQ7usCpVS1bwgd1gtToH5wn0sbIKG34t2k2HsF7VO3mouNKhYW0D8ac+IOZcY62yxkIoPoqsqb7iGqvCqqbS7MtRE6ti27lnCEV91Uxgu74asInVqMmU8vHcKXV7yxSehWOxWzoLB5UtmUy1y6qW2iFWNfuMJvieZUr5eNHeUDw+r1h4+f7taZ126DcZtqtIJVfKx4v2SyzMa/AC9umDY5cp5eOFg6xsZvVCrEzh4Yv7ynDpV2Jv+Hcot00pE/seZxVlfMlYeaWAlSZWLyqxMguf6b6RsQ8V1QmsUnhqXOWDz5d0XnlgpWbzyixcins3q9PmVepYwCo8gJVBVrpkpbwxXuEV4+pklfyju0nxwDo5jZWXrMHHsVKzeeWDMdPVO6+Sc47nPFZGyMocZeUDsdJVVnEj3WMF/2yKWLFymJWRsPLhYaxa8yr8a/PKw1E4zsocZmVCZb86ugbVyawkNYMPD2M1Owdjf9Pe3ssKJFjAnLq3S1kpdbC+YlZcX5V1u1kVDxt2ZckW1w3lqMlUZA+q2zOr9DXkclKpvcryipL/gNXz/8FO4fI3ma9Paxr/JvO0ffsDvpSzm/Zm5S0AAAAASUVORK5CYII=)

4．继续运行直至完成所有剩余的次数，再次查询qrtz\_simple\_triggers表：

![Quartz任务调度快速入门](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlYAAAAiBAMAAABvp4rSAAAAGFBMVEWtqZCGhoYEBARmZmbn59b///8AAAAAAAAMJNU0AAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAAmVJREFUaN7tmEtu4zAMht0jzCIXMHSBwaD7lmAPUCC5/1VG4kOhI8uh5D42/FHGqCOK5GeLErL8C3m1vN5IF7583kZ0vW2cv91zPl7Rx0yJ1nF5RdKFL+9XHBGPfrsMOZ3wnI+X9cGXl7ESjWPLal0TrCsCwprI5EYWICb+QL5Vcy//5XFYRmMxvVG8eA66Fne6vfGUwTRlQg1GbhQOduPtetWx8k1JlZM2rMp3tQiQaJ0CsvVZCQ6gK5vwQUiG1fY5C8ZUS0OZCM08dzNV3wfLaPaSGzyZluvwMjmWz11WWpZMkcx70BSQjt4rwwrVLKscPlM/YIVqlRX6WZUPZYVuVsbrgRWUBQJ7rLSIxLd7BUyzgl9iBQOs4IdZUZ/Iq5lMFq+wKnFTFmy6TpmalnvOgU2aFKWvrQC6/Uq6YqoL5hmrrpeOlawpXSbwuAalCO5X3QLyHHP9KgeorE70q/03BLV7tKzKyww+Lx2rWad0xEojne9XLSvgzQXO9faDqmnDbFnBMSvjpWMNK9r2WlZaxNewWsUsq4T0cvVZgZhhtbpZ0V+7Dz5hZb0eWdEXcMCq2Qe3BfhYwcrGjyXhfRNOzXmnhsornYzPNpR/mYNyrmespmo+COWLqVrOV3rG2mG155V0rGYtrEzbuVYI5nzVLeD4fDWgO6tRzXnOx8NvObf3tPJeOJY7yF446Nlzm/N6ymqvtFOs9rSwJp7znOd8vKw3dh5/r9Rx+fsn5JT+JhN6rmDlV7DyK1j5Faz8ClZ+BSu/gpVfwcqvYOVXsPIrWPkVrPwKVn4FK7+ClV/Byq9g5dd/MCRNaGjE/BUAAAAASUVORK5CYII=)

这时，该表中的记录已经变空。

值得注意的是，如果你使用JDBC保存任务调度数据时，当你运行代码清单2的SimpleTriggerRunner然后退出，当再次希望运行SimpleTriggerRunner时，系统将抛出JobDetail重名的异常：

Unable to store Job with name: 'job1\_1' and group: 'jGroup1', because one already exists with this identification.

因为每次调用Scheduler#scheduleJob()时，Quartz都会将JobDetail和Trigger的信息保存到数据库中，如果数据表中已经同名的JobDetail或Trigger，异常就产生了。

# 小结

Quartz提供了最为丰富的任务调度功能，不但可以制定周期性运行的任务调度方案，还可以让你按照日历相关的方式进行任务调度。Quartz框架的重要组件包括Job、JobDetail、Trigger、Scheduler以及辅助性的JobDataMap和SchedulerContext。

Quartz拥有一个线程池，通过线程池为任务提供执行线程，你可以通过配置文件对线程池进行参数定制。Quartz的另一个重要功能是可将任务调度信息持久化到数据库中，以便系统重启时能够恢复已经安排的任务。此外，Quartz还拥有完善的事件体系，允许你注册各种事件的监听器。

# 附录1

#### 

Quartz表结构图