## 第四章 函数

#### 一、函数

##### 1.函数的概念

“一个程序应该是轻灵自由的，它的子过程就像串在一根线上的珍珠”，子过程被称为“函数”，程序的执行从main的入口开始，到main的出口结束，中间往复、循环、迭代地调用一个又一个函数。

从用户角度，函数可以分为：

* 标准函数，即库函数
* 用户自定义的函数

从函数形式可以分为:

* 无参函数
* 有参函数

##### 2.函数的定义

函数的定义语法如下：

返回值类型 函数名（类型 参数1，类型 参数2，……）

{

局部变量定义语句

可执行语句序列

}

##### 3.函数的参数

函数的参数：用于函数间数据的传递

1.通过名称理解

形式参数：形式上存在的参数

实际参数：实际存在的参数

2.通过作用理解

形式参数：定义函数时使用的参数。在函数调用前，传递给函数的值将被复制到这些形式参数中。

实际参数：调用时传递给函数的参数

#include <stdio.h>

Int max(int x,int y)

{

Int z;

z=(x>y)?x:y;

return (z);

}

void main()

{

int a,b,c;

scanf(“%d%d”,&a,&b);

c=max(a,b);

printf(“max is %d\n”,c);

}

对于上面的例子，x,y是函数max的两个形参，a,b是主函数中定义的变量，当main函数调用max函数时，a,b成为max的实际参数，调用时，实际参数的值赋给形参进行处理

定义函数时，必须说明形参的类型，形参只能是变量，不能是常量或表达式。

函数被调用之前，形参和子函数中的变量不占内存，调用结束返回，形参所占的内存被回收。

实参可以是常量、变量或表达式，因为传递过来的是具体数值。

实参和形参类型必须一致（或可以安全转换）。

C语言中，实参和形参传递的是“按值传递”，即单向传递，只与参数相对位置有关，而与变量名无关。

##### 4.函数的返回值

函数值也就是函数的返回值，是一个具体确定的值。

函数使用return 语句返回值，一个函数内可以有多个return语句，执行到任何return语句，函数都将立刻返回到调用函数。

return后面的（）可以省略，可以返回一个表达式，先求表达式的值，再返回。

如下面的例子：

#include <stdio.h>

int max(int x,int y)

{

If(x>y)

return (x);

else

return (y);

}

int max(int x,int y)

{

return x>y?x:y;

}

函数的类型即函数值的类型，例如函数max是int型，函数的返回值也是int型。

省略了类型说明的函数就是int型。

return中表达式的值一般和函数类型相同。如果不一致，则需要进行类型转换，

以函数类型为准。

不需要返回的函数

如果函数中没有return,认为是一个过程，可以使用类型void。

如果一个函数被声明void类型，就不允许再引用它的返回值，只能单纯调用它。

#### 二、变量的作用域和存储类型

C语言中所有变量都有自己的作用域，申明变量的类型不同，其作用域也不同。C语言中的变量，按照作用域的范围可分为两种， 即局部变量和全局变量。

1.局部变量

局部变量也称为内部变量。局部变量是在函数内作定义说明的。其作用域仅限于函数内，离开该函数后再使用这种变量是非法的。

例如：

int f1(int a) /\*函数f1\*/

{

    int b,c；

……

}

f1内定义了三个变量，a为形参，b,c为一般变量。在f1的范围内a,b,c有效，或者说a,b,c变量的作用域限于f1内。

int f2(int x) /\*函数f2\*/

{

    int y,z;；

……

}

f2内定义了三个变量，x为形参，y,z为一般变量。在 f2的范围内x,y,z有效，或者说x,y,z变量的作用域限于f2内。

关于局部变量的作用域还要说明以下几点：

主函数中定义的变量也只能在主函数中使用，不能在其它函数中使用。同时，主函数中也不能使用其它函数中定义的变量。因为主函数也是一个函数，它与其它函数是平行关系。

允许在不同的函数中使用相同的变量名，它们代表不同的对象，分配不同的单元，互不干扰，也不会发生混淆。虽然允许在不同的函数中使用相同的变量名，但是为了使程序明了易懂，不提倡在不同的函数中使用相同的变量名。

##### 2.全局变量

全局变量也称为外部变量，它是在函数外部定义的变量。它不属于哪一个函数，它属于一个源程序文件。其作用域是整个源程序。在函数中使用全局变量，一般应作全局变量说明。只有在函数内经过说明的全局变量才能使用。全局变量的说明符为extern。但在一个函数之前定义的全局变量，在该函数内使用可不再加以说明。

例如：

float x,y; /\*外部变量\*/

int fz() /\*函数fz\*/

{

……

}

int a,b; /\*外部变量\*/

void f1() /\*函数f1\*/

{

……

}

　从上例可以看出a、b、x、y 都是在函数外部定义的外部变量，都是全局变量。

　　对于全局变量还有以下几点说明：

  对于局部变量的定义和说明，可以不加区分。而对于外部变量则不然，外部变量的定义和外部变量的说明并不是一回事。外部变量定义必须在所有的函数之外，且只能定义一次。其一般形式为：

 [extern] 类型说明符 变量名，变量名…

其中方括号内的extern可以省去不写。

　　例如： int a,b;

　　等效于：

  extern int a,b;

　　而外部变量说明出现在要使用该外部变量的各个函数内，在整个程序内，可能出现多次，外部变量说明的一般形式为：

extern 类型说明符 变量名，变量名，…；

外部变量在定义时就已分配了内存单元，外部变量定义可作初始赋值，外部变量说明不能再赋初始值，只是表明在函数内要使用某外部变量。

外部变量可加强函数模块之间的数据联系，但是又使函数要依赖这些变量，因而使得函数的独立性降低。从模块化程序设计的观点来看这是不利的， 因此在不必要时尽量不要使用全局变量。

在同一源文件中，允许全局变量和局部变量同名。在局部变量的作用域内，全局变量不起作用。

int vs(int l,int w)

{

extern int h;

int v;

v=l\*w\*h;

return v;

}

main()

{

extern int w,h;

int l=5;

printf("v=%d",vs(l,w));

}

int l=3,w=4,h=5;

本例程序中,外部变量在最后定义,因此在前面函数中对要用的外部变量必须进行说明。外部变量l，w和vs函数的形参l，w同名。外部变量都作了初始赋值，main函数中也对l作了初始化赋值。执行程序时，在printf语句中调用vs函数，实参l的值应为main中定义的l值，等于5，外部变量l在main内不起作用；实参w的值为外部变量w的值为4，进入vs后这两个值传送给形参l，w，vs函数中使用的h 为外部变量，其值为5，因此v的计算结果为100，返回主函数后输出。

变量的存储类型决定了各种变量的作用域不同。所谓存储类型是指变量占用内存空间的方式，也称为存储方式。变量的存储方式可分为“静态存储”和“动态存储”两种。

静态存储变量通常是在变量定义时就分定存储单元并一直保持不变,直至整个程序结束。动态存储变量是在程序执行过程中，使用它时才分配存储单元，使用完毕立即释放。

典型的例子是函数的形式参数，在函数定义时并不给形参分配存储单元，只是在函数被调用时，才予以分配，调用函数完毕立即释放。

如果一个函数被多次调用，则反复地分配、释放形参变量的存储单元。从以上分析可知，静态存储变量是一直存在的，而动态存储变量则时而存在时而消失。我们又把这种由于变量存储方式不同而产生的特性称变量的生存期。生存期表示了变量存在的时间。

生存期和作用域是从时间和空间这两个不同的角度来描述变量的特性，这两者既有联系，又有区别。一个变量究竟属于哪一种存储方式，并不能仅从其作用域来判断，还应有明确的存储类型说明。

在C语言中，对变量的存储类型说明有以下四种：

auto　　　　  自动变量

　　register 　　 寄存器变量

　　extern 　　　外部变量

　　static 　　　静态变量

　　自动变量和寄存器变量属于动态存储方式，外部变量和静态变量属于静态存储方式。在介绍了变量的存储类型之后，可以知道对一个变量的说明不仅应说明其数据类型，还应说明其存储类型。因此变量说明的完整形式为：

 存储类型说明符 数据类型说明符 变量名，变量名…；

例如：

　　 static int a,b; 　　　　　　　　　 说明a,b为静态类型变量

　　 auto char c1,c2; 　　　　　　　　　说明c1,c2为自动字符变量

　　 static int a[5]={1,2,3,4,5}; 　　　说明a为静态整型数组

　　 extern int x,y; 　　　　　　　　　 说明x,y为外部整型变量

　　下面分别介绍以上四种存储类型：

　　1）自动变量的类型说明符为auto

　这种存储类型是C语言程序中使用最广泛的一种类型。C语规定，函数内凡未加存储类型说明的变量均视为自动变量，也就是说自动变量可省去说明符auto。

例如：

{ int i,j,k;

char c;

……

}等价于：

{ auto int i,j,k;

auto char c;

……

}

　　自动变量具有以下特点：

　　自动变量的作用域仅限于定义该变量的个体内。在函数中定义的自动变量，只在该函数内有效。在复合语句中定义的自动变量只在该复合语句中有效。

例如：

int kv(int a)

{

auto int x,y;

{

auto char c;

} /\*c的作用域\*/

……

} /\*a,x,y的作用域\*/

　　自动变量属于动态存储方式，只有在使用它，即定义该变量的函数被调用时才给它分配存储单元，开始它的生存期。函数调用结束，释放存储单元，结束生存期。因此函数调用结束之后，自动变量的值不能保留。在复合语句中定义的自动变量，在退出复合语句后也不能再使用，否则将引起错误。例如以下程序：

main()

{

auto int a,s,p;

printf("\ninput a number:\n");

scanf("%d",&a);

if(a>0)

{

s=a+a;

p=a\*a;

}

printf("s=%d p=%d\n",s,p);

}

{

auto int a;

printf("\ninput a number:\n");

scanf("%d",&a);

if(a>0)

{

auto int s,p;

s=a+a;

p=a\*a;

}

printf("s=%d p=%d\n",s,p);

}

　　s,p是在复合语句内定义的自动变量，只能在该复合语句内有效。而程序退出复合语句之后用printf语句输出s,p的值，这显然会引起错误。

　 由于自动变量的作用域和生存期都局限于定义它的个体内(函数或复合语句内)，因此不同的个体中允许使用同名的变量而不会混淆。即使在函数内定义的自动变量也可与该函数内部的复合语句中定义的自动变量同名。

main()

{

auto int a,s=100,p=100;

printf("/ninput a number:/n");

scanf("%d",&a);

if(a>0)

{

auto int s,p;

s=a+a;

p=a\*a;

printf("s=%d p=%d/n",s,p);

}

printf("s=%d p=%d/n",s,p);

}

　　本程序在main函数中和复合语句内两次定义了变量s,p为自动变量。按照C语言的规定，在复合语句内，应由复合语句中定义的s,p起作用，故s的值应为a+ a，p的值为a\*a。退出复合语句后的s,p应为main所定义的s,p，其值在初始化时给定，均为100。从输出结果可以分析出两个s和两个p虽变量名相同，但却是两个不同的变量。

　 对构造类型的自动变量如数组等，不可作初始化赋值。

###### 2) 外部变量的类型说明符为extern

　　在前面介绍全局变量时已介绍过外部变量。这里再补充说明外部变量的几个特点：

　　 1. 外部变量和全局变量是对同一类变量的两种不同角度的提法。全局变量是从它的作用域提出的，外部变量从它的存储方式提出的，表示了它的生存期。

　　 2. 当一个源程序由若干个源文件组成时，在一个源文件中定义的外部变量在其它的源文件中也有效。例如有一个源程序由源文件F1.C和F2.C组成：

F1.C

int a,b; /\*外部变量定义\*/

char c; /\*外部变量定义\*/

main()

{

……

}

F2.C

extern int a,b; /\*外部变量说明\*/

extern char c; /\*外部变量说明\*/

func (int x,y)

{

……

}

　在F1.C和F2.C两个文件中都要使用a,b,c三个变量。在F1.C文件中把a,b,c都定义为外部变量。在F2.C文件中用extern把三个变量说明为外部变量，表示这些变量已在其它文件中定义，并把这些变量的类型和变量名，编译系统不再为它们分配内存空间。

对构造类型的外部变量，如数组等可以在说明时作初始化赋值，若不赋初值，则系统自动定义它们的初值为0。

静态变量

　静态变量的类型说明符是static。 静态变量当然是属于静态存储方式，但是属于静态存储方式的量不一定就是静态变量，例如外部变量虽属于静态存储方式，但不一定是静态变量，必须由static加以定义后才能成为静态外部变量，或称静态全局变量。

对于自动变量，前面已经介绍它属于动态存储方式。但是也可以用static定义它为静态自动变量，或称静态局部变量，从而成为静态存储方式。

由此看来，一个变量可由static进行再说明，并改变其原有的存储方式。

###### 3）静态局部变量

　在局部变量的说明前再加上static说明符就构成静态局部变量。

　例如：

static int a,b;

static float array[5]={1,2,3,4,5}；

　静态局部变量属于静态存储方式，它具有以下特点：

　(1)静态局部变量在函数内定义，但不象自动变量那样，当调用时就存在，退出函数时就消失。静态局部变量始终存在着，也就是说它的生存期为整个源程序。

　(2)静态局部变量的生存期虽然为整个源程序，但是其作用域仍与自动变量相同，即只能在定义该变量的函数内使用该变量。退出该函数后， 尽管该变量还继续存在，但不能使用它。

　(3)允许对构造类静态局部量赋初值。在数组一章中，介绍数组初始化时已作过说明。若未赋以初值，则由系统自动赋以0值。

　(4)对基本类型的静态局部变量若在说明时未赋以初值，则系统自动赋予0值。而对自动变量不赋初值，则其值是不定的。 根据静态局部变量的特点， 可以看出它是一种生存期为整个源程序的量。虽然离开定义它的函数后不能使用，但如再次调用定义它的函数时，它又可继续使用，而且保存了前次被调用后留下的值。 因此，当多次调用一个函数且要求在调用之间保留某些变量的值时，可考虑采用静态局部变量。虽然用全局变量也可以达到上述目的，但全局变量有时会造成意外的副作用，因此仍以采用局部静态变量为宜。

main()

{

int i;

void f(); /\*函数说明\*/

for(i=1;i<=5;i++)

f(); /\*函数调用\*/

}

void f() /\*函数定义\*/

{

auto int j=0;

++j;

printf("%d/n",j);

}

　　程序中定义了函数f，其中的变量j 说明为自动变量并赋予初始值为0。当main中多次调用f时，j均赋初值为0，故每次输出值均为1。现在把j改为静态局部变量，程序如下：

main()

{

int i;

void f();

for (i=1;i<=5;i++)

f();

}

void f()

{

static int j=0;

++j;

printf("%d/n",j);

}

void f()

{

static int j=0;

++j;

printf("%d/n",j);

}

　　由于j为静态变量，能在每次调用后保留其值并在下一次调用时继续使用，所以输出值成为累加的结果。读者可自行分析其执行过程。

###### 4）静态全局变量

　　 全局变量(外部变量)的说明之前再冠以static 就构成了静态的全局变量。全局变量本身就是静态存储方式，静态全局变量当然也是静态存储方式。这两者在存储方式上并无不同。这两者的区别虽在于非静态全局变量的作用域是整个源程序，当一个源程序由多个源文件组成时，非静态的全局变量在各个源文件中都是有效的。而静态全局变量则限制了其作用域，即只在定义该变量的源文件内有效，在同一源程序的其它源文件中不能使用它。由于静态全局变量的作用域局限于一个源文件内，只能为该源文件内的函数公用，因此可以避免在其它源文件中引起错误。从以上分析可以看出，把局部变量改变为静态变量后是改变了它的存储方式即改变了它的生存期。把全局变量改变为静态变量后是改变了它的作用域，限制了它的使用范围。因此static这个说明符在不同的地方所起的作用是不同的。

##### 3.寄存器变量

上述各类变量都存放在存储器内，因此当对一个变量频繁读写时，必须要反复访问内存储器，从而花费大量的存取时间。为此，C语言提供了另一种变量，即寄存器变量。这种变量存放在CPU的寄存器中，使用时，不需要访问内存，而直接从寄存器中读写，这样可提高效率。寄存器变量的说明符是register。 对于循环次数较多的循环控制变量及循环体内反复使用的变量均可定义为寄存器变量。

求∑200i=1imain()

{

register i,s=0;

for(i=1;i<=200;i++)

s=s+i;

printf("s=%d/n",s);

}

　本程序循环200次，i和s都将频繁使用，因此可定义为寄存器变量。对寄存器变量还要说明以下几点：

　1. 只有局部自动变量和形式参数才可以定义为寄存器变量。因为寄存器变量属于动态存储方式。凡需要采用静态存储方式的量不能定义为寄存器变量。

　2. 在Turbo C，MS C等微机上使用的C语言中，实际上是把寄存器变量当成自动变量处理的。因此速度并不能提高。 而在程序中允许使用寄存器变量只是为了与标准C保持一致。3. 即使能真正使用寄存器变量的机器，由于CPU中寄存器的个数是有限的，因此使用寄存器变量的个数也是有限的。

#### 三、函数递归

##### 1.什么是递归

递归函数即自调用函数，在函数体内部直接或间接地自己调用自己，即函数的嵌套调用是函数本身。

  　　例如，下面的程序为求n!：

  　　　　long fact(int n)

  　　　　{

  　　　　　if(n==1)

  　　　　　return 1；

  　　　　　return fact(n-1)\*n； ／／出现函数自调用

  　　　　}

##### 2.递归调用机制的说明

任何函数之间不能嵌套定义,调用函数与被调用函数之间相互独立(彼此可以调用)。发生函数调用时，被调函数中保护了调用函数的运行环境和返回地址，使得调用函数的状态可以在被调函数运行返回后完全恢复，而且该状态与被调函数无关。

  被调函数运行的代码虽是同一个函数的代码体，但由于调用点，调用时状态，返回点的不同，可以看作是函数的一个副本，与调用函数的代码无关，所以函数的代码是独立的。被调函数运行的栈空间独立于调用函数的栈空间，所以与调用函数之间的数据也是无关的。函数之间靠参数传递和返回值来联系，函数看作为黑盒。这种机制决定了C／C++允许函数递归调用。

##### 3.递归调用的形式

　 递归调用有直接递归调用和间接递归调用两种形式。

  直接递归即在函数中出现调用函数本身。

  例如，下面的代码求斐波那契数列第n项。斐波那契数列的第一和第二项是1，后面每一项是前二项之和，即1，1，2，3，5，8，13,...。 代码中采用直接递归调用：

  　　　　long fib(int x)

  　　　　{

  　　　　　if(x>2)

  　　　　　　return(fib(x-1)+fib(x-2))； //直接递归

  　　　　　else

  　　　　　　return 1；

  　　　　}

  　　间接递归调用是指函数中调用了其他函数，而该其他函数却又调用了本函数。例如，下面的代码定义两个函数，它们构成了间接递归调用：

  　　　　int fnl(int a)

  　　　　{

  　　　　　int b；

  　　　　　b=fn2(a+1)； //间接递归

  　　　　　　　　　　　//...

  　　　　}

  　　　　int fn2(int s)

  　　　　{

  　　　　　int c；

  　　　　　c=fnl(s-1); //间接递归

  　　　　　　　　　　　//...

  　　　　}

  上例中，fn1()函数调用了fn2()函数，而fn2()函数又调用了fn1()函数。

##### 4.递归的条件

(1)须有完成函数任务的语句。

  例如，下面的代码定义了一个递归函数：

  　　　　#include

  　　　　void count(int val) //递归函数可以没有返回值

  　　　　{ if(val>1)

  　　　　　　　count(val-1)；

  　　　　　printf(“ok\n”);" 此语句完成函数任务=""

}

  该函数的任务是在输出设备上显示"ok：整数值”。

  (2)—个确定是否能避免递归调用的测试

  例如，上例的代码中，语句"if(val>1)"便是—个测试，如果不满足条件，就不进行递归调用。

  (3)一个递归调用语句。

  该递归调用语句的参数应该逐渐逼近不满足条件，以至最后断绝递归。

  例如，上面的代码中，语句“if(val>1)” 便是一个递归调用，参数在渐渐变小，这种发展趋势能使测试"if(val>1)”最终不满足。

  (4)先测试，后递归调用。

  在递归函数定义中，必须先测试，后递归调用。也就是说，递归调用是有条件的，满足了条件后，才可以递归。

 　例如，下面的代码无条件调用函数自己，造成无限制递归，终将使栈空间溢出：

  　　　　#include

  　　　　void count(int val)

  　　　　{

  　　　　　count(val-1)； //无限制递归

  　　　　　if(val>1) //该语句无法到达

  　　　　　　cout <<"ok： " <<　　　　}

##### 5．递归的评价

递归的目的是简化程序设计，使程序易读。但递归增加了系统开销。时间上，执行调用与返回的额外工作要占用CPU时间。空间上，随着每递归一次，栈内存就多占用一截。相应的非递归函数虽然效率高，但却比较难编程，而且相对来说可读性差。

  现代程序设计的目标主要是可读性好。随着计算机硬件性能的不断提高，程序在更多的场合优先考虑可读而不是高效，所以，鼓励用递归函数实现程序思想。

#### 任务

##### 任务一：双曲正弦函数

输入x的值，计算y的值。已知y=(sh(1+shx))/(sh2x+sh3x)

其中shx是双曲正弦函数：

sh x = (e^x - e^(-x)) / 2

运行：

输入：2

结果：
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#include <stdio.h>

#include <math.h>

double f(double x)

{

    return (exp(x) - exp(-x)) / 2;

}

int main()

{

    printf("input x:\n");

    double x = 0;

    scanf("%lf", &x);

    printf("result is %.6f", f(1 + f(x)) / (f(2 \* x) + f(3 \* x)));

    return 0;

}

##### 任务二：求素数

编写程序输出100以内的素数。

分析：可以编写一函数来判断一个数m是否为素数。如果返回1，则是素数；如果返回0，则不是素数。

#include <stdio.h>

int is\_Prime(int n)

{

    if (n <= 1)

        return 0;

    for (int i = 2; i \* i <= n; i++)

    {

        if (n % i == 0)

        {

            return 0;

        }

    }

    return 1;

}

int main()

{

    for (int i = 1; i <= 100; i++)

    {

        if (is\_Prime(i))

        {

            printf("%d\n", i);

        }

    }

    return 0;

}

##### 任务三： 求阶乘之和

请用自定义函数的形式编程实现，求S=m!+n!+k!,m n k从键盘输入（值均小于7）

#include <stdio.h>

int f(int x)

{

    int sum = 1;

    int i = 0;

    for (i = x; i >= 1; i--)

    {

        sum \*= i;

    }

    return sum;

}

int main()

{

    int m, n, k;

    scanf("%d %d %d", &m, &n, &k);

    int S = f(m) + f(n) + f(k);

    printf("S = %d\n", S);

    return 0;

}

##### 任务四：歌星大奖赛

在歌星大奖赛中，有10个评委为参赛的选手打分，分数为1〜100分。选手最后得分为：去掉一个最高分和一个最低分后其余8个分数的平均值。请编写一个程序实现。

#include <stdio.h>

int main()

{

    int a[10], mx, mn;

    double sum = 0;

    int i;

    for (i = 0; i < 10; i++)

    {

        scanf("%d", &a[i]);

        sum += a[i];

    }

    mx = a[0];

    mn = a[0];

    for (i = 1; i < 10; i++)

    {

        if (mx < a[i])

        {

            mx = a[i];

        }

        if (mn > a[i])

        {

            mn = a[i];

        }

    }

    sum = (sum - mn - mx) \* 1.0 / 8;

    printf("sum == %.2f", sum);

    return 0;

}

##### 任务五：找兔子

一只兔子躲进了10个环形分布的洞中的一个。狼在第一个洞中没有找到兔子，就隔一个洞，到第3个洞去找；也没有找到，就隔2个洞，到第6个洞去找；以后每次多一个洞去找兔子……这样下去，如果一直找不到兔子，请问兔子可能在哪个洞中？

问题分析：

首先定义一个数组a[11]，其数组元素为a[1]，a[2]，a[3]……a[10]，这10个数组元素分别表示10个洞，初值均置为1。

接着使用“穷举法”来找兔子，通过循环结构进行穷举，设最大寻找次数为1000次。由于洞只有10个，因此第n次查找对应第n%10个洞，如果在第n%10个洞中没有找到兔子，则将数组元素a[n%10]置0。

当循环结束后，再检查a数组各元素（各个洞）的值，若其值仍为1，则兔子可能藏身于该洞中。

#include <stdio.h>

int main()

{

    int a[11];

    memset(a, 1, sizeof a);

    int Max;

    scanf("%d", &Max);

    int cnt = 1;

    int cur = 0;

    while (Max--)

    {

        a[cur % 10] = 0;

        cur += cnt + 1;

        cnt++;

    }

    int i;

    for (i = 0; i < 10; i++)

    {

        if (a[i] == 1)

        {

            printf("有未找到的兔子\n");

        }

    }

    return 0;

}

##### 任务六:魔方阵

编写程序，实现如下所示的5-魔方阵：

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 17 | 24 | 1 | 8 | 15 |
| 23 | 5 | 7 | 14 | 16 |
| 4 | 6 | 13 | 20 | 22 |
| 10 | 12 | 19 | 21 | 3 |
| 11 | 18 | 25 | 2 | 9 |

问题分析:

所谓“n-魔方阵”，指的是使用1〜n2共n2个自然数排列成一个n×n的方阵，其中n为奇数；该方阵的每行、每列及对角线元素之和都相等，并为一个只与n有关的常数，该常数为n×(n^2+1)/2。

例如5-魔方阵，其第一行、第一列及主对角线上各元素之和如下：

* 第一行元素之和：17+24+1+8+15=65
* 第一列元素之和：17+23+4+10+11=65
* 主对角线上元素之和：17+5+13+21+9=65

而 n×(n^2+1)/2=5×(52+1)/2=65 可以验证，5-魔方阵中其余各行、各列及副对角线上的元素之和也都为65。

假定阵列的行列下标都从0开始，则魔方阵的生成方法为：在第0行中间置1，对从2开始的其余n2-1个数依次按下列规则存放：

(1) 假定当前数的下标为(i，j)，则下一个数的放置位置为当前位置的右上方，即下标为(i-1，j+1)的位置。

(2) 如果当前数在第0行，即i-1小于0，则将下一个数放在最后一行的下一列上，即下标为(n-1，j+1)的位置。

(3) 如果当前数在最后一列上，即j+1大于n-1，则将下一个数放在上一行的第一列上，即下标为(i-1，0)的位置。

(4) 如果当前数是n的倍数，则将下一个数直接放在当前位置的正下方，即下标为(i+1，j）的位置。

如3×3的魔方阵：

    8   1   6

    3   5   7

    4   9   2

魔方阵的排列规律如下：

(1)将1放在第一行中间一列；

(2)从2开始直到n×n止各数依次按下列规则存放；每一个数存放的行比前一个数的行数减1，列数加1（例如上面的三阶魔方阵，5在4的上一行后一列）；

(3)如果上一个数的行数为1，则下一个数的行数为n(指最下一行);例如1在第一行，则2应放在最下一行，列数同样加1；

(4)当上一个数的列数为n时，下一个数的列数应为1，行数减去1。例如2在第3行最后一列，则3应放在第二行第一列；

(5)如果按上面规则确定的位置上已有数，或上一个数是第一行第n列时，则把下一个数放在上一个数的下面。例如按上面的规定，4应该放在第1行第2列，但该位置已经被占据，所以4就放在3的下面；

#include <stdio.h>

int main()

{

    int a[100][100], n;

    scanf("%d", &n);

    int i, j, k;

    a[0][n / 2] = 1;

    // 行列

    int row, col;

    row = 0, col = n / 2;

    for (k = 2; k <= n \* n; k++)

    {

        // 上一个数是n的倍数

        if ((k - 1) % n == 0)

        {

            a[(row + 1) % n][col] = k;

            row = row + 1;

            continue;

        }

        // 当前数在第0行

        if (row == 0)

        {

            a[n - 1][(col + 1) % n] = k;

            row = n - 1;

            col = col + 1;

            continue;

        }

        // 最后一列

        if (col == n - 1)

        {

            a[row - 1][0] = k;

            row = row - 1;

            col = 0;

        }

        else

        {

            a[row - 1][col + 1] = k;

            row--;

            col++;

        }

    }

    for (i = 0; i < n; i++)

    {

        for (j = 0; j < n; j++)

        {

            printf("a[%d][%d] == %d ", i, j, a[i][j]);

        }

        printf("\n");

    }

    return 0;

}

##### 任务七:存钱

任务描述

假设银行整存整取存款不同期限的月息利率为：

0.63%  期限为1年

0.66%  期限为2年

0.69%  期限为3年

0.75%  期限为5年

0.84%    期限为8年

现在已知某人手上有2000元，要求通过计算选择出一种存钱方案，使得这笔钱存入银行20年后获得的利息最多，假定银行对超出存款期限的那部分时间不付利息。

任务分析

假设在这20年中，1年期限的存了x1次，2年期限的存了x2次，3年期限的存了x3 次，5年期限的存了x5次，8年期限的存了x8次，则到期时存款人所得的本利合计为（公式①）：

![http://c.biancheng.net/cpp/uploads/allimg/170316/1-1F316103A0519.gif](data:image/gif;base64,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)

由题意可知，显然8年期限的存款次数最多为两次，因此可得到下面对存款期限的限定条件：

![http://c.biancheng.net/cpp/uploads/allimg/170316/1-1F31610414W14.gif](data:image/gif;base64,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)

#include <stdio.h>

int main()

{

    double max = 0;

    int x1, x2, x3, x5, x8;

    int cnt1, cnt2, cnt3, cnt5, cnt8;

    for (x8 = 0; x8 <= 2; x8++)

    {

        for (x5 = 0; x5 <= (20 - 8 \* x8) / 5; x5++)

        {

            for (x3 = 0; x3 <= (20 - 8 \* x8 - 5 \* x5) / 2; x3++)

            {

                for (x2 = 0; x2 <= (20 - 8 \* x8 - 5 \* x5 - 3 \* x3) / 2; x2++)

                {

                    for (int x1 = 0; x1 <= 20 - 8 \* x8 - 5 \* x5 - 3 \* x3 - 2 \* x2; x1++)

                    {

                        double res = 2000 \* pow(1 + 0.063, x1) \* pow(1 + 0.066, x2) \* pow(1 + 0.069, x3) \* pow(1 + 0.075, x5) \* pow(1 + 0.084, x8);

                        if (res > max)

                        {

                            max = res;

                            cnt1 = x1;

                            cnt2 = x2;

                            cnt3 = x3;

                            cnt5 = x5;

                            cnt8 = x8;

                        }

                    }

                }

            }

        }

    }

    printf("max == %.4f 1年期限存%d次，2年期限存%d次，3年期限存%d次，5年期限存%d次，8年期限存%d次\n", max, cnt1, cnt2, cnt3, cnt5, cnt8);

    return 0;

}

##### 任务八：三天打鱼两天晒网

问题描述

中国有句俗语叫“三天打鱼两天晒网”。某人从1990年1月1日起开始“三天打鱼两天晒网”，问这个人在以后的某一天中是“打鱼”还是“晒网”。

问题分析

根据题意可以将解题过程分为3步：

计算从1990年1月1日开始至指定日期共有多少天。

由于“打鱼”和“晒网”的周期为5天，所以将计算出的天数用5去除。

根据余数判断他是在“打鱼”还是在“晒网”，若余数为1、2、3，则他是在“打鱼”，否则是在“晒网”  
#include <stdio.h>

#include <stdbool.h>

int months[] = {0, 31, 28, 31, 30, 31, 30, 31, 31, 30, 31, 30, 31};

bool is\_RN(int yy)

{

    if ((yy % 4 == 0 && yy % 100 != 0) || yy % 400 == 0)

    {

        return true;

    }

    return false;

}

int year\_year\_dis(int yy)

{

    int sum = 0;

    for (int i = 1990; i <= yy; i++)

    {

        if (is\_RN(i))

            sum += 366;

        else

            sum += 365;

    }

    return sum;

}

int day\_dis(int yy, int mm, int dd)

{

    if (is\_RN(yy))

    {

        months[2] = 29;

    }

    int sum = 0;

    for (int i = 1; i < mm; i++)

    {

        sum += months[i];

    }

    sum += dd;

    return sum;

}

int main()

{

    int yy, mm, dd;

    int bet1 = year\_year\_dis(yy);

    int bet2 = day\_dis(yy, mm, dd);

    int total = bet1 + bet2;

    total %= 5;

    if (total >= 1 && total <= 3)

    {

        printf("打鱼\n");

    }

    else

    {

        printf("晒网\n");

    }

    return 0;

}

##### 任务九:生兔子问题

有一对兔子，从出生后第 3 个月起每个月都生一对兔子，小兔子长到第三个月后每个月又生一对兔子，假如兔子都不死，问每个月的兔子总数为多少？

用递归实现

兔子的规律为数列：1, 1, 2, 3, 5, 8, 13, 21 ....

#include <stdio.h>

int a[100];

int f(int n)

{

    if (a[n])

        return;

    if (n == 1 || n == 2)

        a[n] = 1;

    else

        a[n] = f(n - 1) + f(n - 2);

    return a[n];

}

int main()

{

    int n, i;

    a[1] = a[2] = 1;

    scanf("%d", &n);

    int sum = f(n);

    for (i = 0; i < n; i++)

    {

        printf("第%d月兔子的兔子的总数: %d\n", i + 1, 2 \* a[i + 1]);

    }

    return 0;

}