**Overview**

**Why are we doing this program?**

**Description**

In this assignment you will be implementing several sorting algorithms. In addition, each time you run a sorting algorithm, you will be collecting statistics about the sort. The statistics for each sort will include the number of comparisons, the number of data moves, and the time required by the sort. By generating these statistics, we can compare the performance of the different sorting algorithms in practice and see how our results match up with the complexities we derived for each algorithm.

For this assignment, you may use any code or algorithms given in the [on-line reading on sorting](http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/index.html), in lecture, or in the [documentation for the ComparisonSort class](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/javadocs/ComparisonSort.html). You may **not** use any other sources to develop or create the code for your sorting algorithms.

**Goals**

The goals of this assignment are to:

* Gain experience instrumenting code.
* Gain experience measuring elapsed time in Java.
* Implement several sorting algorithms.
* Gain experience writing and using static methods
* Analyze the results of your program to better understand how your program behaves.

**Specifications**

**What are the program requirements?**

**The ComparisonSort Class**

You will be implementing six sorting algorithms (selection, insertion, merge, quick, heap, and an improved variation on selection sort we'll call selection2) and one method that, given an input array, runs each of the algorithms, generates statistics, and prints out the results. All of these methods will be static (i.e., class) methods in the [ComparisonSort](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/javadocs/ComparisonSort.html) class.

Each sort takes a Comparable array as a parameter. Note that nothing is returned. The array that is passed in is modified by the sort so that after the sort is finished the array is in ascending order.

The [runAllSorts](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/javadocs/ComparisonSort.html#runAllSorts(SortObject%5B%5D)) method is passed an array, runs each of the sort algorithms, and displays the following statistics for each sort:

* number of comparisons
* number of data moves
* time (in milliseconds)

The [sample output](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/files/sampleOutput.txt) shows what is required. All output will go to the console. Note that each sort method will modify the array passed as a parameter. However, in order to compare the behavior of the different sorting algorithms we will want to use the *same* input for each algorithm. Thus, it is important that the runAllSorts method pass **identical** information to each sort method. Note also that the runAllSorts method should **not** modify the original array it is passed.

**The SortObject Class**

The [SortObject](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/javadocs/SortObject.html) class is a class which implements the [Comparable](http://java.sun.com/javase/7/docs/api/java/lang/Comparable.html) interface and is designed to help you count the number of comparisons your code does. It has a class data member that keeps track of the number of comparisons done. Each time the compareTo method is called, the class data member is incremented. TheresetCompares method resets the class data member to 0 and the getCompares method returns the number of comparisons done on SortObjects since the last reset. See the [SortObject documentation](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/javadocs/SortObject.html) for additional details about this class.

**Generating Statistics**

The SortObject class takes care of counting the comparisons. You will just need to make sure that you reset the counter or get its value at appropriate times.

You will need to add all the code to keep track of data moves. For the purposes of this programming assignment, each assignment to a variable of type SortObject is considered one data move. For example, if arr is an array of SortObject, then the code

SortObject temp; temp = arr[0]; arr[0] = new SortObject(8); arr[1] = arr[0];

does three (3) data moves. You may wish to look at the code for the SortObject class to get ideas for how to keep track of the number of data moves your code does.

To keep track of the time, use the [currentTimeMillis](http://docs.oracle.com/javase/7/docs/api/java/lang/System.html#currentTimeMillis%28%29) method of the [System](http://java.sun.com/javase/7/docs/api/java/lang/System.html) class. This method returns the current time (in milliseconds). To figure out how long a method takes, just get the time right before and right after the method is called and subtract the before time from the after time.

The [sample output](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/files/sampleOutput.txt) gives an example of the statistics generated. This output was formatted using a private ComparisonSort.printStatistics that we provide. You are encouraged (but not required) to use it to make your output easier to read.

**Analyzing the results**

In the file [Questions.txt](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/files/Questions.txt) you will find some questions that you will need to answer. These questions are meant to have you think about the results you get from the sorting algorithms you are implementing.

**Testing**

The driver class TestSort has been provided to help you test some of the functionality of your sort algorithms and answer the questions. It takes two command-line arguments:

1. the number of items in the input array
2. the seed for the random number generator

The [sample output](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/files/sampleOutput.txt) was obtained by running TestSort with the command line arguments "5000 43210" You can change this code as you wish to test your entireComparisonSort class.

**Extra Credit**

You can earn up to 15% extra credit by

* implementing the [insertion2 sort](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/javadocs/ComparisonSort.html#insertion2Sort(E%5B%5D)) described in the [documentation for the ComparisonSort class](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/javadocs/ComparisonSort.html),
* modifying your [runAllSorts](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/javadocs/ComparisonSort.html#runAllSorts(SortObject%5B%5D)) method to include insertion2 as the last sorting algorithm run, and
* including the insertion2 results in your answers in [Questions.txt](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/files/Questions.txt)

**Summary of provided materials**

* [ComparisonSort.java](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/files/ComparisonSort.java) - you will need to modify this class
* [SortObject.java](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/files/SortObject.java) - do not modify this class
* [TestSort.java](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/files/TestSort.java) - you can modify this class
* [Questions.txt](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/files/Questions.txt) - you will need to modify this file

**How to proceed**

After you have read this program page and given thought to the problem we suggest the following steps:

1. Review these [style](http://www.cs.wisc.edu/~cs302/resources/guides/style.html) and [commenting](http://www.cs.wisc.edu/~cs302/resources/guides/commenting.html) standards that are used to evaluate your program's style.
2. You may use the Java programming environment of your choice in CS 367. However, all programs must compile and run (using the Java 7 SE and API) for grading. We recommend that you use [Eclipse](http://www.eclipse.org/" \t "_page). You may want to review the [Eclipse tutorial](http://pages.cs.wisc.edu/~cs302/labs/EclipseTutorial/" \t "_page) to learn the basics.
3. Look over the Javadoc documentation for the provided classes.
4. Download the [provided files](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/p4.html#ProvidedFiles).
5. Incrementally implement ComparisonSort one sorting algorithm at a time by first writing the sort, then testing it, and finally adding code to runAllSorts to generate the statistics for that sort.

Check out these [Frequently Asked Questions](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/faq.html) (and their answers).

You will be turning in one Java source code file: ComparisonSort.java This means that for heap sort, you should **not** implement a heap class (or use any Java API classes). Your heap sort code should use the algorithms for inserting into and removing from an array-based heap to accomplish the sort as described in the[ComparisonSort documentation](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/javadocs/ComparisonSort.html). (Note: you *are* free to make use of the algorithms for inserting and removing from a heap that you developed for the[ArrayHeap](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p3/p3.html#ArrayHeap) class for [Program 3](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p3/p3.html); you will just have to figure out how to take them out of the instantiable ArrayHeap class and modify them for use inside yourComparisonSort class.)

1. Answer the questions in [Questions.txt](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/files/Questions.txt).  This will involve running TestSort several times and analyzing your results.
2. If you are doing the [extra credit](http://pages.cs.wisc.edu/~hasti/cs367/assignments/p4/p4.html#ExtraCredit), make sure to include the results of the insertion2 sort in your answers in the questions.
3. Submit your work for grading.

# Sorting
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## Introduction

Consider sorting the values in an array A of size N. Most sorting algorithms involve what are called **comparison sorts**, i.e., they work by comparing values. Comparison sorts can never have a worst-case running time less than O(N log N). Simple comparison sorts are usually O(N2); the more clever ones are O(N log N).

Three interesting issues to consider when thinking about different sorting algorithms are:

* Does an algorithm always take its worst-case time?
* What happens on an already-sorted array?
* How much space (other than the space for the array itself) is required?

We will discuss four comparison-sort algorithms:

1. selection sort
2. insertion sort
3. merge sort
4. quick sort

Selection sort and insertion sort have worst-case time O(N2). Quick sort is also O(N2) in the worst case, but its expected time is O(N log N). Merge sort is O(N log N) in the worst case.

## Selection Sort

The idea behind selection sort is:

1. Find the smallest value in A; put it in A[0].
2. Find the second smallest value in A; put it in A[1].
3. etc.

The approach is as follows:

* Use an outer loop from 0 to N-1 (the loop index, k, tells which position in A to fill next).
* Each time around, use a nested loop (from k+1 to N-1) to find the smallest value (and its index) in the unsorted part of the array.
* Swap that value with A[k].

Note that after i iterations, A[0] through A[i-1] contain their final values (so after N iterations, A[0] through A[N-1] contain their final values and we're done!)

Here's the code for selection sort:

public static <E extends Comparable<E>> void selectionSort(E[] A) { int j, k, minIndex; E min; int N = A.length; for (k = 0; k < N; k++) { min = A[k]; minIndex = k; for (j = k+1; j < N; j++) { if (A[j].compareTo(min) < 0) { min = A[j]; minIndex = j; } } A[minIndex] = A[k]; A[k] = min; } }

and here's a picture illustrating how selection sort works:

![http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/selection.gif](data:image/gif;base64,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)

What is the time complexity of selection sort? Note that the inner loop executes a different number of times each time around the outer loop, so we can't just multiply N \* (time for inner loop). However, we can notice that:

* 1st iteration of outer loop: inner executes N - 1 times
* 2nd iteration of outer loop: inner executes N - 2 times
* ...
* Nth iteration of outer loop: inner executes 0 times

This is our old favorite sum:

N-1 + N-2 + ... + 3 + 2 + 1 + 0

which we know is O(N2).

What if the array is already sorted when selection sort is called? It is still O(N2); the two loops still execute the same number of times, regardless of whether the array is sorted or not.

**TEST YOURSELF #1**

It is not necessary for the outer loop to go all the way from 0 to N-1. Describe a small change to the code that avoids a small amount of unnecessary work.

Where else might unnecessary work be done using the current code? (Hint: think about what happens when the array is already sorted initially.) How could the code be changed to avoid that unnecessary work? Is it a good idea to make that change?

[solution](http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/answers.html#ans1)

## Insertion Sort

The idea behind insertion sort is:

1. Put the first 2 items in correct relative order.
2. Insert the 3rd item in the correct place relative to the first 2.
3. Insert the 4th item in the correct place relative to the first 3.
4. etc.

As with selection sort, a nested loop is used; however, a different invariant holds: after the i-th time around the outer loop, the items in A[0] through A[i-1] are in order relative to each other (but are not necessarily in their final places). Also, note that in order to insert an item into its place in the (relatively) sorted part of the array, it is necessary to move some values to the right to make room.

Here's the code:

public static <E extends Comparable<E>> void insertionSort(E[] A) { int k, j; E tmp; int N = A.length; for (k = 1; k < N, k++) { tmp = A[k]; j = k - 1; while ((j >= 0) && (A[j].compareTo(tmp) > 0)) { A[j+1] = A[j]; // move one value over one place to the right j--; } A[j+1] = tmp; // insert kth value in correct place relative // to previous values } }

Here's a picture illustrating how insertion sort works on the same array used above for selection sort:

![http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/insertion.gif](data:image/gif;base64,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)

What is the time complexity of insertion sort? Again, the inner loop can execute a different number of times for every iteration of the outer loop. In the **worst** case:

* 1st iteration of outer loop: inner executes 1 time
* 2nd iteration of outer loop: inner executes 2 times
* 3rd iteration of outer loop: inner executes 3 times
* ...
* N-1st iteration of outer loop: inner executes N-1 times

So we get:

1 + 2 + ... + N-1

which is still O(N2).

**TEST YOURSELF #2**

**Question 1:** What is the running time for insertion sort when:

1. the array is already sorted in ascending order?
2. the array is already sorted in descending order?

**Question 2:** On each iteration of its outer loop, insertion sort finds the correct place to insert the next item, relative to the ones that are already in sorted order. It does this by searching back through those items, one at a time. Would insertion sort be speeded up if instead it used binary search to find the correct place to insert the next item?

[solution](http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/answers.html#ans2)

## Merge Sort

As mentioned above, merge sort takes time O(N log N), which is quite a bit better than the two O(N2) sorts described above (for example, when N=1,000,000, N2=1,000,000,000,000, and Nlog2 N = 20,000,000; i.e., N2 is 50,000 times larger than N log N!).

The key insight behind merge sort is that it is possible to **merge** two sorted arrays, each containing N/2 items to form one sorted array containing N items in time O(N). To do this merge, you just step through the two arrays, always choosing the smaller of the two values to put into the final array (and only advancing in the array from which you took the smaller value). Here's a picture illustrating this merge process:
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Now the question is, how do we get the two sorted arrays of size N/2? The answer is to use recursion; to sort an array of length N:

1. Divide the array into two halves.
2. Recursively, sort the left half.
3. Recursively, sort the right half.
4. Merge the two sorted halves.

The base case for the recursion is when the array to be sorted is of length 1 -- then it is already sorted, so there is nothing to do. Note that the merge step (step 4) needs to use an auxiliary array (to avoid overwriting its values). The sorted values are then copied back from the auxiliary array to the original array.

An outline of the code for merge sort is given below. It uses an auxiliary method with extra parameters that tell what part of array A each recursive call is responsible for sorting.

public static <E extends Comparable<E>> void mergeSort(E[] A) { mergeAux(A, 0, A.length - 1); // call the aux. function to do all the work } private static <E extends Comparable<E>> void mergeAux(E[] A, int low, int high) { // base case if (low == high) return; // recursive case // Step 1: Find the middle of the array (conceptually, divide it in half) int mid = (low + high) / 2; // Steps 2 and 3: Sort the 2 halves of A mergeAux(A, low, mid); mergeAux(A, mid+1, high); // Step 4: Merge sorted halves into an auxiliary array E[] tmp = (E[])(new Comparable[high-low+1]); int left = low; // index into left half int right = mid+1; // index into right half int pos = 0; // index into tmp while ((left <= mid) && (right <= high)) { // choose the smaller of the two values "pointed to" by left, right // copy that value into tmp[pos] // increment either left or right as appropriate // increment pos ... } // when one of the two sorted halves has "run out" of values, but // there are still some in the other half, copy all the remaining // values to tmp // Note: only 1 of the next 2 loops will actually execute while (left <= mid) { ... } while (right <= high) { ... } // all values are in tmp; copy them back into A arraycopy(tmp, 0, A, low, tmp.length); }

**TEST YOURSELF #3**

Fill in the missing code in the mergeSort method.

[solution](http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/answers.html#ans3)

Algorithms like merge sort -- that work by dividing the problem in two, solving the smaller versions, and then combining the solutions -- are called **divide-and-conquer** algorithms. Below is a picture illustrating the divide-and-conquer aspect of merge sort using a new example array. The picture shows the problem being divided up into smaller and smaller pieces (first an array of size 8, then two halves each of size 4, etc.). Then it shows the "combine" steps: the solved problems of half size are merged to form solutions to the larger problem. (Note that the picture illustrates the conceptual ideas -- in an actual execution, the small problems would be solved one after the other, not in parallel. Also, the picture doesn't illustrate the use of auxiliary arrays during the merge steps.)

![http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/mergeSteps.gif](data:image/gif;base64,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)

To determine the time for merge sort, it is helpful to visualize the calls made to mergeAux as shown below (each node represents one call and is labeled with the size of the array to be sorted by that call):

![http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/mergeTree.gif](data:image/gif;base64,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)

The height of this tree is O(log N). The total work done at each "level" of the tree (i.e., the work done by mergeAux excluding the recursive calls) is O(N):

* Step 1 (finding the middle index) is O(1), and this step is performed once in each call, i.e., a total of once at the top level, twice at the second level, etc., down to a total of N/2 times at the second-to-last level (it is not performed at all at the very last level, because there the base case applies, and mergeAux just returns). So for any one level, the total amount of work for Step 1 is at most O(N).
* For each individual call, Step 4 (merging the sorted half-arrays) takes time proportional to the size of the part of the array to be sorted by that call. So for a whole level, the time is proportional to the sum of the sizes at that level. This sum is always N.

Therefore, the time for merge sort involves O(N) work done at each "level" of the tree that represents the recursive calls. Since there are O(log N) levels, the total worst-case time is O(N log N).

**TEST YOURSELF #4**

What happens when the array is already sorted (what is the running time for merge sort in that case)?

[solution](http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/answers.html#ans4)

## Quick Sort

Quick sort (like merge sort) is a divide-and-conquer algorithm: it works by creating two problems of half size, solving them recursively, then combining the solutions to the small problems to get a solution to the original problem. However, quick sort does more work than merge sort in the "divide" part and is thus able to avoid doing any work at all in the "combine" part!

The idea is to start by **partitioning** the array: putting all small values in the left half and putting all large values in the right half. Then the two halves are (recursively) sorted. Once that's done, there's no need for a "combine" step: the whole array will be sorted! Here's a picture that illustrates these ideas:

![http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/quick.gif](data:image/gif;base64,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)

The key question is how to do the partitioning? Ideally, we'd like to put exactly half of the values in the left part of the array and the other half in the right part, i.e., we'd like to put all values less than the **median** value in the left and all values greater than the median value in the right. However, that requires first computing the median value (which is too expensive). Instead, we pick one value to be the **pivot** and we put all values less than the pivot to its left and all values greater than the pivot to its right (the pivot itself is then in its final place). Copies of the pivot value can go either to its left or to its right.

Here's the algorithm outline:

1. Choose a pivot value.
2. Partition the array (put all value less than the pivot in the left part of the array, then the pivot itself, then all values greater than the pivot). Copies of the pivot value can go in either part of the array.
3. Recursively, sort the values less (or equal to) than the pivot.
4. Recursively, sort the values greater than (or equal to) the pivot.

Note that, as for merge sort, we need an auxiliary method with two extra parameters -- low and high indexes to indicate which part of the array to sort. Also, although we could "recurse" all the way down to a single item, in practice, it is better to switch to a sort like insertion sort when the number of items to be sorted is small (e.g., 20).

Now let's consider how to choose the pivot item. (Remember our goal is to choose it so that the "left part" and "right part" of the array have about the same number of items -- otherwise we'll get a bad runtime.).

An easy thing to do is to use the first value -- A[low] -- as the pivot. However, if A is already sorted this will lead to the worst possible runtime, as illustrated below:

![http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/pivot.gif](data:image/gif;base64,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)

In this case, after partitioning, the left part of the array is empty and the right part contains all values except the pivot. This will cause O(N) recursive calls to be made (to sort from 0 to N-1, then from 1 to N-1, then from 2 to N-1, etc.). Therefore, the total time will be O(N2).

Another option is to use a random-number generator to choose a random item as the pivot. This is OK if you have a good, fast random-number generator.

A simple and effective technique is the "**median-of-three**": choose the median of the values in A[low], A[high], and A[(low+high)/2]. Note that this requires that there be at least 3 items in the array, which is consistent with the note above about using insertion sort when the piece of the array to be sorted gets small.

Once we've chosen the pivot, we need to do the partitioning. (The following assumes that the size of the piece of the array to be sorted is greater than 3.) The basic idea is to use two "pointers" (indexes), left and right. They start at opposite ends of the array and move toward each other until left "points" to an item that is greater than the pivot (so it doesn't belong in the left part of the array) and right "points" to an item that is smaller than the pivot. Those two "out-of-place" items are swapped and we repeat this process until left and right cross:

1. Choose the pivot (using the "median-of-three" technique); also, put the smallest of the 3 values in A[low], put the largest of the 3 values in A[high], and swap the pivot with the value inA[high-1]. (Putting the smallest value in A[low] prevents right from falling off the end of the array in the following steps.)
2. Initialize: left = low+1; right = high-2
3. Use a loop with the condition:

while (left <= right)

The loop invariant is:

all items in A[low] to A[left-1] are <= the pivot   
all items in A[right+1] to A[high] are >= the pivot

Each time around the loop:

left is incremented until it "points" to a value > the pivot   
right is decremented until it "points" to a value < the pivot   
if left and right have not crossed each other,   
then swap the items they "point" to.

1. Put the pivot into its final place.

Here's the actual code for the partitioning step (the reason for returning a value will be clear when we look at the code for quick sort itself):

private static <E extends Comparable<E>> int partition(E[] A, int low, int high) { // precondition: A.length > 3 E pivot = medianOfThree(A, low, high); // this does step 1 int left = low+1; right = high-2; while ( left <= right ) { while (A[left].compareTo(pivot) < 0) left++; while (A[right].compareTo(pivot) > 0) right--; if (left <= right) { swap(A, left, right); left++; right--; } } swap(A, left, high-1); // step 4 return right; }

After partitioning, the pivot is in A[right+1], which is its final place; the final task is to sort the values to the left of the pivot and to sort the values to the right of the pivot. Here's the code for quick sort (so that we can illustrate the algorithm, we use insertion sort only when the part of the array to be sorted has less than 4 items, rather than when it has less than 20 items):

public static <E extends Comparable<E>> void quickSort(E[] A) { quickAux(A, 0, A.length-1); } private static <E extends Comparable<E>> void quickAux(E[] A, int low, int high) { if (high-low < 4) insertionSort(A, low, high); else { int right = partition(A, low, high); quickAux(A, low, right); quickAux(A, right+2, high); } }

Note: If the array might contain a lot of duplicate values, then it is important to handle copies of the pivot value efficiently. In particular, it is not a good idea to put all values strictly less than the pivot into the left part of the array and all values greater than or equal to the pivot into the right part of the array. The code given above for partitioning handles duplicates correctly.

Here's a picture illustrating quick sort:

![http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/quicksort.gif](data:image/gif;base64,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)
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What is the time for quick sort?

* If the pivot is always the median value, then the calls form a balanced binary tree (like they do for merge sort).
* In the worst case (the pivot is the smallest or largest value) the calls form a "linear" tree.
* In any case, the total work done at each level of the call tree is O(N) for partitioning.

So the total time is:

* worst-case: O(N2)
* in practice: O(N log N)

Note that quick sort's worst-case time is worse than merge sort's. However, an advantage of quick sort is that it does not require extra storage, as merge sort does.

**TEST YOURSELF #5**

What happens when the array is already sorted (what is the running time for quick sort in that case, assuming that the "median-of-three" method is used to choose the pivot)?

[solution](http://pages.cs.wisc.edu/~hasti/cs367-common/readings/Sorting/answers.html#ans5)

## Heap Sort

As we know from studying priority queues, we can use a heap to perform operations insert and remove max in time O(log N), where N is the number of values in the heap. Therefore, we could sort an array of N items as follows:

1. Insert each item into an initially empty heap.
2. Fill in the array, right-to-left as follows:

while the heap is not empty: do one removeMax operation and put the returned value into the next position of the array

It takes O(N log N) time to add N items to an initially empty heap, and it takes O(N log N) time to do N removeMax operations. Therefore, the total time to sort the array this way is O(N log N). We can do slightly better as well as avoiding the need for a separate data structure (for the heap) by using a special heapify operation, that starts with an unordered array of N items, and turns it into a heap (containing the same items) in time O(N). Once the array is a heap, we can still fill in the array right-to-left without using any auxiliary storage: each removeMax operation frees one more space at the end of the array, so we can simply swap the value in the root with the value in the last leaf, and we will have put that root value in its final place. (Of course, we wouldn't use our usual trick of leaving position zero empty, but that was just to make the presentation simpler: if the root of the heap is in position 0, we just need to subtract 1 when computing the indexes of a node's children or of its parent in the tree).

It is easiest to understand the heapify operation in terms of the tree represented by the array, but it can actually be performed on the array itself. The idea is to work bottom-up in the tree, turning each subtree into a heap. We will illustrate the process using the tree shown below.
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We start with the nodes that are parents of leaves. For each such node n, we compare n's value to the values in its children, and swap n's value with its larger child if necessary. After doing this, each node that is the parent of leaves is now the root of a (small) heap. Here's what happens to the tree shown above after we heapify all nodes that are parents of leaves:
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Then we continue to work our way up the tree: After applying heapify to all nodes at depth d, we apply it to the nodes at depth d-1. Each such node n will have 2 children, and those children will be the roots of heaps. If n's value is greater than the values in its children, we're done: n is the root of a heap. If not, we swap n's value with its larger child, and continue to swap down as needed (just like we do for the removeMax operation after moving the last leaf to the root). This happens in our example tree when we aply heapify to the right child of the root (the node containing the value 33). We swap that value with the larger child (35) to get this tree (with the changed values in pink):
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And then we swap the 33 with its larger child (34):
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Once we apply heapify to the root, we're done: the whole tree is a heap. Here are the trees that result from applying heapify first to the left child of the root and then to the root itself:
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It should be clear that, in the worst case, each heapify operation takes time proportional to the height of the node to which it is applied. Therefore, the total time for turning an array of size N into a heap is the sum of the heights of all nodes:

total time = sum from i=1 to N of height(i)

where the i's are the nodes of the tree. This is equivalent to

sum from k=1 to log N of k\*(N/2k)

Here, k is height(i) and (N/2k) is the maximum number of nodes at that height. For example, k is 1 for all leaves and there are at most N/2 leaves; k is log N for the root and there is at most 1 root. We can convert as follows:

= sum from k=1 to log N of k\*(N/2k) = N \* sum from k=1 to log N of (k/2k)

The final sum is bounded by a constant, so the whole thing is just O(N)! One way to get some intuition for why it is just O(N) is to consider that most nodes have small heights: half of the nodes (the leaves) have height 1; another half of the remaining nodes have height 2, and so on.

The total time for heap sort is still O(N log N), because it takes time O(N log N) to perform the N removeMax operations, but using heapify does speed up the sort somewhat.

## Radix Sort

So far, the sorts we have been considering have all been **comparison sorts** (which can never have a worst-case running time less than O(N log N)). We will now consider a sort that is **not** a comparison sort: radix sort. Radix sort is useful when the values to be sorted are fairly short sequences of Comparable values. For example, radix sort can be used to sort numbers (sequences of digits) or strings (sequences of characters). The time for radix sort is O((N + *range*) \* *len*)), where

* N is the number of sequences to be sorted
* *range* is the number of values each item in the sequence could have
* *len* is the (maximum) length of the sequences.

For example, sorting 100 4-digit integers would take time (100 + 10) \* 4, and sorting 1000 10-character words (where each word contains only lower-case letters) would take time (1000 + 26) \* 10.

There are a number of variations on radix sort. The one presented here uses an auxiliary array of queues and works by processing each sequence right-to-left (least significant "digit" to most significant). On each pass, the values are taken from the original array and stored in a queue in the auxiliary array based on the value of the current "digit". Then the queues are dequeued back into the original array, ready for the next pass.

On the first pass, the position in the auxiliary array is determined by looking at the rightmost "digit" and each sequence is put into the queue in that position of the array. For example, suppose we want to sort the following original array:

[132, 355, 104, 327, 111, 285, 391, 543, 123, 535]

We would use an auxiliary array of size 10 (since each digit can range in value from 0 to 9). After the first pass, the array of queues would look like this (where the array is shown vertically, indicated by position numbers, and the fronts of the queues are to the left):

0: 1: 111, 391 2: 132 3: 543, 123 4: 104 5: 355, 285, 535 6: 7: 327 8: 9:

Then we would make one pass through the auxiliary array, putting all values back into the original array:

[111, 391, 132, 543, 123, 104, 355, 285, 535, 327]

On the next pass, the position in the auxiliary array is determined by looking at the second-to-right "digit":

0: 104 1: 111 2: 123, 327 3: 132, 535 4: 543 5: 355 6: 7: 8: 285 9: 391

Values are again put back into the original array:

[104, 111, 123, 327, 132, 535, 543, 355, 285, 391

and then the final pass chooses array position based on the leftmost digit (since we are sorting sequences of digits of length 3):

0: 1: 104, 111, 123, 132 2: 285 3: 327, 355, 391 4: 5: 535, 543 6: 7: 8: 9:

Putting the values back, we have a sorted array:

[104, 111, 123, 132, 285, 327, 355, 391, 535, 543]

Each pass of radix sort takes time O(N) to put the values being sorted into the correct queue, and time O(N + *range*) to put the values back into the original array. The number of passes is equal to the number of "digits" in each value, so the total time is O((N + *range*) \* *len*). This is often better than an O(N log N) sort. For example, log2 1,000,000 is about 20, so if we want to sort 1,000,000 numbers in the range 0 to 1,000,000, we have

* (N + *range*) \* *len* = (1,000,000 + 10) \* 7 = 7,000,070
* N log N = 1,000,000 \* 20 = 20,000,000

## Sorting Summary

**Selection Sort:**

* N passes   
  on pass k: find the k-th smallest item, put it in its final place
* always O(N2)

**Insertion Sort:**

* N passes   
  on pass k: insert the k-th item into its proper position relative to the items to its left
* worst-case O(N2)
* given an already-sorted array: O(N)

**Merge Sort:**

* recursively sort the first N/2 items   
  recursively sort the last N/2 items   
  merge (using an auxiliary array)
* always O(N log N)

**Quick Sort:**

* choose a pivot value   
  partition the array:

left part has items <= pivot   
right part has items >= pivot

recursively sort the left part   
recursively sort the right part

* worst-case O(N2)
* expected O(N log N)

**Heap Sort:**

* use heapify to convert the unsorted array into a heap, then do N removeMax operations. Each operation frees one more space at the end of the array; put the returned max value into that space.
* always O(N log N)

**Radix Sort:**

* make *len* passes through the N sequences to be sorted, right-to-left  
  on each pass, put the values into the queue in position p of the auxiliary array, where p is the value of the current "digit"  
  then put the values back from the auxiliary array into the original array
* no comparisons of values are done (i.e., radix sort is not a comparison sort).
* always O(N + *range*) \* *len*)