Relazione laboratorio: Esercizio 1

La libreria OrderedArray implementa una struttura dati “generica”, la cui genericità è garantita dall’utilizzo di puntatori a void invece che l’utilizzo di puntatori a tipi specifici, la ***struct \_OrderedArray*** è composta da 5 campi:

* Un ***void \*\*record*** utilizzato per contenere i singoli record del csv
* Un ***void \*\*cmp\_col*** utilizzato per contenere i singoli valori da ordinare
* Un ***unsigned long size*** per tenere conto di quanti elementi ci sono attualmente all’interno dell’array
* Un ***unsigned long capacity*** Che ne definisce una capacita’ temporanea dichiarata al momento della funzione per l’inizializzazione della struttura stessa
* Un ***int (\*precedes) (void\*, void\*)*** che contiene la funzione del tipo specifico con cui verranno confrontati i valori di ***cmp\_col***

Ogni campo viene inizializzato mediante una chiamata alla funzione ***OrderedArray \*ordered\_array\_init(unsigned long size)*** che prende come parametro la dimensione (***capacity***) iniziale che si vuole assegnare,

nel momento in cui ci fosse invece bisogno di aumentarla ulteriormente, possiamo ricorrere alla funzione  ***void ordered\_array\_realloc(OrderedArray \*ordered\_array, unsigned long int size)*** a cui viene passato un array già inizializzato e la dimensione corrente + l’eventuale incremento, di norma incrementeremo l’array con il doppio della dimensione attuale così da poterne favorire il tempo necessario per gli ulteriori inserimenti

in fine abbiamo ***void ordered\_array\_free(OrderedArray \*ordered\_array)*** che permette la corretta de allocazione di tutti i valori allocati all’interno della nostra strutta oltre ovviamente alla struttura stessa.

Il programma prende in input il percorso del file csv che si vuole analizzare e quindi riordinare, a questo punto possiamo utilizzare la funzione ***OrderedArray \*ordered\_array\_load\_csv(OrderedArray \*arr, FILE \* fp, int col)*** che ci permetterà di caricare l’intero csv all’interno della nostra struttura dati, il parametro ***int col*** definisce in quale colonna sono i valori su cui eseguire l’ordinamento così da poter scindere il record dal valore in esamine e rendere più immediata la comparazione senza dover ogni volta estrarre il valore da ***void \*\*record*** , la funzione utilizza il campo ***int (\*precedes) (void\*, void\*)*** del parametro ***arr*** per capire a quali valori castare la stringa proveniente dal csv su cui successivamente verrà applicata una delle tre funzioni *compare* per confrontare i valori.

Una volta terminata l’importazione del csv all’interno della struttura è possibile utilizzare separatamente le funzioni

* ***void binary\_insertion\_sort(****OrderedArray \*ordered\_array, long unsigned int low, long unsigned int high****)***
* ***ordered\_array\_merge\_sort(****OrderedArray \*ordered\_array, void \*\*temp, unsigned long low, unsigned long high****)***

La prima implementa la “fusione” tra una ***binary\_search*** e un ***insertion\_sort*** dalla ricerca binaria prendiamo la sua velocità logaritmica *O(log n)* di individuare un determinato elemento in un array ordinato con la variante di non cercare un elemento ma bensì la posizione corretta dove andare ad inserire l’elemento correntemente in esamine dalla parte di insertion\_sort della funzione, il problema principale di questa funzione e’ che la sua complessità rimane superiormente limitata dallo stesso insertion sort che pur sapendo dove andare ad inserire l’elemento corrente deve far fronte agli spostamenti necessari per posizionare l’elemento stesso arrivando ad avere una complessità massima O(n2),

La seconda funzione invece è un classico ***merge\_sort*** che quindi ha come complessità Θ(n log n)

In fine come richiesto dall’esercizio abbiamo la funzione

* ***merge\_binary\_insertion\_sort(OrderedArray \*arr, unsigned long subseq, int order, int save)***

Questa funzione cerca di trarre i benefici di entrambe le funzioni precedenti prendendo dalla prima l’ottima abilità per il riordinamento di array di ridotte dimensione e dalla seconda la parte ***merge*** responsabile della fusione delle sotto sequenze ordinate, come da ipotizzato le sotto sequenze piu piccole hanno una forte capacità di ammortizzare i tempi necessario al riordinamento a tal punto da rendere il mergesort classico peggiore con tutti i k < 19000

I dati presi in esamine sono riportati nel grafico sotto e sono stati calcolati mediante due ***timespec*** separate che andavano a catturare il tempo passato tra l’inizio della chiamata del ***ordered\_array\_merge\_sort*** (nel caso di un k <= 1) e la sua terminazione

o l’inizio del ***binary\_insertion\_sort*** (una volta suddiviso l’array attraverso le varie chiamate ricorsive della funzione ***merge\_binary\_insertion\_sort*** fino all’ottenimento di una sotto array <= k) e la sua terminazione questa volta andando però a calcolarne anche il tempo necessario alla funzione ***merge***

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAyMAAAHTCAYAAAA03sf1AAAgAElEQVR4nO3dD5BdV30f8N/+k7RaSZZXfywJGxzLiDhSZFXGTSqlzkTUQBhNg0knOJR0IGRKJmZgAkyShpBmQidtmMKkdMIEDyQRVUxkaKKOOq0oNErHCNxCwXYUwLZEHf/DkleStStZ2l3tbufc4Smr997uvnv3Lkcyn8/MG+3efe+8c849989X91/X1NTUVADA98HBgwfj05/+9KUv2rZtW7znPe+JxYsX636AH0DCCAAAkEW3bgcAAHIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACy6G186cTERBw+fDi+8pWvxKZNm+INb3hDMf3gwYNx9OjR2LVrV2zbti1GRkbiwIEDMTQ0FLt3746NGzeacwAAQGldU1NTU/G9MDI6Ohr9/f2xf//+2L59ezz99NOxZMmSIoTs27cvXvva1xaBZevWrbFmzZrifT/7sz9bfAYAAKCMS6dp9fT0FK9nnnkmzpw5E9dcc008+eSTsXr16mL6+vXr4/Tp03Hy5MkYHByMgYGBWLp0aYyNjelwAACgtN7pH0hhI4WRdCpWCiTTdXdffnlJV1dXEVI6cfz48ZicnDR3AADgB1A6q6q3t7el4ZdNWbduXfFatGhRfOtb34oVK1bE+Ph4pDO5Tpw4ETfffHNxSlaalk7pSqGlk0CyatUqYw4AALjMpTCSgsVnPvOZIoikU7HuvvvuIoTcd999RShJgSIFlc2bN8eePXuir68vtmzZEsuWLZuzR9ulIAAA4AfbpQvYAQAAvp88ZwQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALLo1e0AAEAnjj1zLj7+X/5fyztXrVgUv/nWTaX7UBgBAAA6cvbCxXjk2JmWt143uLhSBzpNCwAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACCL3saXTkxMxJe+9KV44IEHYvPmzbF79+547rnn4tChQ8XfN27cGDt37ozh4eE4cOBADA0NFe9J0wEAAMrqnf7+22+/Pe644464//7749ixYzE2Nhbbtm2LrVu3XnpPCic7duyINWvWxP79+2PDhg3R39+v4wEAgFIuhZGenp5YunRpTE1NFa8UMFIYefzxx4u/pyMgvb29cfLkyRgcHIyBgYHi/ek9wggAAFBWb/P7H3rooejq6orrr7++eN14441FANm7d2+8+c1vvvS+9J4UYDpx5swZMwYAAK5y586da9uAycnJWff504GMdGCj2WVTnnjiiXj00UfjrrvuuhQ0VqxYEYsWLYq+vr5LR0zGx8djdHQ0RkZGOgokKbgAAABXt9n266vs818KIynl3HfffbF69erYt29fbN++Pc6fPx9Hjhwp/nbLLbfEypUri4vb9+zZU4STLVu2xLJly+b8khRoAACAq9vSpVNt69/d3V1pn79rKh3uAAAAmMPDx87E+z9+pOVN1w0ujr0feHXp7vOcEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALLobXzpxMREfOlLX4oHHnggNm/eHLt3747Jyck4ePBgHD16NHbt2hXbtm2LkZGROHDgQAwNDRXv2bhxozkHAACU1jv9A7fffnvccccdcf/998exY8fi5MmTcf311xehY9++fXHDDTfE4cOHY8eOHbFmzZrYv39/bNiwIfr7+/U8AABQyqXTtHp6emLp0qXFz1NTU0XAePLJJ2P16tXF39avXx+nT58uAsrg4GAMDAwU7x8bG9PjAABAaS3XjDz00EPR1dVVHBGZrrv78rem96SQAgAAUMVlp2k98cQT8eijj8Zdd91VBI0VK1bE+Ph4caTkxIkTcfPNNxdHTNK00dHR4vqRTgJJej8AAHB1u3jxYtv6p7ww2z5/OpDR29vbMv3SlHPnzsV9991XnJaVrg/Zvn173HrrrcW0FEpWrVoV69atKy5u37NnT/T19cWWLVti2bJlc3boqVOnigoCAABXr+Hh823rnm58lS7nmEnKGO10TUkJAABABx4+dibe//EjLW+8bnBx7P3Aq0t3oeeMAAAAWQgjAABAFsIIAACQhTACAABkIYwAAABZCCMAAEAWwggAAJCFMAIAAGQhjAAAAFkIIwAAQBbCCAAAkIUwAgAAZCGMAAAAWQgjAABAFsIIAACQhTACAABkIYwAAABZCCMAAEAWwggAAJCFMAIAAGQhjAAAAFkIIwAAQBbCCAAAkIUwAgAAZCGMAAAAWQgjAABAFsIIAACQhTACAABkIYwAAABZCCMAAEAWwggAAJCFMAIAAGQhjAAAAFkIIwAAQBbCCAAAkIUwAgAAZCGMAAAAWQgjAABAFsIIAACQhTACAABkIYwAAABZCCMAAEAWwggAAJCFMAIAAGQhjAAAAFkIIwAAQBbCCAAAkIUwAgAAZCGMAAAAWQgjAABAFsIIAACQhTACAABkIYwAAABZCCMAAEAWwggAAJCFMAIAAGQhjAAAAFkIIwAAQBbCCAAAkIUwAgAAZCGMAAAAWfRO/9Lx8fE4dOhQ3HjjjbFp06Z46qmnit+TjRs3xs6dO2N4eDgOHDgQQ0NDsXv37mI6AABAWZeFkUceeSQWLVoUFy5cKH4/ffp0bNu2LbZu3XrpPSmc7NixI9asWRP79++PDRs2RH9/v44HAABKuew0rdtuuy0GBwcv+/zjjz9ehJRz587F6OhonDx5snjPwMBALF26NMbGxvQ4AABQ2qzXjGzevDnuvPPOWL58eezduzfOnz9/6W9dXV3R09OjxwEAgEp6Z/tQChsrVqwoTt3q6+uLqamp4pSsdG1JOkoyMjLSUSA5fvx48VkAAODqderU+bZ1n5iYiOeee27Gdq1evTp6e1ujx2VTDh8+HA8++GDxc3d3d3Ek5MiRI8UpWrfcckusXLmyOFqyZ8+eIpxs2bIlli1bNmdnrlq1ypADAICr3DXDwxHxbEsjUnZIgaOsrimHLAAAgA48fOxMvP/jR1reeN3g4tj7gVeX7kLPGQEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALLo1e0AAPDS9Dt/+u0YefFiS9t6e7ri99+5ubY2d3d1VfqcMAIAAC9R33xiOE6PjLc0rqe7WniYyeTUVKXPOU0LAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyKJ3+peOj4/HoUOH4sYbb4xNmzbF6OhoHDx4MI4ePRq7du2Kbdu2xcjISBw4cCCGhoZi9+7dsXHjRnMOAAAo7bIw8sgjj8SiRYviwoULxe9f+9rX4vrrry9Cx759++KGG26Iw4cPx44dO2LNmjWxf//+2LBhQ/T39+t5AACglMtO07rtttticHDw0u9PPvlkrF69Onp6emL9+vVx+vTpOHnyZPGegYGBWLp0aYyNjelxAACgtN5OP9DdffnlJV1dXUVI6UTjSAsAAPD9MzU1NeN3VdlHn+lARPqe2crr7e0tXi3TZ/uyFStWFNeRpMJPnDgRN998c3FKVpqWridJ1490EkiGh4fnfA8AAFCv2cJIlX30F18833b65OTkrOVNP/tqusvCSLoe5MEHHyx+TkdCbr311rjvvvuKULJq1apYt25dbN68Ofbs2RN9fX2xZcuWWLZs2ZyVXrt2bYfNAwAA6tLd/URETNS2j/7dkTMR8XTL9HSAokp5l4WRnTt3Fq/pfu3Xfu2y37du3Vq8AAAA5sNzRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACCLXt0OAABXhj/47LF46vnzLXV52+tfHj9604ra6jgxOVVre7u7uip9ThgBAIArxGNPn43Hnz7bUpkXzo7XWsGe7mrhYSaTU9XCjdO0AACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAshBGAACALIQRAAAgC2EEAADIQhgBAACyEEYAAIAshBEAACALYQQAAMhCGAEAALIQRgAAgCyEEQAAIAthBAAAyEIYAQAAsuid7UufeuqpOHToUPHzxo0bY+fOnTE8PBwHDhyIoaGh2L17dzEdAACgrFnDyOnTp2Pbtm2xdevWS9NSONmxY0esWbMm9u/fHxs2bIj+/n4dDwAAlDJrGEkef/zx4t90BKS3tzdOnjwZg4ODMTAwEEuXLo2xsTFhBAAAKG3Wa0Y2b94cd955Zyxfvjz27t0b58+fv/S3rq6u6Onp0eMAAEAlsx4ZSWFjxYoVsWjRoujr64upqaniKMj4+HiMjo7GyMhIR4Hk+PHjcfHiRXMIAABmkfaz2zl16lQ888yF0l03OTk549+eeeaZ0uUNDbWvw8TExKzlXXfddcVZVs1mDSNf/epX48iRI3Hu3Lm45ZZbYuXKlcXRkj179hThZMuWLbFs2bI5K52uLwEAAGbX1zcUEaMt77n22mtj/frB0r3X3Z0CwkTbv61fv750ec+fH46I51qmpwMUVcqbNYzcfvvtxWu6dDH79AvaO9Hd7Q7CAABQVbpEou596irlpXrUWZ6UAAAAZDHn3bQW0tcefSH+1b1/2/INN6ztjz/+9e1GBAAAvIQ5MgIAAGQhjAAAAFkIIwAAQBbCCAAAkIUwAgAAZCGMAAAAWQgjAABAFsIIAACQhTACAABkkfUJ7F1dZjoAwFwee+ps3PMHD7d910/86Kr412/74dJ9+OzJC/H8C6Mt09dcszg2rF5SaZ5884mRGJ+YbJn+ypcti6VLekqX9/CxM22n37rxmkr1e+HsePzd8Rdbpg8s6Y2bXzZQurzUf6kf23nZ6v5Yfc2iSvVsp7vm/eaJyalay+uuuGOfNYxM1dsHAAA/cKYq7lAd+PJz8bm/fqZl+s/8xPp41103VSrzQ5/+dgydGWuZ/gfv+tHY/EMrSpf3/o8faTt972+9Oq67dnHp8r7x+Jn4vb2Ptky/5RXL42Pv3lq6vL9+aCjuPfBE27/9yht/KO76xxtKlzmTmrND9NScbiYrjkOnaQEAAFkIIwAAQBbCCAAAkIUwAgAAZCGMAAAAWQgjAABAFsIIAACQhTACAABkIYwAAABZCCMAAEAWwggAAJCFMAIAAGQhjAAAAFkIIwAAQBbCCAAAkIUwAgAAZCGMAAAAWQgjAABAFsIIAACQhTACAABk0Zuz27u6zHQAuNI8O3QhPnL/0ZZaLV3SEx/6xVtK1/abT4zEp/7b37VM37BqSbzvzTe/JOf/yIsX43f+9Ntt//aRX9lS63d11bxD1b0A+2dXeh0XYp/0Sm/zxORUreV1V2xv1jAyVW8fAAA1OD86EY8cO9NS0LL+arsNwy+Oty1v+Nx45cr+uz97LP7n159vmf72n35FvOWfXF+6vPd9/EjbOiZ7fvO2IjiVMT4xOWN54xcno6+3vpNTpmreoap5H7VwpddxIfZJr/Q299ScbiYrttdpWgAAQBbCCAAAkIUwAgAAZCGMAAAAWQgjAABAFsIIAACQhTACAABkIYwAAABZCCMAAEAWWZ/AvhCP3geAK9nxU6Px3OkLbWt4w9r+GFy+qHTtv/3kSIyOT7ZMv2nDQCyv+NT0durebncvwI7AQuxb1Pyg6lqfvh5Fm+utYN3tjaugjgsxbq70Nk/U/Ej3qstz1jCyEI/eB4Ar2ee/ejz+0/94qm0N3/tzN8dP/9h1pWv/4c88Hk+dON8y/d/+y83x6letrK036t5uTy7AjsBC7FvUvM8W4xcnaw0kUzU3uu72xlVQx4UYN1d6m3tqTjdVl2enaQEAAFkIIwAAQBbCCAAAkIUwAgAAZJH1AnYAuNL99/99PD56/9GWWm7ftDJ+/52bzT+AeXBkBAAAyEIYAQAAsnCaFsBL2J994an404NPtjTwNbetid94y6bSDf8PnzsW//Urz7X92795x4/Ej/3ItaXLfOMHHoxzFyZapn/ifduKh/aVcX50Iv7pbz7Y9hPpgYJ//OvbS9cPgIWT9wnsZixk85//17Nx7sLFlq9PT4z9hdfe8JKcMYe+MRRPnXixZfo/vOXa+OGXL69U5qc/37qjn/zcT70slizqKVXWyIsX4y8feLZlend3V7z1znrnSdcCrIFrf4LxFf6E5YXYhl0NdazTQjz1eiEaXXeRdT+Bve6OXJBxc4XXcWGWlZrbfIU/gb3qdiXvkZEFmPP7Dj0T/+dbp1umv+72tfHa29fW/4UvQelizS/+3+dbGrZzy2C86Y4NV0SDf/0TfxsXJ1oXog+8dVMMrlhUury/+c5w2/89fvna/njPP9tYurwv/c3J+MsHvtv2bz+zc13ccevq0mX+x7/4TjzxXOuO9L943Q1x68ZrSpf3Fw88GydOj7b9W5UwkuqW6tjs2uV98Vu/8KrS5T187Ex8+vPtn1L9U/9gdez+R+tKl/nXDz0fXz5yqmX6ioG+SmFk7OLkjE/S/pmd6yuFkZnKqz2MXAU7gXUHptoD2ILs9F7Zdaw/LC1AKK69xAVaXmpU+475VRDorvT//Aj/udCxl9xpWk+fOB+PHDvTMv3WjSsqlXfvgSfi0afOtv3bb/zzV8aaaxaXKu/F0Yn44Ke+1fZvH/mVLaXr992TF+Lf72u9y0uy+cbl8YtveEWlMtv14Y3r+kuX1fB7ex+Lk8NjLdPvueuH4qb15U7DSL7+2Attp6edwyqGz423bfPYeOupI50YOjPWtrxkx+bBSmUefeZsfPOJkZbpZ86W3ylfCC9emGjb5rXXlltG/r5d7edJ8sMvX5a7uQBADbKGkal6jw4VJmsu9Niz52bcIbowWn7H9+LFqZnLG5so/T+p6fzomcpburhcWQ0zdeFktf38wjf/bjiOn2r9X/izL7aeJtSJnu6utocXqx5xnOlzVcubmmUczva32ctsP71yHWs+PDtTu6p+z2wfq3vdUXWezKbO7k3jvf761d/mqXmsI9qWV3Md627z1bANq39Zqbe8BRmHCzJf6i1v/OJkradq1b+s1Fpc4Uqv40KMmyu9zXVvW6ouz+6mBQAAZCGMAAAAWZQ+TWt4eDgOHDgQQ0NDsXv37ti4sfzFvQAAAKXDyKFDh2LHjh2xZs2a2L9/f2zYsCH6+6tf2AwAAPxgKnWa1ujoaJw8eTIGBwdjYGAgli5dGmNjrXdIAgAAmEvla0bSg9F6eqrdrQkAAKBrqsR9xyYmJuL++++PO++8M5YvXx6f/exn441vfGMsWzb7Pf9Pn259CGEUt7KdjBMvXGiZ3tfTHetXLak0c04Nj8XZNk+Vvmagr3iV9fwLY3F+rP3tZ1MdU13LmJyciqeHzrf9xMvXLi1dv/RcjedOtfZhFLf27Y3V15R/AOCZc+PFq9my/t4YXF6+vOTZkxfi4kTrfT+vu3ZJLO4rn4mfOnE+pqJ16G5Y1R+9PeVvVZee/zJ0pvXWw4t7e+K6wfLPyRg5fzFOj7Q/arhyWV+sWFp+LKZbI49ebH3uyeprFle6jfOzQ+fjYpv7BKaHkN2wtvypl6Pjk3H8dOtY7O3uig2ry5c30zxJUv+lfiwrlZfKbXbt8kWxvL/anc6fbPNE9+T61f3Fk9PLSA/yfPZk6/qh6jyJ7z1D54U2y/PAkt5YVeEBoadGxuLs+fbrxDUrl0T/ovLL8zND59veqnvd4JJYVOH2pzPNk0U9PbFuVfnlObX3VJvluX9Rb6xZWd86Nlm1fHEM9JdfntPzocbbrGPXrlwSSyrMk5m2LT1dXfGyNeXHYroN/fNtludFvT2xrsI6NknPrjrXZnu/cqCveJBpWSdeGC1usd9OlW1LGtPP1Lm9H5+M59qsY2Me2/sXRsZj+HzrWFzR3xcrl5fvw5hl21J1ez/T8vyy1f2Vbk1b+/b+xYtx+mz77X3VbUvd2/uZ1rGVt/djk3G8zf57b093bJhl/z1lh97e1v4oFUYAAAAazp07F9u3b4/HHnssDh48GK973etK9Y1b+wIAAJWk68gfffTRePjhh+PDH/5w6SKEEQAAYF6++MUvxlve8pbSRVQ7SRoAACAiPv/5z8dXv/rV+MxnPlO6O7IeGfnOd74T73rXu+I1r3lN8XNZX/7yl4vPvupVryo6oapPfepTxd3BGnVI/6Zyf/7nf750vU6cOFF8LpWXyp1vedOlvppebmpzKnc+bU83IUj9V0c9G+1Or9QP8y0vnYP40Y9+9FIb6+rHVEajnr/9279dSz/GtHE03/nT+Fxjuaja7tR/acw05m/j90admn+fy0xje/oyXGWZbh7Xze0t2/70ntTmdp+tUr+5xnWZ+jX6PI3rOtoaHYznKuNw+lhuN046LTO1IbVl+jp6PvVrXlfPVdZs/dm8/eiknZ3UtZPxXHaZmb6enquNZcZQJ2O7TF2bx3fVujaP6bk+N1e95lo3V+nDxntm6ptO17dl19OdLo/N5bbbX6q6/DQvh2XX4TPNr+Zy242D2cbjTOU290WjnY2+qGveNa/vqq5T6phXM827stuzTufdI488Eq9//evjz//8z4u/lTaV0Qc/+MGp+++/v3iln8s6duzY1NmzZ6cOHz48tWnTpsoNOXjwYLqIf+rhhx8ufk9lpZ+r1CvVp1GvVGb6eT7lTZfKaJSbfk7lzqftqW6prMYwmG89m4fTfMv7yEc+UrzqKq/Z3XffXcz7+fbj1LS+nPpeP1SdP8ePHy8+n/5NdUt1rNruNFY++clPXqpXY3lr1K35907Kax7bzctwlWW63bie3t6y7b/nnntmLKtK/eYa12Xql8Zzel8dZTWbaTyXHYfNYzl9rnmcdFrmrl27ijo1xnWaz/OpX7t19WxlzdafzduPdstDlbrONZ7LLjPt1tOztbHMGJprbJeta7vxPZ+6Th/Ts31utnp1sm6u0oeNsd1YT8/UV3Otb8uupzsZp+3Kbbe/VHX5aV4Oy67DZ5pfzeU2j4O5xuNM5Tb3RaOdzcv+fOdd8/oubYuqrFPqmFczzbuy27M6tqGdyBpGGoMuveaTixorg7rrMp96NQZjGix1lNdcbmOhnV73stKC0liQ5tvuRr3SwE1lzre8xootlZde09tbRz+mMtKKY3pZVfuxIY3B9Eob5KrlNjacjRXR9J2QKu2eqR6Ncqf/3mkdp+9YNi83VZfpduN6epmdtj+9J82DmcZ02fp1Mq47rV+jv9KreYxUaWtzu2caz1XG4fSx3G6cdFpmY4M5fazMt37t5uFcZc/Wn43tRyft7LSuc43nMsvMTOvp2cb4XG2eKjG2O63rbOO7Sl3bjemZPjdXHzbGc+rLuvpw+g7tbH011cH6tsx6uszy2K7+jfE+3+Wn+bvKrMNnm1/t2pDGwVSbZb/M+Jw+LY33VGYjPNQ175rXd/Ndp8xnXrWbd1W2Z2WXtaqu+mtG0mGwd7/73fEnf/InV0Bt/t7v/u7vxic/+ck5n8FSRjoclw6D3XPPPbF+/fp5lZUO+6cn6d9+++211G3t2rVpVBaH/a677rrieTTzcezYseLTX//614u7M7z97W+vpZ4Nn/vc5+KXf/mXaysvnZbwyle+Ml7xilcUd5L48R//8Url3HTTTZfGzaZNm2LXrl3xV3/1V8ofGNQAAATUSURBVLXVsw6NsZ3unlGHOsf1vffeG29729uKQ8V1qHNcN8b08ePHa1lGpqtzPDeP5fn42Mc+dtmy+93vfreWOtZl+vajrjFzJa+np1uodXZd47uuMZ3mcdqOvPOd74xPfOITlS6ubacxttOtTK/E9XQ7C7W/VOeYb1b3tjr5xje+ETt37ix+PnDgQG3lNq/v5mMh5lXdy3ydsoaRD37wg8WtwBo/l5Vm1i/90i8VA2DHjh211Gnr1q3FTmA6/y3VrUq90sY87VS+4x3vKH6fb3kN6b7NjRX9e9/73kvlpn9Tvcv4oz/6o2Ll+aEPfaj4VLoDQl31TH7yJ39yXuVt3Lix+HyaxyMjI3H99dcX0+uoX1oQU7vPnj1b7FDPpx8b0kYurTRuvfXWYkyuW7eucrlp3Nx9991FOW9605vi6aefrqXd05e3VKc3v/nNl/3eSR2bx3a7ZbjsMj3TuG60d9++fR21P83XP/zDPyxeya/+6q+2HYPzWee0G9ed1i+N6SSNu/mW1dzu2cZz2XHYPJbTDkbzOOm0zDRv02fTuEnnF6ff51u/hnafnen3dv3ZvP1oXj46KX+mNs82nqPNGJxpTM62np6pjVXGUMyyzu60rrON77J1nWlMz/a5meqV5kUKDG9961vjfe97X9t1c5U+TPM5hZzGejrt3M7UV2XWt3Otp9uV08m4bLe/NJ/lp7kvyq7DO1kPTx8HzX1TdnxO94UvfOHSTn4KD7OVW2beNa/v0n8kVFmn1DGvOhnDnWyDOp13qb2NdUD6D+TS+1K1HWOpIJ2Skg6TpcNQ6eeyGqcQpFfjMF5V6bBVow7pMFsqLx3SLVuvxiG/xisdFptPeQ0Pf++cw8bhtcZ3NQ4zzmceNM45nE89G+cuTq/PfNvdaF96pc/X0Y9T3ztE2+jDqZr6sVFG45Sy+ZSbxnX6XOPc6/m0e/r8TT+nMlJZqczm3ztpY/PYbl6Gyy7T7cZ1c3urtL+xPDd/tmz9OhnXZerXOP+9jrIa5hrPZcdh81huN046LbPR3jSm06kLddRv+rp6rrJm68/m7Ucn7Zyrrp2M5yrLzPTleK42djqGOhnbZevaPL6r1rV5TM/1ubnq1TjNbaZtZ5U+bJTRWE+366tO17dl1tNllsfp5bbbX5rP8tNYDqusw2ebX9OX7+ZxMNd4nK3c5mWoMfZnKqfKvGte31Vdp9Qxr9rNuyrbs07nXfp7KjO9P/1cliewAwAAlaS7c6WjY0k6QlY2WnjOCAAAUEk6nffo0aPFafXp57IcGQEAACqZfs1IuplFura0DGEEAADIIusT2AEAgB9cwggAAJCFMAIAAGQhjAAAAJWkC9jT7X3TKz0ksSxhBAAAqCQ9df7gwYNx+PDhuPfee0sX4W5aAABAJR56CAAAZOGhhwAAQBYeeggAAFyVXMAOAABkIYwAAABZCCMAAEAlnjMCAABk4TkjAABAFp4zAgAAZOE5IwAAQBaeMwIAAFyVXMAOAABkIYwAAABZCCMAAEAWwggAAFCJhx4CAABZeOghAACQhYceAgAAWXjoIQAAkIWHHgIAAFclF7ADAABZCCMAAEAWwggAAJCFMAIAAGQhjAAAAFkIIwAAQBbCCAAAkIUwAgAAZCGMAAAA338R8f8BbTLG5iIvnkMAAAAASUVORK5CYII=)