HDU-6198-矩阵快速幂求斐波那契+思维

#include <bits/stdc++.h>

using namespace std;

typedef long long ll;

const int MAXN=2;

const ll MOD=998244353;

struct Matrix{

ll a[MAXN][MAXN];

void init(){

memset(a,0,sizeof(a));

for(int i=0;i<MAXN;i++)

a[i][i]=1;

}

};

Matrix mul(Matrix a, Matrix b)

{

Matrix ans;

for(int i=0;i<MAXN;i++)

{

for(int j=0;j<MAXN;j++)

{

ans.a[i][j]=0;

for(int k=0;k<MAXN;k++)

ans.a[i][j]=(ans.a[i][j]+(a.a[i][k]\*b.a[k][j])%MOD)%MOD;

}

}

return ans;

}

Matrix qpow(Matrix a, ll n)

{

Matrix ans;

ans.init();

while(n)

{

if(n&1)

ans = mul(ans, a);

a=mul(a,a);

n>>=1;

}

return ans;

}

int main()

{

ll n;

while(scanf("%lld",&n)!=EOF)

{

n=2\*n+3;

Matrix a;

a.a[0][0]=1;a.a[0][1]=1;

a.a[1][0]=1;a.a[1][1]=0;

Matrix s;

s.a[0][0]=1;

s.a[1][0]=0;

Matrix ans=qpow(a,n);

ans=mul(ans,s);

printf("%lld\n",ans.a[1][0]-1);

}

return 0;

}

HDU-6201-Spfa最长路

#include <iostream>

#include <cstdio>

#include <algorithm>

#include <queue>

#include <cstring>

using namespace std;

const int MAXN=100000+100;

struct node{

int to,w,next;

}edge[MAXN<<2];

int cnt,head[MAXN],dis[MAXN];

bool vis[MAXN];

void Init()

{

memset(vis,0,sizeof(vis));

memset(head,-1, sizeof(head));

memset(dis,-1, sizeof(dis));

cnt=0;

}

void add\_edge(int from,int to,int w)

{

edge[cnt].w=w;

edge[cnt].to=to;

edge[cnt].next=head[from];

head[from]=cnt++;

}

void Spfa(int s)

{

queue<int> q;

dis[s]=0;

q.push(s);

vis[s]=true;

while(!q.empty())

{

int t=q.front();

q.pop();

for(int i=head[t];i!=-1;i=edge[i].next)

{

if(dis[edge[i].to]<dis[t]+edge[i].w)

{

dis[edge[i].to]=dis[t]+edge[i].w;

if(!vis[edge[i].to])

{

q.push(edge[i].to);

vis[edge[i].to]=true;

}

}

}

vis[t]=false;

}

}

int main()

{

int T;

scanf("%d",&T);

int n;

while(T--)

{

Init();

scanf("%d",&n);

int temp;

int s=n+1,e=n+2;

for(int i=1;i<=n;i++)

{

scanf("%d",&temp);

add\_edge(s,i,temp);

add\_edge(i,e,-temp);

}

int from,to,w;

for(int i=1;i<=n-1;i++)

{

scanf("%d %d %d",&from,&to,&w);

add\_edge(from,to,-w);

add\_edge(to,from,-w);

}

Spfa(s);

printf("%d\n",dis[e]);

}

return 0;

}

HDU-4407-Sum(容斥1-n与m互素的数个数变形)

#include <iostream>

#include <cstdio>

#include <algorithm>

#include <vector>

#include <cmath>

#include <map>

using namespace std;

typedef long long ll;

vector<ll> v;

map<ll,ll> vis;

ll Get\_sum(ll p,ll n)

{

v.clear();

for(ll i=2;i\*i<=p;i++)

{

if(p%i==0)

{

v.push\_back(i);

while(p%i==0)

p/=i;

}

}

if(p>1)

v.push\_back(p);

ll tsum=0;

for(ll i=1;i<(1LL<<v.size());i++)

{

ll cnt=0,mul=1;

for(ll j=0;j<v.size();j++)

{

if(i&(1<<j))

{

cnt++;

mul\*=v[j];

}

}

ll temp=n/mul;

if(cnt&1)

tsum+=(((temp\*(temp+1))/2)\*mul);

else

tsum-=(((temp\*(temp+1))/2)\*mul);

}

return ((n\*(n+1))/2)-tsum;

}

int main()

{

int T;

scanf("%d",&T);

ll n,m;

while(T--)

{

vis.clear();

scanf("%lld %lld",&n,&m);

ll com,x,y,p;

while(m--)

{

scanf("%lld",&com);

if(com==1)

{

scanf("%lld %lld %lld",&x,&y,&p);

ll tans=Get\_sum(p,y)-Get\_sum(p,x-1);

for(map<ll,ll>::iterator it=vis.begin();it!=vis.end();it++)

{

if(x<=it->first&&it->first<=y)

{

if(\_\_gcd(it->first,p)==1)

tans-=it->first;

if(\_\_gcd(it->second,p)==1)

tans+=it->second;

}

}

printf("%lld\n",tans);

}

else

{

scanf("%lld %lld",&x,&p);

vis[x]=p;

}

}

}

return 0;

}

树链剖分BZOJ1036

树链剖分就是把树拆成一系列链，然后用数据结构对链进行维护。

通常的剖分方法是轻重链剖分，所谓轻重链就是对于节点u的所有子结点v，size[v]最大的v与u的边是重边，其它边是轻边，其中size[v]是以v为根的子树的节点个数，全部由重边组成的路径是重路径，根据论文上的证明，任意一点到根的路径上存在不超过logn条轻边和logn条重路径。

这样我们考虑用数据结构来维护重路径上的查询，轻边直接查询。

通常用来维护的数据结构是线段树，splay较少见。

具体步骤

预处理

第一遍dfs求出树每个结点的深度deep[x]，其为根的子树大小size[x]

以及祖先的信息fa[x][i]表示x往上距离为2^i的祖先

第二遍dfs

根节点为起点，向下拓展构建重链

选择最大的一个子树的根继承当前重链

其余节点，都以该节点为起点向下重新拉一条重链

给每个结点分配一个位置编号，每条重链就相当于一段区间，用数据结构去维护。

把所有的重链首尾相接，放到同一个数据结构上，然后维护这一个整体即可

修改操作

1、单独修改一个点的权值

根据其编号直接在数据结构中修改就行了。

2、修改点u和点v的路径上的权值

（1）若u和v在同一条重链上

直接用数据结构修改pos[u]至pos[v]间的值。

（2）若u和v不在同一条重链上

一边进行修改，一边将u和v往同一条重链上靠，然后就变成了情况（1）。

查询操作

查询操作的分析过程同修改操作

题目不同，选用不同的数据结构来维护值，通常有线段树和splay

#include<cstdio>

#include<cstring>

#include<cstdlib>

#include<iostream>

#define inf 0x7fffffff

#define N 30005

#define M 60005

using namespace std;

int n,q,cnt,sz;

int v[N],dep[N],size[N],head[N],fa[N];

int pos[N],bl[N];

struct data{int to,next;}e[M];

struct seg{int l,r,mx,sum;}t[100005];

void insert(int u,int v)

{

e[++cnt].to=v;e[cnt].next=head[u];head[u]=cnt;

e[++cnt].to=u;e[cnt].next=head[v];head[v]=cnt;

}

void ini()

{

scanf("%d",&n);

for(int i=1;i<n;i++)

{

int x,y;

scanf("%d%d",&x,&y);

insert(x,y);

}

for(int i=1;i<=n;i++)scanf("%d",&v[i]);

}

void dfs1(int x)

{

size[x]=1;

for(int i=head[x];i;i=e[i].next)

{

if(e[i].to==fa[x])continue;

dep[e[i].to]=dep[x]+1;

fa[e[i].to]=x;

dfs1(e[i].to);

size[x]+=size[e[i].to];

}

}

void dfs2(int x,int chain)

{

int k=0;sz++;

pos[x]=sz;//分配x结点在线段树中的编号

bl[x]=chain;

for(int i=head[x];i;i=e[i].next)

if(dep[e[i].to]>dep[x]&&size[e[i].to]>size[k])

k=e[i].to;//选择子树最大的儿子继承重链

if(k==0)return;

dfs2(k,chain);

for(int i=head[x];i;i=e[i].next)

if(dep[e[i].to]>dep[x]&&k!=e[i].to)

dfs2(e[i].to,e[i].to);//其余儿子新开重链

}

void build(int k,int l,int r)//建线段树

{

t[k].l=l;t[k].r=r;

if(l==r)return;

int mid=(l+r)>>1;

build(k<<1,l,mid);

build(k<<1|1,mid+1,r);

}

void change(int k,int x,int y)//线段树单点修改

{

int l=t[k].l,r=t[k].r,mid=(l+r)>>1;

if(l==r){t[k].sum=t[k].mx=y;return;}

if(x<=mid)change(k<<1,x,y);

else change(k<<1|1,x,y);

t[k].sum=t[k<<1].sum+t[k<<1|1].sum;

t[k].mx=max(t[k<<1].mx,t[k<<1|1].mx);

}

int querysum(int k,int x,int y)//线段树区间求和

{

int l=t[k].l,r=t[k].r,mid=(l+r)>>1;

if(l==x&&y==r)return t[k].sum;

if(y<=mid)return querysum(k<<1,x,y);

else if(x>mid)return querysum(k<<1|1,x,y);

else {return querysum(k<<1,x,mid)+querysum(k<<1|1,mid+1,y);}

}

int querymx(int k,int x,int y)//线段树区间求最大值

{

int l=t[k].l,r=t[k].r,mid=(l+r)>>1;

if(l==x&&y==r)return t[k].mx;

if(y<=mid)return querymx(k<<1,x,y);

else if(x>mid)return querymx(k<<1|1,x,y);

else {return max(querymx(k<<1,x,mid),querymx(k<<1|1,mid+1,y));}

}

int solvesum(int x,int y)

{

int sum=0;

while(bl[x]!=bl[y])

{

if(dep[bl[x]]<dep[bl[y]])swap(x,y);

sum+=querysum(1,pos[bl[x]],pos[x]);

x=fa[bl[x]];

}

if(pos[x]>pos[y])swap(x,y);

sum+=querysum(1,pos[x],pos[y]);

return sum;

}

int solvemx(int x,int y)

{

int mx=-inf;

while(bl[x]!=bl[y])

{

if(dep[bl[x]]<dep[bl[y]])swap(x,y);

mx=max(mx,querymx(1,pos[bl[x]],pos[x]));

x=fa[bl[x]];

}

if(pos[x]>pos[y])swap(x,y);

mx=max(mx,querymx(1,pos[x],pos[y]));

return mx;

}

void solve()

{

build(1,1,n);

for(int i=1;i<=n;i++)

change(1,pos[i],v[i]);

scanf("%d",&q);

char ch[10];

for(int i=1;i<=q;i++)

{

int x,y;scanf("%s%d%d",ch,&x,&y);

if(ch[0]=='C'){v[x]=y;change(1,pos[x],y);}

else

{

if(ch[1]=='M')

printf("%d\n",solvemx(x,y));

else

printf("%d\n",solvesum(x,y));

}

}

}

int main()

{

ini();

dfs1(1);

dfs2(1,1);

solve();

return 0;

}

最长上升子序列

类似的，我们可以通过二分查找中改变“上确界”和“下确界”，以及符号（“<”和“<=”或“>”、“>=”等），求出最长不下降、不上升、严格下降子序列等问题。

#include<cstdio>

#include<algorithm>

const int MAXN=200001;

int a[MAXN];

int d[MAXN];

int main()

{

int n;

scanf("%d",&n);

for(int i=1;i<=n;i++)

scanf("%d",&a[i]);

d[1]=a[1];

int len=1;

for(int i=2;i<=n;i++)

{

if(a[i]>d[len])

d[++len]=a[i];

else

{

int j=std::lower\_bound(d+1,d+len+1,a[i])-d;

d[j]=a[i];

}

}

printf("%d\n",len);

return 0;

}

2进制分解

#include <iostream>

#include <cstdio>

#include <algorithm>

#include <cmath>

using namespace std;

int main()

{

int n;

cin>>n;

cout<<(int)log2(n)+1<<endl;

return 0;

}

容斥1-n与m互素的数个数

vector<LL> p;

LL fun(LL n,LL m)

{

p.clear();

for(LL i=2;i\*i<=n;i++)

{

if(n%i==0)

{

p.push\_back(i);

while(n%i==0)

n/=i;

}

}

if(n>1) p.push\_back(n);///求n的素因子

LL S=0;

for(LL i=1;i<(1<<p.size());i++)///从1一直枚举到1<<素因子个数

{

LL cnt=0;

LL mul=1;

for(LL j=0;j<p.size();j++)///枚举每个素因子

{

if(i&(1<<j))///若对应位置为1那么计入

{

cnt++;

mul\*=p[j];

}

}

if(cnt&1)///容斥原理，选取的个数为奇数个，加

S+=m/mul;

else S-=m/mul;///选取的个数为偶数个，减

}

return m-S;///S求得的是1-m中与n不互素的数的个数，返回的是1-m中与n互素的数的个数

}

最小正整数解

int exGcd(int a,int b,int &x,int &y)

{

if(b==0)

{

x=1;y=0;

return a;

}

int r=exGcd(b,a%b,x,y);

int t=x;x=y;y=t-a/b\*y;

return r;

}

int cal(int a,int b,int c)

{

int x,y;

int gcd=(a,b,x,y);

if(c%gcd!=0)

return -1;//代表无解

// ax0+by0=gcd(a,b) 方程一

//同时乘以c/gcd(a,b)得

// (a\*c/gcd(a,b))\*x0+(b\*c/gcd(a,b))\*y0=c;

// 令 x1=c/gcd(a,b)\*x0 y1=c/gcd(a,b)\*y0;

// 则可得 ax1+by1=c 方程二

// 这时得出方程的一个解 x1=x0\*c/gcd(a,b) y1=y0\*c/gcd(a,b)

x\*=c/gcd; //将 方程一的一个特解转化成方程2的一个特解

//套用上文的公式可得对方程二

// b'=b/gcd(a,b);

b/=gcd;

if(b<0)//处理小于0的特殊情况

b=-b;

//对特解x +- kb' 找到最小整数解

//设x=kb'+r

//那么我们想要求的整数解就是r

//直接取模运算即可

int ans=x%b;

//把负数的r转化成正数的

if(ans<=0)

ans+=b;

return ans;

}

字典树优化

#include <iostream>

#include <cstdio>

#include <algorithm>

#include <cstring>

using namespace std;

const int sigma\_size=26;

struct Node{

Node \*L,\*R;

char ch;

int flag;

Node(){

L=R=NULL;

ch=flag=0;

}

};

Node \*root;

void Init()

{

root=new Node();

}

void Insert(char \*s)

{

int len=strlen(s);

Node \*now=root;

for(int i=0;i<len;i++)

{

Node \*j,\*pre;

if(now->L==NULL)

{

now->L=new Node();

now->L->ch=s[i];

}

for(j=now->L;j;j=j->R)

{

pre=j;

if(j->ch==s[i])

break;

}

if(pre->ch!=s[i])

{

pre->R=new Node();

pre->R->ch=s[i];

j=pre->R;

}

now=j;

now->flag++;

}

}

int Query(char \*s)

{

int len=strlen(s);

Node \*now=root;

for(int i=0;i<len;i++)

{

Node \*j;

for(j=now->L;j;j=j->R)

if(j->ch==s[i])

break;

if(j==NULL)

return 0;

now=j;

}

return now->flag;

}

int main()

{

char s[20];

Init();

while(gets(s),strcmp(s,""))

Insert(s);

while(gets(s)!=NULL)

printf("%d\n",Query(s));

return 0;

}

KMP

#include <iostream>

#include <cstdio>

#include <algorithm>

#include <cstring>

using namespace std;

void Get\_fail(char \*P, int \*f){

int m = strlen(P);

f[0] = 0; f[1] = 0;

for(int i=1; i<m; i++){

int j = f[i];

while(j && P[i] != P[j]) j=f[j];

f[i+1] = (P[i] == P[j] ? j + 1 : 0);

}

}

int KMP(char \*P,char \*T,int \*f){

int n = strlen(T), m = strlen(P);

Get\_fail(P,f);

int j = 0;

for(int i = 0; i < n; i++){

while(j && P[j] != T[i]) j=f[j];

if(P[j] == T[i]) j++;

if(j == m)

return i - m + 1;

}

return -1;

}

int main(){

char P[1000], T[1000];

int f[1000];

cin >> P >> T;

cout << KMP(P,T,f) << endl;

return 0;

}

HDU – 1255 矩形面积交 扫描线

#include <iostream>

#include <cstdio>

#include <algorithm>

#include <vector>

using namespace std;

const int MAXN=10000;

vector<double > v;

struct Edge{

double l,r,h;

int f;

bool operator <(const Edge& a) const{

return h<a.h;

}

}edge[MAXN<<1];

struct Tree{

int l,r;

double len;

int f;

}tree[MAXN<<3];

int Get\_id(double key)

{

return lower\_bound(v.begin(),v.end(),key)-v.begin()+1;

}

void Build(int l,int r,int cur)

{

tree[cur].l=l;tree[cur].r=r;tree[cur].f=0;tree[cur].len=0;

if(l+1==r)

return;

int mid=(l+r)>>1;

Build(l,mid,cur<<1);

Build(mid,r,cur<<1|1);

}

void Pushup(int cur)

{

if(tree[cur].f>=1)

tree[cur].len=v[tree[cur].r-1]-v[tree[cur].l-1];

else if(tree[cur].l+1==tree[cur].r)

tree[cur].len=0;

else

tree[cur].len=tree[cur<<1].len+tree[cur<<1|1].len;

}

void Update(int l,int r,int val,int cur)

{

if(l<=tree[cur].l&&tree[cur].r<=r)

{

tree[cur].f+=val;

Pushup(cur);

return;

}

int mid=(tree[cur].l+tree[cur].r)>>1;

if(l<mid)

Update(l,r,val,cur<<1);

if(r>mid)

Update(l,r,val,cur<<1|1);

Pushup(cur);

}

double Query(int num,int cur)

{

if(num+tree[cur].f>=2)

return tree[cur].len;

if(tree[cur].l+1==tree[cur].r)

return 0;

return Query(num+tree[cur].f,cur<<1)+Query(num+tree[cur].f,cur<<1|1);

}

int main()

{

int T;

scanf("%d",&T);

while(T--)

{

int n;

scanf("%d",&n);

double xd,yd,xu,yu;

int cnt=0;

for(int i=0;i<n;i++)

{

scanf("%lf %lf %lf %lf",&xd,&yd,&xu,&yu);

v.push\_back(xd);

v.push\_back(xu);

edge[cnt].l=xd;edge[cnt].r=xu;edge[cnt].h=yd;edge[cnt++].f=1;

edge[cnt].l=xd;edge[cnt].r=xu;edge[cnt].h=yu;edge[cnt++].f=-1;

}

sort(v.begin(),v.end());

sort(edge,edge+cnt);

v.erase(unique(v.begin(),v.end()),v.end());

double ans=0;

Build(1,v.size()+100,1);

for(int i=0;i<cnt-1;i++)

{

Update(Get\_id(edge[i].l),Get\_id(edge[i].r),edge[i].f,1);

ans+=Query(0,1)\*(edge[i+1].h-edge[i].h);

}

printf("%.2lf\n",ans);

}

return 0;

}

HDU – 2642 二维树状数组

#include <iostream>

#include <cstdio>

#include <algorithm>

using namespace std;

const int MAXN=2000;

int tree[MAXN][MAXN];

int book[MAXN][MAXN];

int lowbit(int x)

{

return x&-x;

}

void Update(int x,int y,int val)

{

for(int i=x;i<MAXN;i+=lowbit(i))

for(int j=y;j<MAXN;j+=lowbit(j))

tree[i][j]+=val;

}

int Query(int x,int y)

{

int ans=0;

for(int i=x;i>0;i-=lowbit(i))

for(int j=y;j>0;j-=lowbit(j))

ans+=tree[i][j];

return ans;

}

int main()

{

int n;

scanf("%d",&n);

while(n--)

{

char com;

int t1,t2,t3,t4;

scanf(" %c %d %d",&com,&t1,&t2);

t1++,t2++;

if(com=='B'&&!book[t1][t2])

{

Update(t1,t2,1);

book[t1][t2]=1;

}

else if(com=='D'&&book[t1][t2])

{

Update(t1,t2,-1);

book[t1][t2]=0;

}

else if(com=='Q')

{

scanf("%d %d",&t3,&t4);

t3++,t4++;

if(t3>t4)

swap(t3,t4);

if(t1>t2)

swap(t1,t2);

printf("%d\n",Query(t2,t4)-Query(t1-1,t4)-Query(t2,t3-1)+Query(t1-1,t3-1));

}

}

return 0;

}

POJ – 3321 DFS序

#include <iostream>

#include <cstdio>

#include <algorithm>

#include <cstring>

using namespace std;

const int MAXN=(int)1e5+10;

struct node{

int to,next;

}edge[2\*MAXN];

int head[MAXN],in[MAXN],out[MAXN];

int cnt=0,tot=0;

int c[MAXN];

bool vis[MAXN];

void add\_edge(int from,int to)

{

edge[cnt].to=to;

edge[cnt].next=head[from];

head[from]=cnt++;

}

void dfs(int cur,int pre)

{

in[cur]=++tot;

for(int i=head[cur];i!=-1;i=edge[i].next)

if(edge[i].to!=pre)

dfs(edge[i].to,cur);

out[cur]=tot;

}

int lowbit(int x)

{

return (-x)&x;

}

void add(int x,int n,int val)

{

while(x<=n)

{

c[x]+=val;

x+=lowbit(x);

}

}

int sum(int x)

{

int ans=0;

while(x)

{

ans+=c[x];

x-=lowbit(x);

}

return ans;

}

int main()

{

memset(head,-1,sizeof(head));

int n;

scanf("%d",&n);

int u,v;

for(int i=0;i<n-1;i++)

{

scanf("%d %d",&u,&v);

add\_edge(u,v);

add\_edge(v,u);

}

for(int i=1;i<=n;i++)

{

vis[i]=true;

add(i,n,1);

}

dfs(1,0);

int m,temp;

char com;

scanf("%d",&m);

while (m--)

{

scanf(" %c %d",&com,&temp);

if(com=='Q')

printf("%d\n",sum(out[temp])-sum(in[temp]-1));

else

{

if(vis[in[temp]])

{

add(in[temp],n,-1);

vis[in[temp]]=false;

}

else

{

add(in[temp],n,1);

vis[in[temp]]=true;

}

}

}

return 0;

}

CodeForces - 787D 线段树优化建图+最短路

/\*

@resouces: codeforces 787D

@date: 2017-3-27

@author: QuanQqqqq

@algorithm: 线段树 + dijkstra nlogn

\*/

#include <cstdio>

#include <algorithm>

#include <iostream>

#include <vector>

#include <queue>

#define MAXN 500005

#define ll long long

using namespace std;

const ll LLINF = 0x3f3f3f3f3fLL;

typedef pair<ll,int> pli;

struct Edge{

int to,weight;

Edge(int \_to = 0,int \_weight = 0) : to(\_to),weight(\_weight){}

};

priority\_queue<pli > Q;

vector<vector<Edge> > G(MAXN);

bool vis[MAXN];

int id[MAXN][2];

vector<int> vs;

ll d[MAXN];

int idx;

void addEdge(int from,int to,int weight){

G[from].push\_back(Edge(to,weight));

}

void build(int l,int r,int rt,int wh){ //wh0为从上到下的线段树，wh1为从下到上的线段树

id[rt][wh] = ++idx;

if(l == r){

if(wh == 0){

addEdge(id[rt][wh],l,0);

} else {

addEdge(l,id[rt][wh],0);

}

return;

}

int mid = l + r >> 1;

build(l,mid,rt << 1,wh);

build(mid + 1,r,rt << 1 | 1,wh);

if(wh == 0){

addEdge(id[rt][wh],id[rt << 1][wh],0);

addEdge(id[rt][wh],id[rt << 1 | 1][wh],0);

} else {

addEdge(id[rt << 1][wh],id[rt][wh],0);

addEdge(id[rt << 1 | 1][wh],id[rt][wh],0);

}

}

void get(int l,int r,int L,int R,int rt,int wh){

if(L <= l && r <= R){

vs.push\_back(id[rt][wh]);

return;

}

int m = l + r >> 1;

if(m >= L){

get(l,m,L,R,rt << 1,wh);

}

if(m < R){

get(m + 1,r,L,R,rt << 1 | 1,wh);

}

}

void dijkstra(int s,int n){

for(int i = 1;i <= n;i++){

vis[i] = false;

d[i] = LLINF;

}

Q.push({-0,s});

d[s] = 0;

while(!Q.empty()){

int u = Q.top().second;

Q.pop();

if(vis[u]){

continue;

}

vis[u] = true;

for(int i = 0;i < G[u].size();i++){

Edge e = G[u][i];

int v = e.to,w = e.weight;

if(w + d[u] < d[v]){

d[v] = w + d[u];

Q.push({-d[v],v});

}

}

}

}

void init(int n){

while(!Q.empty()){

Q.pop();

}

for(int i = 1;i <= n;i++){

G[i].clear();

}

}

int main(){

int n,q,s,l,r,t,u,v,c;

scanf("%d %d %d",&n,&q,&s);

init(n \* 5);

idx = n;

build(1,n,1,0);

build(1,n,1,1);

while(q--){

scanf("%d %d",&t,&u);

if(t == 1){

scanf("%d %d",&v,&c);

addEdge(u,v,c);

} else if(t == 2) {

vs.clear();

scanf("%d %d %d",&l,&r,&c);

get(1,n,l,r,1,0);

for(int i = 0;i < vs.size();i++){

addEdge(u,vs[i],c);

}

} else {

vs.clear();

scanf("%d %d %d",&l,&r,&c);

get(1,n,l,r,1,1);

for(int i = 0;i < vs.size();i++){

addEdge(vs[i],u,c);

}

}

}

dijkstra(s,5 \* n);

for(int i = 1;i <= n;i++){

if(d[i] == LLINF){

d[i] = -1;

}

printf("%lld ",d[i]);

}

}

主席树 区间第K小 POJ 2104

#include<iostream>

#include<cstdio>

#include<algorithm>

#include<vector>

using namespace std;

const int MAXN=1e5+10;

struct Tree{

int l,r,sum;

}T[MAXN\*40];

vector<int> v;

int cnt,root[MAXN],a[MAXN];

void Init()

{

cnt=0;

T[cnt].l=0;T[cnt].r=0;T[cnt].sum=0;

root[cnt]=0;

v.clear();

}

int getid(int x)

{

return lower\_bound(v.begin(),v.end(),x)-v.begin()+1;

}

void Update(int l,int r,int &x,int y,int pos)

{

T[++cnt]=T[y],T[cnt].sum++,x=cnt;

if(l==r)

return;

int mid=(l+r)>>1;

if(mid>=pos)

Updata(l,mid,T[x].l,T[y].l,pos);

else

Updata(mid+1,r,T[x].r,T[y].r,pos);

}

int Query(int l,int r,int x,int y,int k)

{

if(l==r)

return l;

int mid=(l+r)>>1;

int sum=T[T[y].l].sum-T[T[x].l].sum;

if(sum>=k)

return Query(l,mid,T[x].l,T[y].l,k);

else

return Query(mid+1,r,T[x].r,T[y].r,k-sum);

}

int main()

{

Init();

int n,m;

scanf("%d%d",&n,&m);

for(int i=1;i<=n;i++)

{

scanf("%d",&a[i]);

v.push\_back(a[i]);

}

sort(v.begin(),v.end());

v.erase(unique(v.begin(),v.end()),v.end());

for(int i=1;i<=n;i++)

Updata(1,n,root[i],root[i-1],getid(a[i]));

int l,r,k;

for(int i=1;i<=m;i++)

{

scanf("%d%d%d",&l,&r,&k);

printf("%d\n",v[Query(1,n,root[l-1],root[r],k)-1]);

}

return 0;

}

主席树 SPOJ - DQUERY 求区间数字种类数

#include <cstdio>

#include <algorithm>

#include <iostream>

#include <map>

using namespace std;

const int MAXN=30010;

struct node{

int l,r,sum;

}T[MAXN\*40];

int cnt,a[MAXN],root[MAXN];

map<int,int> pos;

void Init()

{

cnt=0;

T[cnt].l=0;T[cnt].r=0;T[cnt].sum=0;

root[cnt]=0;

pos.clear();

}

void Update(int l,int r,int &now,int pre,int pos,int add)

{

T[++cnt]=T[pre];T[cnt].sum+=add;now=cnt;

if(l==r)

return;

int mid=(l+r)>>1;

if(pos<=mid)

Update(l,mid,T[cnt].l,T[pre].l,pos,add);

else

Update(mid+1,r,T[cnt].r,T[pre].r,pos,add);

}

int Query(int l,int r,int root,int left)

{

if(l>=left)

return T[root].sum;

int mid=(l+r)>>1;

if(mid>=left)

return Query(l,mid,T[root].l,left)+T[T[root].r].sum;

else

return Query(mid+1,r,T[root].r,left);

}

int main()

{

int n;

while(scanf("%d",&n)!=EOF)

{

Init();

int temp;

for(int i=1;i<=n;i++)

{

scanf("%d",&a[i]);

if(!pos.count(a[i]))//直接加

{

Update(1,n,root[i],root[i-1],i,1);

}

else

{

Update(1,n,temp,root[i-1],pos[a[i]],-1);

Update(1,n,root[i],temp,i,1);

}

pos[a[i]]=i;

}

int q,l,r;

scanf("%d",&q);

for(int i=0;i<q;++i)

{

scanf("%d%d",&l,&r);

printf("%d\n",Query(1,n,root[r],l));

}

}

return 0;

}

#include <iostream>

#include <cstdio>

#include <algorithm>

#include <map>

#include <cstring>

using namespace std;

const int maxn=30000+5;

map<int,int> mp;

int data[maxn],a[maxn],ans[200000+5];

struct node{

int l,r,id;

bool operator<(node t)const{

return r<t.r;

}

}q[200000+5];

int lowbit(int x)

{

return x&-x;

}

int Get\_sum(int i)

{

int ans=0;

while(i>0){

ans+=data[i];

i-=lowbit(i);

}

return ans;

}

void Update(int i,int x)

{

while(i<maxn){

data[i]+=x;

i+=lowbit(i);

}

}

int main()

{

int n;

while(~scanf("%d",&n))

{

memset(data,0,sizeof(data));

mp.clear();

for(int i=1;i<=n;i++)

scanf("%d",&a[i]);

int m;

scanf("%d",&m);

for(int i=0;i<m;i++)

{

scanf("%d%d",&q[i].l,&q[i].r);

q[i].id=i;

}

sort(q,q+m);

int pre=1;

for(int i=0;i<m;i++)

{

for(int j=pre;j<=q[i].r;j++)

{

if(mp[a[j]]!=0)

Update(mp[a[j]],-1);

Update(j,1);

mp[a[j]]=j;

}

pre=q[i].r+1;

ans[q[i].id]=Get\_sum(q[i].r)-Get\_sum(q[i].l-1);

}

for(int i=0;i<m;i++)

printf("%d\n",ans[i]);

}

return 0;

}

指数循环节

≡ ，其中b≥φ(m)

离散对数模板

<http://www.spoj.com/problems/MOD/>

求解 ≡B (%C) 的最小正整数解 （0<=x<C）

#include <iostream>

#include <string.h>

#include <stdio.h>

#include <math.h>

using namespace std;

typedef long long LL;

const int MOD = 99991;

const int N = 100005;

struct Hash

{

bool f;

int id;

int val;

};

Hash hash[N];

void Init()

{

for(int i=0; i<N; i++)

{

hash[i].f = 0;

hash[i].id = -1;

hash[i].val = -1;

}

}

void Insert(int id,LL val)

{

LL t = val % MOD;

while(hash[t].f && hash[t].val != val)

{

t++;

t %= MOD;

}

if(!hash[t].f)

{

hash[t].f = 1;

hash[t].id = id;

hash[t].val = val;

}

}

int Find(LL val)

{

LL t = val % MOD;

while(hash[t].f && hash[t].val != val)

{

t++;

t %= MOD;

}

if(!hash[t].f) return -1;

return hash[t].id;

}

LL gcd(LL a,LL b)

{

return b ? gcd(b,a%b):a;

}

void extend\_Euclid(LL a,LL b,LL &x,LL &y)

{

if(b == 0)

{

x = 1;

y = 0;

return;

}

extend\_Euclid(b,a%b,x,y);

LL tmp = x;

x = y;

y = tmp - (a / b) \* y;

}

LL Baby\_Step(LL A,LL B,LL C)

{

LL ret = 1;

for(int i=0; i<=50; i++)

{

if(ret == B) return i;

ret = ret \* A % C;

}

LL ans = 1;

LL tmp,cnt = 0;

while((tmp = gcd(A,C)) != 1)

{

if(B % tmp) return -1;

B /= tmp;

C /= tmp;

ans = ans \* (A / tmp) % C;

cnt++;

}

LL M = ceil(sqrt(1.0\*C));

LL t = 1;

for(int i=0; i<M; i++)

{

Insert(i,t);

t = t \* A % C;

}

for(int i=0; i<M; i++)

{

LL x,y;

extend\_Euclid(ans,C,x,y);

LL val = x \* B % C;

val = (val % C + C) % C;

LL j = Find(val);

if(j != -1) return i \* M + j + cnt;

ans = ans \* t % C;

}

return -1;

}

int main()

{

LL A,B,C;

while(cin>>A>>C>>B)

{

Init();

if(A + B + C == 0) break;

A %= C; B %= C;

LL ans = Baby\_Step(A,B,C);

if(ans == -1)

{

puts("No Solution");

continue;

}

cout<<ans<<endl;

}

return 0;

}

奇奇怪怪的定理猜想

***费马大定理***

又被称为“费马最后的定理”，由17世纪法国数学家皮耶·德·费玛提出。

他断言当整数n >2时，关于x, y, z的方程 x^n + y^n = z^n 没有正整数解。

***排列组合***

![https://images2018.cnblogs.com/blog/1458413/201808/1458413-20180806171419851-479703983.png](data:image/png;base64,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)

***哥德巴赫猜想***

任一大于2的偶数都可写成两个质数之和

***错排公式***

D(n) = n![(-1)^2/2! + … + (-1)^(n-1)/(n-1)! + (-1)^n/n!].

D（n）=（n-1）[D（n-1）+D（n-2）]； D（1）=0； D（2）=1

LightOJ – 1234 调和级数求和公式

//公式

#include <iostream>

#include <cstdio>

#include <cmath>

#include <algorithm>

using namespace std;

const double ER = 0.57721566490153286060651209;

double fn[100005];

void Init() {

fn[0] = 0, fn[1] = 1;

for (int i = 2; i <= 100000; i++)

fn[i] = fn[i - 1] + 1.0 / i;

}

double find(int n) {

return ER + (log(n) + log(n + 1)) / 2;

}

int main() {

Init();

int T, cas = 1;

scanf("%d", &T);

while (T--) {

int n;

scanf("%d", &n);

printf("Case %d: ", cas++);

if (n <= 100000)

printf("%.10lf\n", fn[n]);

else

printf("%.10lf\n", find(n));

}

return 0;

}

快速幂求前k位和后k位 LightOJ – 1282

#include <iostream>

#include <algorithm>

#include <cstdio>

#include <cmath>

using namespace std;

typedef long long ll;

const ll MOD=1000;

ll qpow(ll a,ll b){

ll ans=1;

while(b){

if(b&1)

ans=ans\*a%MOD;

a=a\*a%MOD;

b>>=1;

}

return ans;

}

int main(){

int T,cas=1;

scanf("%d",&T);

while (T--){

ll n,k;

scanf("%lld %lld",&n,&k);

ll ans=(ll)pow(10.0,2.0+fmod(k\*log10(n),1.0));

printf("Case %d: %03lld %03lld\n",cas++,ans,qpow(n,k));

}

return 0;

}

整除分块 LightOJ – 1245

#include <iostream>

#include <algorithm>

#include <vector>

#include <cstdio>

using namespace std;

typedef long long ll;

int main() {

int T,cas=1;

scanf("%d", &T);

while (T--) {

ll n, ans = 0;

scanf("%lld", &n);

for (ll l = 1, r; l <= n; l = r + 1) {

r = n / (n / l);

ans += (r - l + 1) \* (n / l);

}

printf("Case %d: %lld\n",cas++,ans);

}

return 0;

}

二分 阶乘末尾0的数量 LightOJ – 1138

//不想写了 粘题解 这题很简单 wa那一次是因为想当然了

#include <math.h>

#include <vector>

#include <queue>

#include <string>

#include <string.h>

#include <stdlib.h>

#include <iostream>

#include <algorithm>

using namespace std;

typedef long long LL;

LL solve(LL n)

{

LL num=0;

while(n){

num+=n/5;

n/=5;

}

return num;

}

LL er(LL n)

{

LL x=1;

LL y=1844674407370;

LL mid;

LL res=-1;

while(y>=x){

mid=(x+y)/2;

LL ans=solve(mid);

if(ans==n){

res=mid;

y=mid-1;

//return mid;

}

else if(ans>n){

y=mid-1;

}

else if(ans<n){

x=mid+1;

}

}

return res;

}

int main()

{

int t;

scanf("%d",&t);

int xp=1;

while(t--){

LL n;

scanf("%lld",&n);

LL ans=er(n);

if(ans==-1) printf("Case %d: impossible\n",xp++);

else printf("Case %d: %d\n",xp++,ans);

}

return 0;

}