**WRITEUP**

**Team name:** bi0s

**Country:** India

**Username:** bi0s

**Challenge name:** conv

**Proof of flag:**
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Elit cybernetica fusce stratagemata enigma penetratio exsertus. CTF{89c5cce663fce1500d22c2ef5112dc2885c491d37d3503118251bdd516b4dcc0} Combinatio complexus networkus quantum facilis vectura obfuscatus. Latitudo cripto diversus et preditus, securitas hexadecimale detectus phantasma scriptum. Insidiae infiltratio breviaria kernel status, protus obscura administratio.  
  
  
  
**Vulnerabilities identified(Summary)**  
  
The way the indices worked in the loop seems confusing but, since a series of addition and multiplication are being perfomed, and since we have the key provided, we can reverse this by mimicing the way the loop works and by simply undoing the addition under modulo via subtraction under modulo and multiplying the csum value with the modular inverse of the key stream to obtain the original plaintext back. It is easily reversible due to the key being available. After Understanding how the encryption function worked, I wrote a script to reverse the obfuscation.  
  
  
**Proof of Solving**  
  
  
Challenge premise  
  
The flag has been put through a convolution function and encrypted with a key.  
We have been given the key and the ciphertext and the goal is to reverse this and obtain the Original plaintext back.

Time for convolutions.

def conv(array1:bytes, array2:bytes) -> bytes:

len1, len2 = len(array1), len(array2)

res = [0]\*(len1 + len2 – 1)

for i in range(len1 + len2 - 1):

csum = 0

for j in range(max(0, i - len2 + 1), min(len1, i + 1)):

csum += array1[j] \* array2[i - j]

res[i] = csum % 256

return res

key = b'\xab\xec\xe9<\xaaC\x7fr\xeb\x8dgQ\xc0\x94\x01\x1d\xc03\x14\x97\xe2\x91\x97\xcf\x8b\x13?\x1d24w|'

cip = conv(plain1,key)

print(bytes(cip).hex())

Output:

cip = '17c080c00398a06e4661e403b2b571b578221bba83e235a0feece7213ad4d65c1d89c2a3afae5ef91bf7f2181f0c797505b7bd55c62d1edf2614b17f88f85eac674fbd6d7be4e2a617605c68e1baf8603cb9b1d32b2bc1ab60d8c62b20be0bc0fb73a546b5641988a3bf8eeb778731e048970308d941a8bd5f6cb56159069364c93b5429afdb85f9dfb5f5b0ca44d314af68bc9d56b39321fe5cc072c9508978693ee60a9bffff5b52f6aa0ca37f9b421eb402a4886b742570926b7479d2b89528caceb7121a338c233164c33a120b9813bc56b855c914124ecb30df3d4a14c92788faa7c9e32b544e24d9d9fe2a5539a280c28466dc6b276ba4b089fa26f8bace95f43f6c5d491e14e5fa09a853fff2dfd73a8cf8d7b54d3d8d693db7b182789f47e343e9cf56f8663e181a1e98276aface8b1052e3ee9c6630d69ad479bfe1106ec1ab585a030ca130a6d849f9c4bed9d0b16f46890f1efa66c8f21f078088f426ef0e1f9af315ae3b2356123df174bb4095ad2361237bedc3e62c294f8ccc135f9766f0ec2a462087cd2648'

cip = conv(plain1,key)

print(bytes(cip).hex())

How it works  
  
**So the function is taking in the plaintext array and key array and performing a sequence of multiplications and additions while sliding across the arrays.**  
**At the start there will be less number of operations performed while at the middle it will overlap completely as max and min of the loop indices allow it to choose the biggest bound, and towards the end the number of operations lessen.**  
  
**Steps**  
  
**We first initialize an empty array, Loop over this array for a length of ciphertext and assigning our csum as the ciphertext.**  
**Assign key and ciphertext/plaintext lengths, The inner loop needs to iterate through the length of key and we sequentially reverse the addition operation in the same way it was originally performed to obtain the original csum value. Once we have this value we now need to find the array1 value, i.e the plaintext, we can do this by trying to see if we can reverse multiplication under modulo by multiplying csum value we obtained as it was in the original conv function with the inverses of keystream and make sure it stays within the bounds of the modulus.**  
**Finally the plaintext including the flag can be printed.**

ct = bytes.fromhex('17c080c00398a06e4661e403b2b571b578221bba83e235a0feece7213ad4d65c1d89c2a3afae5ef91bf7f2181f0c797505b7bd55c62d1edf2614b17f88f85eac674fbd6d7be4e2a617605c68e1baf8603cb9b1d32b2bc1ab60d8c62b20be0bc0fb73a546b5641988a3bf8eeb778731e048970308d941a8bd5f6cb56159069364c93b5429afdb85f9dfb5f5b0ca44d314af68bc9d56b39321fe5cc072c9508978693ee60a9bffff5b52f6aa0ca37f9b421eb402a4886b742570926b7479d2b89528caceb7121a338c233164c33a120b9813bc56b855c914124ecb30df3d4a14c92788faa7c9e32b544e24d9d9fe2a5539a280c28466dc6b276ba4b089fa26f8bace95f43f6c5d491e14e5fa09a853fff2dfd73a8cf8d7b54d3d8d693db7b182789f47e343e9cf56f8663e181a1e98276aface8b1052e3ee9c6630d69ad479bfe1106ec1ab585a030ca130a6d849f9c4bed9d0b16f46890f1efa66c8f21f078088f426ef0e1f9af315ae3b2356123df174bb4095ad2361237bedc3e62c294f8ccc135f9766f0ec2a462087cd2648')

key = b'\xab\xec\xe9<\xaaC\x7fr\xeb\x8dgQ\xc0\x94\x01\x1d\xc03\x14\x97\xe2\x91\x97\xcf\x8b\x13?\x1d24w|'

def decipher(ct, key, plain\_len):

res = [0] \* plain\_len

len1, len2 = plain\_len, len(key)

for i in range(len1):

csum = ct[i]

for j in range(1, min(i + 1, len2)):

csum -= res[i - j] \* key[j] % 256

res[i] = csum \* pow(key[0], -1, 256) % 256

return bytes(res)

plain\_len = len(ct)

flag = decipher(ct, key, plain\_len)

print(flag.decode())