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Introducción ORM

La **persistencia consiste en almacenar los datos de forma permanente**.  
La persistencia se puede realizar mediante **ficheros** (planos, XML, JSON,…) o **sistemas de base de datos** (relacionales, orientados a objetos, JSON, XML, etc.).

En esta unidad vamos a estudiar el almacenamiento en bases de datos relacionales por medio de **mapeo objeto-relacional (ORM) y su implementación en Java mediante JPA con Hibernate o EclipseLink**, entre otross.

El **uso de ficheros** se recomienda en pocos casos, como por ejemplo, para almacenar datos de configuración de la aplicación.

Entre las **desventajas** están:

* **Redundancia de datos**: puede haber **datos duplicados** en diferentes ficheros.
* **Complejidad de acceso a datos**: un **cambio en los datos puede requerir cambios en la aplicación**.
* **Seguridad**: en un conjunto de ficheros es más **complicado establecer permisos**, en SGBD se implantan de forma nativa.
* **Concurrencia**: ae precisa establecer un sistema de bloqueo de ficheros para evitar que dos usuarios accedan al mismo tiempo a un fichero.
* **Integridad** de datos: no se pueden establecer restricciones de integridad referencial. Que viene impuesta por la aplicación.
* **No se puede realizar consultas complejas ni por índices**.

Persistencia en Sistemas de Bases de Datos

Pueden utilizarse diferentes tipos de bases de datos:

* **Bases de datos relacionales**: son las más utilizadas. Se basan en el modelo relacional de datos. Los datos se almacenan en tablas y se relacionan entre sí mediante claves primarias y foráneas. Ejemplos son:
  + [MariaDB](https://mariadb.com/).
  + [PostgreSQL](https://www.postgresql.org/).
  + [Oracle](https://www.oracle.com/es/database/).
  + [MySQL](https://www.mysql.com/).
  + [H2 Database Engine](https://www.h2database.com/html/main.html).
  + [HSQLDB](http://hsqldb.org/).
  + [SQLite](https://www.sqlite.org/index.html).
  + [SQL Server](https://www.microsoft.com/es-es/sql-server/sql-server-2019).
  + [DB2](https://www.ibm.com/es-es/analytics/db2)
  + [Access](https://www.microsoft.com/en-us/microsoft-365/access).
  + [Derby](https://db.apache.org/derby/).
  + [DB2](https://www.ibm.com/es-es/analytics/db2).
  + [Informix](https://www.ibm.com/es-es/products/informix).
  + [Firebird](https://firebirdsql.org/).
  + Otros: [Sybase](https://www.sap.com/spain/products/acquired-brands/what-is-sybase.html), [Teradata Database](https://www.teradata.com/resources/datasheets/teradata-database), [Ingres](https://www.actian.com/databases/ingres/). [Adabas D](https://www.softwareag.com/en_corporate/platform/adabas-natural.html), [Progress](https://www.progress.com/es-es/openedge). [InterBase](https://www.embarcadero.com/es/products/interbase).
* **Bases de datos orientadas a documentos**: se basan en el modelo de datos orientado a documentos.
  + [MongoDB](https://www.mongodb.com/es).
  + [Databricks](https://www.databricks.com/). Databricks es el nombre de la plataforma analítica de datos basada en Apache Spark desarrollada por la compañía con el mismo nombre. La empresa se fundó en 2013 con los creadores y los desarrolladores principales de Spark. Permite hacer analítica Big Data e inteligencia artificial con Spark de una forma sencilla y colaborativa. Esta plataforma está disponible como servicio cloud en Microsoft Azure y Amazon Web Services (AWS)
  + [Amazon DynamoDB](https://aws.amazon.com/es/dynamodb/).
  + [Azure Cosmos DB](https://azure.microsoft.com/es-es/services/cosmos-db/).
  + [Firebase Realtime Database](https://firebase.google.com/).
  + [Cloud Firestore](https://firebase.google.com/products/firestore?hl=es-419).
  + Otros SGBD documentales: [CouchDB](https://couchdb.apache.org/), [RavenDB](https://ravendb.net/), [Couchbase](https://www.couchbase.com/),[MarkLogic](https://www.marklogic.com/), [OrientDB](https://orientdb.com/), [ArangoDB](https://www.arangodb.com/). [RethinkDB](https://rethinkdb.com/), [Cosmos DB](https://azure.microsoft.com/es-es/services/cosmos-db/). [Amazon DocumentDB](https://aws.amazon.com/es/documentdb/), [Elasticsearch](https://www.elastic.co/es/).
* **Bases de datos orientadas a objetos**: se basan en el modelo orientado a objetos.  
  Los datos se almacenan en objetos. Ejemplos son:
  + [ObjectDB](https://www.objectdb.com/)
  + [db4o](https://sourceforge.net/projects/db4o/)
  + [Action NoSQL Databas](https://www.actian.com/databases/nosql/)
  + Otros: [Versant](https://www.versant.com/), [ZODB](https://www.zodb.org/en/latest/)…

Técnicas de persistencia

1. **JDBC** (Java Database Connectivity) Nativa: es una API de Java que **permite ejecutar sentencias SQL y procedimientos almacenados en un SGBD**.
2. **DAO** (Data Access Object): es un **patrón de diseño que permite separar la lógica de negocio de la lógica de acceso a datos**.  
   Cada clase del modelo de datos tiene su clase DAO asociada con método para realizar las operaciones CRUD (Create, Read, Update, Delete).
3. **Frameworks de persistencia**/**ORM** (**Object/Relational Mapping**): son librerías que permiten realizar la persistencia de datos de forma transparente.
   1. **JPA** (Java Persistence API): es una especificación de una API de Java que permite mapear objetos Java a tablas de una base de datos relacional.
   2. **Implementaciones de JPA o nativas**: existen varias implementaciones de la especificación JPA, pero la más popular es [**Hibernate**](https://github.com/hibernate/hibernate-orm), un **framework de persistencia que implementa la especificación JPA**. Otras:
      * [EclipseLink](https://www.eclipse.org/eclipselink/).
      * [OpenJPA](https://openjpa.apache.org/).
      * [DataNucleus](https://datanucleus.org/).
      * [TopLink](https://www.oracle.com/middleware/technologies/toplink.html).
      * [Batoo JPA](https://batoo.jp/).
      * Kundera..

## Mapeo Objeto-Relacional (ORM)

Mapeo Objeto-Relacional (ORM) es el proceso de **convertir objetos Java en tablas de bases de datos**. Esto permite interactuar con una base de datos relacional **sin necesidad de utilizar SQL**.

**Jakarta/Java Persistence API (JPA)** es una **especificación** que define cómo persistir datos en aplicaciones Java. El enfoque principal de JPA es la capa de ORM.

**Hibernate** es uno de los frameworks de ORM más populares en uso hoy en día y **una implementación estándar de la especificación JPA**, con algunas características adicionales específicas de Hibernate. Su primera versión se lanzó hace casi veinte años y aún cuenta con un excelente soporte de la comunidad y lanzamientos regulares.

En esta unidad **nos centraremos en**[**Jakarta Persistence API (JPA)**](https://jakarta.ee/specifications/persistence/)**con**[**Hibernate**](https://hibernate.org/), aunque también veremos alguna otra implementación de referencia de JPA, como [EclipseLink](https://www.eclipse.org/eclipselink/) o [DataNucleus](https://datanucleus.org/).  
**SpringBoot Data JPA utiliza Hibernate como implementación de JPA**, pero, en cuanto a rendimiento, no es la mejor opción.
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## 1. Jakarta Persistence

Desde los primeros días de la plataforma Java, han existido **interfaces de programación para proporcionar pasarelas hacia la base de datos** y para **abstraer las necesidades de persistencia** específicas del dominio de las aplicaciones empresariales.

Jakarta Persistence define un **estándar para la gestión de persistencia y el mapeo objeto/relacional en entornos Java basado en POJO (Plain Old Java Object)** para la persistencia en Java.

**Jakarta Persistence es sólo una especificación** que no puede realizar la persistencia por sí misma. Por supuesto, Jakarta Persistence **requiere una base de datos para persistir**.

El API Jakarta para la gestión de persistencia y el mapeo objeto/relacional **puede emplearse en Jakarta EE o Java SE**.

En la actualidad, existen varias soluciones de persistencia en Java. Nos centraremos en la especificación JPA y soluciones propietarias como **Hibernate**, **EclipseLink**, **DataNucleus**, etc.

La API de Persistencia de Jakarta consta de cuatro áreas:

* La **Jakarta Persistence API** (**JPA**)
* La API de Criterios de Persistencia de Jakarta (**Jakarta Persistence Criteria API**)
* El Lenguaje de Consulta de Persistencia de Jakarta (**JPQL**,Jakarta Persistence Query Language)
* **Metadatos de mapeo objeto-relacional**

### 1.1. Historia

La API de Java Persistence (JPA) es una **especificación** de Java EE que describe cómo administrar datos relacionales en aplicaciones empresariales de Java. La API de JPA **se basa en la especificación de Java Data Objects (JDO)**, especificación de Java EE que describe cómo administrar datos en aplicaciones empresariales de Java.

* **JPA 1.0**: la fecha de lanzamiento final de la especificación JPA 1.0 fue el 11 de mayo de 2006 como parte del Java Community Process JSR 220.
* **JPA 2.0** se lanzó el 10 de diciembre de 2009 (la plataforma Java EE 6 requiere JPA 2.0).
* **JPA 2.1** se lanzó el 22 de abril de 2013 (la plataforma Java EE 7 requiere JPA 2.1).
* **JPA 2.2** se lanzó en el verano de 2017.
* **JPA 2.3** se lanzó en el verano de 2019.
* **JPA 3.0** se lanzó en el verano de 2020. Fue renombrada a **Jakarta Persistence 3.0** (requiere Java 8). Así, todos los paquetes se renombraron de javax.persistence a jakarta.persistence. Implementaciones:
  + **Hibernate** (desde versión 5.5)
  + **EclipseLink** (desde versión 3.0)
  + **DataNucleus** (desde versión 6.0)
* **JPA 3.1** se lanzó en la primavera de 2022 como parte de Jakarta EE 10 (requiere Java 11). Implementaciones:
  + **Hibernate** (desde versión 6.0)
  + **EclipseLink** (desde versión 4.0)
  + **DataNucleus** (desde versión 6.0)
* **JPA 3.2** se lanzó el [30 de abril de 2024](https://projects.eclipse.org/projects/ee4j.jpa/releases/3.2). Implementaciones:
  + **Hibernate** (desde versión 7.0), actualmente en desarrollo (<https://hibernate.org/orm/releases/7.0/)>. Compatible con Java 17, 21 y 23. Jakarta EE 11. Esta versión de Hibernate está en desarrollo y no se recomienda para producción (Beta3): <https://mvnrepository.com/artifact/org.hibernate/hibernate-core>
  + **EclipseLink** (desde versión 5.0), actualmente en desarrollo (<https://projects.eclipse.org/projects/ee4j.eclipselink)>. Esta versión de EclipseLink está en desarrollo y no se recomienda para producción (Beta 5): <https://mvnrepository.com/artifact/org.eclipse.persistence/eclipselink>

La novedades de **Jakarta Persistence 3.2** se pueden encontrar en [este enlace](https://projects.eclipse.org/projects/ee4j.jpa/releases/3.2): <https://jakarta.ee/specifications/persistence/3.2/>

### 1.2. Las versiones de Jakarta Persistence

La especificación **Jakarta Persistence 3.1 es la primera versión con nuevas características y mejoras** después de que la especificación se trasladara a la Eclipse Foundation (jakarta.persistence).

#### Java Persistence API 2.0 (2009)

La segunda versión **Java Persistence 2.0 en 2009**. Incluyó varias características que no estaban presentes en la primera versión:

* Capacidades de **mapeo adicionales**.
* Formas flexibles de determinar la forma en que el proveedor accedía al estado de la entidad.
* **Extensiones al Lenguaje de Consulta de Persistencia de Java (JPQL)**.
* Nueva **API de Criterios de Java**, una forma programática de **crear consultas dinámicas**.

#### Java Persistence 2.1 (2013)

**Java Persistence 2.1 en 2013** agregó algunas características:

* Soporte para **generación de esquemas**.
* Métodos de **conversión de tipos**.
* **Creación de gráficos de entidades y pasarlos a consultas**, lo que se conoce comúnmente como **restricciones de grupo** de recuperación en el conjunto de objetos devueltos.
* Contextos de persistencia no sincronizados para operaciones conversacionales mejoradas.
* **Soporte para procedimientos almacenados**.
* Inyección en clases de escuchadores de entidades.
* **Mejoras en el lenguaje de consulta de Java Persistence**, la API de criterios y en el mapeo de consultas nativas.

#### Java Persistence 2.2 (2017)

Java Persistence 2.2 fue publicada por Oracle en **junio de 2017**:

* Métodos para recuperar los resultados de las consultas (Query) y consultas tipadas (TypedQuery) como flujos (streams).
* Soporte para **tipos básicos de Fecha y Hora de Java 8**: java.time.LocalDate, java.time.LocalTime, java.time.LocalDateTime, java.time.OffsetTime y java.time.OffsetDateTime.
* Permitir que los **convertidores de atributos admitan la inyección de CDI**.
* Actualización del mecanismo de **descubrimiento del proveedor de persistencia**.
* Permitir que todas las **anotaciones de Java Persistence se utilicen en metaanotaciones**.

Jakarta Persistence 2.2 se puede encontrar [aquí](https://jcp.org/aboutJava/communityprocess/maintenance/jsr338/ChangeLog-JakartaPersistence-2.2-MR.txt).

#### Jakarta Persistence 3.0 (2020)

Jakarta Persistence 3.0, **lanzada en 2020**, fue el **cambio al espacio de nombres del paquete jakarta**. **Trasladó las API existentes del paquete javax.persistence al paquete jakarta.persistence**. Todas las propiedades que contienen javax como parte del nombre se renombran de manera que javax se reemplace con jakarta.

Actualización de los espacios de nombres del esquema para un archivo de configuración de unidad de persistencia y un **archivo XML de mapeo objeto-relacional**.

#### Jakarta Persistence 3.1 (2021)

El lanzamiento de **Jakarta Persistence 3.1** fue publicado por la Eclipse Foundation en **diciembre de 2021**.

En general, los cambios en Jakarta Persistence 3.1 incluyeron:

* Estandarización de la función **EXTRACT en el Lenguaje de Consulta de Persistencia de Jakarta**.
* Estandarización de la **Generación de UUID para claves primarias**.
* Definición del nombre del **módulo jakarta.persistence** para la API de Persistencia de Jakarta para el Sistema de Módulos de Plataforma Java.
* Permitir que las **interfaces EntityManagerFactory y EntityManager extiendan la interfaz java.lang.AutoCloseable**.
* Actualizaciones editoriales y aclaraciones en la especificación.

Para obtener una lista completa de cambios, consulta la sección de Historial de Revisiones del Documento de Especificaciones disponible en [este enlace](https://jakarta.ee/specifications/persistence/3.1/jakarta-persistence-spec-3.1.html).

### 1.3. Referencias

* Página **Jakarta Persistence**: <https://jakarta.ee/specifications/persistence/>.
* **Especificación** Jakarta Persistence 3.1: <https://jakarta.ee/specifications/persistence/3.1/>.
* (PDF) **Especificación** Jakarta Persistence 3.1: <https://jakarta.ee/specifications/persistence/3.1/jakarta-persistence-spec-3.1.pdf>.
* **Javadoc** de **Jakarta Persistence 3.1**: <https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/module-summary.html>.

Dependencias Maven, Gradle, Ivy, SBT para **Jakarta Persistence 3.1**:

* <https://mvnrepository.com/artifact/jakarta.persistence/jakarta.persistence-api/3.1.0>
* <https://search.maven.org/artifact/jakarta.persistence/jakarta.persistence-api/3.1.0/jar>.

<dependency>

<groupId>jakarta.persistence</groupId>

<artifactId>jakarta.persistence-api</artifactId>

<version>3.1.0</version>

</dependency>

Versiones:

* [Jakarta Persistence 3.2](https://jakarta.ee/specifications/persistence/3.2/). **En desarrollo las implementaciones**.
* [Jakarta Persistence 3.1](https://jakarta.ee/specifications/persistence/3.1/)
* [Jakarta Persistence 3.0](https://jakarta.ee/specifications/persistence/3.0/)
* [Jakarta Persistence 2.2](https://jakarta.ee/specifications/persistence/2.2/)
* [Jakarta Persistence 1.0 (JSR 220)](https://jcp.org/en/jsr/detail?id=220)

## 2. Jakarta Persistence (JPA)

[Jakarta Persistence](https://jakarta.ee/specifications/persistence/), anteriormente conocida como **Java Persistence API**, es una **especificación de interfaz de programación de aplicaciones de Jakarta EE que describe la gestión de datos relacionales en aplicaciones empresariales de Java**.

Como se ha comentado, JPA abarca cuatro áreas:

1. [La API en sí](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/module-summary.html), definida en el paquete jakarta.persistence (javax.persistence para Jakarta EE 8 y versiones anteriores).
2. La API de Criterios de Persistencia de Jakarta (**Jakarta Persistence Criteria API**)
3. El **Lenguaje de Consulta de Jakarta Persistence** (**JPQL**; anteriormente Lenguaje de Consulta de Java Persistence) que permite realizar consultas a una base de datos relacional obteniendo colecciones de objetos.
4. **Metadatos objeto/relacional**: la configuración puede hacerse con **anotaciones (@Id, @Entity,…) o mediante ficheros XML**.

**Características:**

* JPA es una **especificación** (**no implementación**) que facilita el **mapeo objeto-relacional para gestionar datos relacionales en aplicaciones Java**.
* No se puede utilizar JPA directamente. **Deben emplearse implementaciones ORM** como [Hibernate](https://github.com/hibernate/hibernate-orm), [EclipseLink](https://www.eclipse.org/eclipselink/), [MyBatis](https://blog.mybatis.org/) (antes [IBatis](https://ibatis.apache.org/)), [DataNucleus](https://datanucleus.org/),.. que emplean la especificación de JPA.
* La [última versión con implementaciones estables es la 3.1](https://jakarta.ee/specifications/persistence/3.1/), que se lanzó en la primavera de 2022 como parte de Jakarta EE 10 (requiere Java SE 11 o superior).  
  Algunas de las implementaciones compatibles con esta especificación son:
  + [EclipseLink](https://www.eclipse.org/eclipselink/) 4.0.0-M3 (o superior)
  + [Hibernate](https://github.com/hibernate/hibernate-orm) 6.0.0.Final (o superior)
  + [DataNucleus](https://datanucleus.org/)
* La mayoría de las herramientas ORM como [**Hibernate**](https://github.com/hibernate/hibernate-orm)**,**[**MyBatis**](https://blog.mybatis.org/)**(antes**[**IBatis**](https://ibatis.apache.org/)**) o**[**EclipseLink**](https://www.eclipse.org/eclipselink/), que es la implementación de referencia, **implementan este estándar**.
* JPA proporciona soporte para **trabajar directamente con objetos en lugar de utilizar declaraciones SQL**.
* Dispone de un **fichero de configuración denominado persistence.xml**.

**JPA** define un proceso de inicio diferente, junto con un formato estándar de archivo de configuración llamado persistence.xml. En entornos de **Java™ SE**, se requiere que el proveedor de persistencia (Hibernate, EclipseLink,…) localice cada archivo de configuración de JPA en el classpath en la ruta META-INF/persistence.xml.

Los **XML Schemas de Jakarta Persistence** se pueden encontrar en <https://jakarta.ee/xml/ns/persistence/>.

### 2.2. Implementaciones JPA

La API de Jakarta Persistence proporciona métodos para administrar la persistencia de objetos a un almacén de datos relacional. La implementación de referencia para JPA es EclipseLink, pero existen otras que cubren las necesidades de los desarrolladores, como:

* [Hibernate](https://hibernate.org/): es una solución de Mapeo Objeto/Relacional (ORM) para programas escritos en Java y otros lenguajes que admiten la JVM.
* [EclipseLink](https://www.eclipse.org/eclipselink/): es una solución de persistencia de objetos para Java.
* [Spring Data JPA](https://spring.io/projects/spring-data-jpa): es una biblioteca de Spring que simplifica el acceso a los sistemas de almacenamiento de datos relacionales. Se basa en la tecnología de acceso a datos de Spring y utiliza las características de JPA para simplificar el acceso a los sistemas de almacenamiento de datos relacionales.
* [Apache OpenJPA](https://openjpa.apache.org/): es una implementación de JPA que puede utilizarse como un almacén de datos independiente o como una extensión de Apache Geronimo.
* [Oracle TopLink](https://www.oracle.com/middleware/technologies/top-link.html): es una solución de persistencia de objetos para Java. Desarrollada por Oracle con licencia dual, tanto comercial como de código abierto que derivó en Eclipse Link. Podría decirse que **ya está descontinuado**.
* [DataNucleus](https://datanucleus.org/): es una solución de **persistencia de objetos para Java, OSGi y la plataforma de Google App Engine. Es una implementación de JDO y JPA**.

Por supuesto, también es posible desarrollar una implementación propia de JPA.

**Nos centraremos en Hibernate, que es una de las implementaciones más populares (y mejor) de JPA**, pero podremos utilizar cualquiera de las otras implementaciones.

#### Dependencias Maven

Se precisa la especificación de Jakarta Persistence API y la implementación. Para **Hibernate**, la dependencia Maven sería:

<!-- Se precisa la dependencia de Hibernate y la de la API de Jakarta Persistence -->

<dependency>

<groupId>jakarta.persistence</groupId>

<artifactId>jakarta.persistence-api</artifactId>

<version>3.1.0</version>

</dependency><!-- https://mvnrepository.com/artifact/org.hibernate.orm/hibernate-core -->

<dependency>

<groupId>org.hibernate.orm</groupId>

<artifactId>hibernate-core</artifactId>

<version>6.6.4.Final</version>

</dependency>

 Ejercicio. Creación de un proyecto con JPA

Para crear un proyecto con JPA y Hibernate, se puede utilizar el asistente de creación de proyectos de Eclipse o IntelliJ IDEA, sin embargo con la versión Community de IntelliJ IDEA no se puede crear un proyecto con JPA a través del asistente. **Crea un proyecto JAva Maven y añade las dependencias de Hibernate y la API de Jakarta Persistence**.

### 2.3 Fichero de configuración persistence.xml

Los **artefactos (y elementos de configuración) de la unidad de persistencia se suelen empaquetar en un “archivo de persistencia”**. Un archivo con formato JAR que contiene el archivo **persistence.xml en el directorio META-INF** y los archivos de clase de entidad (clases de persistencia).

Para desplegar la aplicación se precisa situar el **archivo de persistencia**, las **clases de aplicación que utilizan las entidades** y los **archivos JAR del proveedor de persistencia** (JDBC) en el classpath cuando se ejecuta el programa.

La configuración que describe la unidad de persistencia se define en un **archivo XML llamado META-INF/persistence.xml**. **Cada unidad de persistencia tiene un nombre**, por lo que cuando una aplicación de referencia desea especificar la configuración para una entidad, solo necesita hacer referencia al nombre de la unidad de persistencia que define esa configuración. Un solo archivo **persistence.xml puede contener una o más configuraciones de unidades de persistencia con nombres**, pero cada unidad de persistencia es independiente y distinta de las demás

Los ==únicos que necesitamos especificar para este ejemplo son **name**, **transaction-type**, **class** y **properties**=0.

<persistence>

<persistence-unit name="ServicioEmpleado"

transaction-type="RESOURCE\_LOCAL">

<class>com.pepinho.ad.modelo.Empleado</class>

<properties>

<property name="jakarta.persistence.jdbc.driver"

value="org.apache.derby.jdbc.ClientDriver"/>

<property name="jakarta.persistence.jdbc.url"

value="jdbc:derby://localhost:1527/EmpServDB;

create=true"/>

<property name="jakarta.persistence.jdbc.user"

value="APP"/>

<property name="jakarta.persistence.jdbc.password"

value="APP"/>

</properties>

</persistence-unit>

</persistence>

Ejemplo de configuración con **Hibernate y H2 en memoria habría que indicar el proveedor de persistencia** [org.hibernate.jpa.HibernatePersistenceProvider](https://docs.jboss.org/hibernate/orm/6.4/javadocs/org/hibernate/jpa/package-summary.html), Hibernate, y la base de datos que se va a utilizar, que en el ejemplo H2 en memoria:

<?xml version="1.0" encoding="UTF-8"?>

<persistence xmlns="https://jakarta.ee/xml/ns/persistence"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="https://jakarta.ee/xml/ns/persistence https://jakarta.ee/xml/ns/persistence/persistence\_3\_0.xsd"

version="3.0">

<persistence-unit name="com.pepinho.ad.jpa.example" transaction-type="RESOURCE\_LOCAL">

<description>Ejemplo de unidad de persistencia con Hibernate y H2 en memoria</description>

<!-- 1. El proveedor de persistencia ES OPCIONAL, pero se recomienda -->

<provider>org.hibernate.jpa.HibernatePersistenceProvider</provider> <!-- Hibernate -->

<!-- para EclipseLink sería: <provider>org.eclipse.persistence.jpa.PersistenceProvider</provider> -->

<!-- 2. Escanea las clases y las detecta automáticamente. En caso contrario

habría que indicarlo con "class" -->

<exclude-unlisted-classes>false</exclude-unlisted-classes>

<properties>

<!-- propiedades de JPA: -->

<property name="jakarta.persistence.jdbc.driver" value="org.h2.Driver"/>

<!-- Si usamos la configuración de Hibernate: -->

<!-- <property name="hibernate.connection.driver\_class" value="org.h2.Driver"/> -->

<property name="jakarta.persistence.jdbc.url"

value="jdbc:h2:mem:test;DB\_CLOSE\_DELAY=-1"/>

<!-- Si usamos la configuración de Hibernate: -->

<!-- <property name="hibernate.connection.url" value="jdbc:h2:mem:test;DB\_CLOSE\_DELAY=-1"/> -->

<property name="jakarta.persistence.jdbc.user" value="sa"/>

<!-- Si usamos la configuración de Hibernate: -->

<!-- <property name="hibernate.connection.username" value="sa"/> -->

<property name="jakarta.persistence.jdbc.password" value=""/>

<property name="jakarta.persistence.schema-generation.database.action" value="drop-and-create"/> <!-- create, drop-and-create, none, drop -->

<property name="jakarta.persistence.lock.timeout" value="100"/>

<property name="jakarta.persistence.query.timeout" value="100"/>

<property name="jakarta.persistence.validation.mode" value="NONE"/>

<!-- propiedades de Específicas de Hibernate: -->

<property name="hibernate.archive.autodetection" value="class, hbm"/>

<property name="hibernate.dialect" value="org.hibernate.dialect.H2Dialect"/>

<property name="hibernate.connection.pool\_size" value="50"/>

<property name="hibernate.show\_sql" value="true"/>

<property name="hibernate.format\_sql" value="true"/>

<!-- <property name="hibernate.hbm2ddl.auto" value="create-drop"/> &lt;!&ndash; create-drop, update, create, validate &ndash;&gt;-->

<property name="hibernate.max\_fetch\_depth" value="5"/>

<property name="hibernate.cache.region\_prefix" value="hibernate.test"/>

<property name="hibernate.cache.region.factory\_class"

value="org.hibernate.testing.cache.CachingRegionFactory"/>

<!--NOTE: hibernate.jdbc.batch\_versioned\_data debe ponerse como "false" en Oracle -->

<property name="hibernate.jdbc.batch\_versioned\_data" value="true"/>

<property name="hibernate.service.allow\_crawling" value="false"/>

<property name="hibernate.session.events.log" value="true"/>

</properties>

</persistence-unit>

</persistence>

Para Hibernate con MySQL con JPA 3.1, por ejemplo, sería:

<?xml version="1.0" encoding="UTF-8" standalone="yes"?>

<persistence xmlns="https://jakarta.ee/xml/ns/persistence"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="https://jakarta.ee/xml/ns/persistence https://jakarta.ee/xml/ns/persistence/persistence\_3\_0.xsd"

version="3.0">

<persistence-unit name="jpa-hibernate-mysql">

<properties>

<property name="jakarta.persistence.jdbc.driver" value="com.mysql.cj.jdbc.Driver" />

<property name="jakarta.persistence.jdbc.url" value="jdbc:mysql://localhost:3306/ejemploDBHibernate" />

<property name="jakarta.persistence.jdbc.user" value="root" />

<property name="jakarta.persistence.jdbc.password" value="" />

<property name="jakarta.persistence.schema-generation.database.action" value="create" />

<property name="hibernate.dialect" value="org.hibernate.dialect.MySQLDialect" />

<property name="hibernate.show\_sql" value="true" />

<property name="hibernate.format\_sql" value="true" />

</properties>

</persistence-unit>

</persistence>

Ejemplos de [Dialectos de Hibernate 6](https://docs.jboss.org/hibernate/orm/6.4/javadocs/org/hibernate/dialect/Dialect.html), que se pueden utilizar en la propiedad hibernate.dialect, y no son más que clases que implementan la interfaz Dialect:

AbstractHANADialect, AbstractTransactSQLDialect, CockroachDialect, DB2Dialect, DerbyDialect, DialectDelegateWrapper, **HSQLDialect**, **MySQLDialect**, **OracleDialect**, **PostgreSQLDialect**, SpannerDialect.

* Para cambiar de implementación de EclipseLink a Hibernate en la aplicación Java, **sólo se precisa cambiar el fichero de configuración de la aplicación**, denominado persistence.xml. Sin embargo, **Hibernate y EclipseLink tienen algunas características específicas que no están incluidas en la especificación JPA**. Por lo tanto, si utilizas estas características específicas, no podrás cambiar de implementación y deberás utilizar la implementación específica, con los respectivos archivos de configuración:
  + hibernate.cfg.xml para Hibernate y
  + eclipselink.xml para EclipseLink.

Si se utiliza persistence.xml, la especificación sigue siendo la misma. Esa es la ventaja de utilizar JPA.

 Ejercicio. Creación de un archivo de configuración de persistencia

Crea un directorio META-INF en el directorio src/main/resources y añade un archivo persistence.xml con la configuración de la unidad de persistencia con el nombre com.sanclemente.ad.jpa.exemplo.

El fichero de configuración persistence.xml **debe apuntar a una base de datos H2 en memoria**. Además, debes añadir los Drivers de H2 para que la aplicación pueda conectarse a la base de datos:

<!-- https://mvnrepository.com/artifact/com.h2database/h2 -->

<dependency>

<groupId>com.h2database</groupId>

<artifactId>h2</artifactId>

<version>2.3.232</version>

</dependency>

Ten en cuenta que precisas crear la base de datos en memoria H2 y añadir las tablas necesarias, por lo que el parámetro jakarta.persistence.schema-generation.database.action debe ser “create”.

### 2.3. Entidades/Entity
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Una entidad es una clase que **representa un objeto persistente almacenado** en una base de datos relacional.

Para que una clase sea una Entidad debe cumplir:

* Debe ser una **clase POJO (Plain Old Java Object)**: POJO es un objeto Java que no está sujeto a ninguna restricción de las impuestas por la Especificación del lenguaje Java (sin herencias, implementaciones, dependencias de bibliotecas, etc. ). Sólo puede tener:
  + Atributos.
  + Constructores.
  + getters y setters (además de métodos de Object…)
* Debe tener un **constructor por defecto NO privado**.
* Puede tener **constructores adicionales** y declararse como abstracta.
* **No** debe ser una **clase interna** (aunque puede ser una clase anidada estática).
* **No puede ser final**.
* Suelen **implantar java.io.Serializable** (aunque no es obligatorio en entornos SE).
* Para convertirla en una entidad debe [tener la anotación **@Entity**](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/entity), declarada en jakarta.persistence.Entity.
* Debe tener un **identificador** (ID) que se puede definir con la anotación **@Id** (declarada en jakarta.persistence.Id). El identificador puede ser de cualquier tipo, aunque lo más habitual es que sea un tipo primitivo o un objeto de tipo java.lang.Long o java.lang.Integer. Dicho identificador debe ser **único para cada entidad** y está **asociado a la clave primaria de la tabla de la base de datos**.

Ejemplo de declaración de una Entity/clase Persona:

import jakarta.persistence.\*;

import java.util.UUID;

@Entity

public class Persona {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY) // AUTO, SEQUENCE, TABLE, IDENTITY, UUID

private Long id;

// @Id

// @GeneratedValue(strategy = GenerationType.UUID)

// private UUID id;

private String nome;

public Persona() {

}

public Persona(String nome) {

this.nome = nome;

}

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public String getNome() {

return nome;

}

public void setNome(String nome) {

this.nome = nome;

}

@Override

public String toString() {

return "Persona{" +

"id=" + id +

", nome='" + nome + '\'' +

'}';

}

}

Anotaciones para la **clase** (lo veremos más adelante al detalle):

* @Entity: indica que la clase es una **entidad**. Elementos: -name (String): el nombre de la entidad empleado en las consultas. Por defecto, el nombre de la clase (sin paquete). Por ejemplo: @Entity(name = "Persoa").
* @Table: especifica el nombre de la tabla de la base de datos. Si no se indica, el nombre de la tabla es el nombre de la clase. Por ejemplo: @Table(name = “persona”). Elementos
  + name (String): el nombre de la tabla de la base de datos.
  + catalog (String): el nombre del catálogo de la base de datos.
  + schema (String): el nombre del esquema de la base de datos.
  + uniqueConstraints (de [tipo UniqueConstraint[]](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/table#uniqueConstraints())): las restricciones de unicidad de la tabla de la base de datos.
  + indexes (Index[]): los índices de la tabla de la base de datos, para generación.

Anotaciones para los **atributos**: por defecto se mapean todos los atributos de la clase, pero se pueden excluir con la anotación @Transient.

* @Id: Indica que el atributo es la clave primaria de la entidad.
* @GeneratedValue: Indica que el valor del atributo es generado automáticamente por el sistema de persistencia. Posibles valores:
  + AUTO: El **sistema de persistencia elige la estrategia** de generación de claves primarias.
  + IDENTITY: El sistema de persistencia utiliza una columna de tipo **autoincremental**.
  + SEQUENCE: El sistema de persistencia utiliza una **secuencia de base de datos**.
  + TABLE: El sistema de persistencia utiliza una **tabla adicional de base de datos**.
  + UUID: El sistema de persistencia utiliza un **UUID** (JPA 3.1), identificador único universal, que es un número de 128 bits.
* @Transient: Indica que el atributo **no es persistente**, es decir, **no se almacena en la base de datos**.
* @Column: Indica que el atributo es una **columna de la tabla de la base de datos**. Permite definir el nombre de la columna, el tipo de datos, etc. Por ejemplo: @Column(name = “nombre”, nullable = false, length = 50):
  + name: Indica el nombre de la columna de la base de datos.
  + nullable: Indica si el atributo puede tener valores nulos (true) o no (false).
  + length: Indica la longitud máxima del atributo.
  + unique: Indica si el atributo debe ser único (true) o no (false).
  + insertable: Indica si el atributo se debe insertar en la base de datos (true) o no (false).
  + updatable: Indica si el atributo se debe actualizar en la base de datos (true) o no (false).
  + precision: Indica el número de dígitos de precisión de un atributo de tipo numérico.
  + scale: Indica el número de dígitos decimales de un atributo de tipo numérico.
  + …

Se mapean automáticamente los atributos de la clase con los campos de la tabla de la base de datos con el mismo nombre. Por ejemplo, el atributo nome se mapea con el campo nome de la tabla de la base de datos. Los tipos admitidos son los siguientes:

* Tipos primitivos: int, long, float, double, boolean, char, byte, short.
* Tipos envolventes de los tipos primitivos: Integer, Long, Float, Double, Boolean, Character, Byte, Short.
* String.
* java.util.Date.
* java.util.Calendar.
* java.sql.Date.
* java.sql.Time.
* java.sql.Timestamp.
* java.math.BigDecimal.
* java.math.BigInteger.
* byte[].
* java.util.UUID
* java.time.LocalDate
* java.time.LocalTime
* java.time.LocalDateTime
* java.time.OffsetTime
* …

Los atributos que no se pueden mapear automáticamente con los campos de la tabla de la base de datos se deben excluir con la anotación @Transient y se deben mapear manualmente con la anotación @Column.

Datos temporales:

* @Temporal: Indica que el atributo es un dato temporal (java.util.Date, java.util.Calendar, java.sql.Date, java.sql.Time, java.sql.Timestamp). Por ejemplo: @Temporal(TemporalType.DATE). Así como @Temporal(TemporalType.TIME) y @Temporal(TemporalType.TIMESTAMP).

 Ejercicio. Creación de una entidad

Crea una entidad Estudiante con idEstudiante (Long), nombre, apellidos, fechaDeNacimiento y dirección. Añade los atributos necesarios y las anotaciones para que sea una entidad. La clave primaria **será idEstudiante de tipo autoincremental**.

 Ejercicio. Creación de una entidad

Crea una clase AppEstudiante que se conecte a la base de datos y añada un estudiante a la tabla de la base de datos.

Aunque lo veremos más adelante, lo que precisamos es crear un gestor de entidades e invocar al método persist para añadir un estudiante a la base de datos:

public class AppEstudiante {

public static void main(String[] args) {

EntityManagerFactory emf = Persistence.createEntityManagerFactory("com.sanclemente.ad.jpa.exemplo");

EntityManager em = emf.createEntityManager();

Estudiante estudiante = new Estudiante("Juan", "Pérez", LocalDate.of(2000, 1, 1), "Calle Mayor, 1");

em.getTransaction().begin();

em.persist(estudiante);

em.getTransaction().commit();

// IMprime el estudiante para ver si se ha añadido correctamente y tiene un id

em.close();

emf.close();

}

}

Para recuperarlo precisamos invocar al método find del gestor de entidades:

Estudiante estudiante = em.find(Estudiante.class, 1L); // Recupera el estudiante con id 1

### 2.4. Relaciones

Una relación es una **“relación” entre dos entidades**.  
Puede ser **unidireccional o bidireccional**.

* Una relación unidireccional tiene una entidad de origen y una entidad de destino.
* Una relación bidireccional tiene una entidad de origen y una entidad de destino, pero también tiene una entidad de destino y una entidad de origen. Una relación bidireccional tiene dos lados: el lado propietario y el lado inverso. El lado propietario de una relación bidireccional determina qué entidad de la relación se actualizará en la base de datos cuando se actualice la relación en el código. El lado inverso de una relación bidireccional se actualiza automáticamente siempre que se actualice el lado propietario.

### 2.5. Tipos de relaciones

Las relaciones entre entidades pueden ser de los siguientes tipos:

* **Uno a uno**: una entidad de origen se asocia con una entidad de destino. Una entidad de destino también se asocia con una entidad de origen. Por ejemplo, una persona tiene un pasaporte y un pasaporte pertenece a una persona.
* **Uno a muchos**: una entidad de origen se asocia con una colección de entidades de destino. Una entidad de destino se asocia con una entidad de origen. Por ejemplo, una persona tiene varias direcciones y cada dirección pertenece a una persona.
* **Muchos a uno**: una entidad de origen se asocia con una entidad de destino. Una entidad de destino se asocia con una colección de entidades de origen. Por ejemplo, una dirección tiene una persona y una persona pertenece a varias direcciones.
* **Muchos a muchos**: una entidad de origen se asocia con una colección de entidades de destino. Una entidad de destino se asocia con una colección de entidades de origen. Por ejemplo, una persona tiene varios teléfonos y un teléfono pertenece a varias personas.

02. JPA vs Hibernate.

* [JPA](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/03orm/jpa/02jpavshibernate/#jpa)
* [Hibernate](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/03orm/jpa/02jpavshibernate/#hibernate)

JPA

* **JPA** significa **Java Persistence API** (Interfaz de Programación de Aplicaciones).
* Fue lanzado inicialmente el 11 de mayo de 2006.
* Es una **especificación de Java** que proporciona funcionalidad y estándares para herramientas de Mapeo Objeto-Relacional (ORM).
* Se utiliza para examinar, controlar y persistir datos entre objetos Java y bases de datos relacionales.
* Se considera como una **técnica estándar para el Mapeo Objeto-Relacional**.
* Se le considera como un **enlace entre un modelo orientado a objetos y un sistema de base de datos relacional**.
* Como es una especificación de Java, JPA **no realiza ninguna funcionalidad** por sí misma. Por lo tanto, necesita una implementación. De este modo, para la persistencia de datos, **herramientas ORM como Hibernate implementan las especificaciones de JPA**. Para la persistencia de datos, el paquete jakarta.persistence (antes javax.persistence) contiene las clases e interfaces de JPA.
* JPA **es solo una especificación**, no es una implementación.
* Es un **conjunto de reglas y pautas para establecer interfaces** para la implementación del mapeo objeto-relacional.
* Necesita algunas clases e interfaces.
* Admite un mapeo objeto-relacional **simple, limpio y asimilado**.
* Admite **polimorfismo e herencia**.
* Pueden incluirse **consultas dinámicas y con nombre en JPA**.

Hibernate

* Es un **Framework de Java, de código abierto**, ligero y una herramienta de Mapeo Objeto-Relacional (ORM) para el lenguaje Java que simplifica la construcción de aplicaciones Java para interactuar con la base de datos.
* Se utiliza para **guardar objetos Java en el sistema de base de datos relacional**.
* Hibernate es una **implementación de que sigue el estándar de JPA**.
* Ayuda a **mapear los tipos de datos Java a los tipos de datos SQL**.
* Contribuye a JPA.

*Nota: El framework de Hibernate ORM fue inicialmente diseñado por Red Hat. Se lanzó el 23 de mayo de 2007. Es compatible con JVM multiplataforma y está escrito en Java.*

La característica principal de Hibernate es **mapear las clases Java a tablas de base de datos**.

JPA es una especificación. Proporciona funcionalidad y prototipo comunes para las herramientas ORM. Todas las herramientas ORM (como Hibernate) siguen los estándares comunes, ejecutando la misma especificación. Por lo tanto, si necesitamos cambiar nuestra aplicación de una herramienta ORM a otra, podemos hacerlo fácilmente.

Como sabemos, JPA es solo una especificación, lo que significa que no hay implementación. Podemos anotar clases en la medida que queramos con anotaciones de JPA, aunque, nada sucederá sin una implementación. Supongamos que JPA son las pautas que deben seguirse, sin embargo, Hibernate es un código de implementación de JPA que une la API según lo descrito por la especificación de JPA y proporciona la funcionalidad anónima.

Diferencias entre JPA e Hibernate:

| **JPA** | **Hibernate** |
| --- | --- |
| Está descrito en el paquete jakarta.persistence (+3.0) javax.persistence (2.3 o inferior). | Está descrito en el paquete org.hibernate. |
| Describe el manejo de datos relacionales en aplicaciones Java. | Hibernate es una herramienta de Mapeo Objeto-Relacional (ORM) que se utiliza para guardar objetos Java en un sistema de base de datos relacional. |
| No es una implementación, es solo una especificación de Java. | Hibernate es una implementación de JPA. Por lo tanto, sigue el estándar común proporcionado por JPA. |
| Es una API estándar que permite realizar operaciones en la base de datos. | Se utiliza para mapear tipos de datos Java con tipos de datos SQL y tablas de base de datos. |
| Utiliza Java Persistence Query Language (JPQL) como lenguaje de consulta orientado a objetos. | Utiliza Hibernate Query Language (HQL) como lenguaje de consulta orientado a objetos. |
| Utiliza la **interfaz EntityManagerFactory** para interactuar con la fábrica del administrador de entidades para la unidad de persistencia. | Utiliza la **interfaz SessionFactory** para crear instancias de sesión. |
| Utiliza la **interfaz EntityManager** para realizar acciones de crear, leer y eliminar para instancias de clases de entidad mapeadas. | Utiliza la **interfaz Session** para realizar acciones de crear, leer y eliminar para instancias de clases de entidad mapeadas. |
| Actúa como una interfaz de tiempo de ejecución entre una aplicación Java y Hibernate. | Actúa como una interfaz de tiempo de ejecución entre una aplicación Java y Hibernate. |

La principal diferencia entre Hibernate y JPA es que Hibernate es un framework mientras que JPA son especificaciones de API. Hibernate es la implementación de todas las pautas de JPA.

# 03. Ejercicio básico de JPA.

* [1. Añadir dependencias](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/03orm/jpa/03jpaejercicio/#1-a%C3%B1adir-dependencias)
* [2. Creación del archivo de configuración persistence.xml](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/03orm/jpa/03jpaejercicio/#2-creaci%C3%B3n-del-archivo-de-configuraci%C3%B3n-persistencexml)
  + [2.1. Para Hibernate](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/03orm/jpa/03jpaejercicio/#21-para-hibernate)
  + [2.2. Para EclipseLink](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/03orm/jpa/03jpaejercicio/#22-para-eclipselink)
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## 1. Añadir dependencias

**Hibernate** se divide en varios módulos/artefactos bajo el grupo org.hibernate.orm. El artefacto principal se llama hibernate-core.

<dependencies>

<!-- https://mvnrepository.com/artifact/org.junit.jupiter/junit-jupiter

Pruebas unitarias -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter</artifactId>

<version>5.10.1</version>

<scope>test</scope>

</dependency>

<!-- Dependencias para conexiones a bases de datos.

Sólo necesitamos la que vayamos a emplear. -->

<!-- https://mvnrepository.com/artifact/com.h2database/h2

Ojo con la versión. Si empleamos la versión 2.2.224 tendremos

que getionar la versión de Driver en DBeaver -->

<dependency>

<groupId>com.h2database</groupId>

<artifactId>h2</artifactId>

<version>2.3.232</version>

</dependency>

<!-- https://mvnrepository.com/artifact/org.postgresql/postgresql -->

<dependency>

<groupId>org.postgresql</groupId>

<artifactId>postgresql</artifactId>

<version>42.7.4</version>

</dependency>

<!-- https://mvnrepository.com/artifact/mysql/mysql-connector-java -->

<dependency>

<groupId>com.mysql</groupId>

<artifactId>mysql-connector-j</artifactId>

<version>9.1.0</version>

</dependency>

<!-- JPA -->

<dependency>

<groupId>jakarta.persistence</groupId>

<artifactId>jakarta.persistence-api</artifactId>

<version>3.1.0</version>

</dependency>

<!-- Implementaciones JPA. Usaremos una u otra.-->

<!-- https://mvnrepository.com/artifact/org.hibernate.orm/hibernate-core -->

<dependency>

<groupId>org.hibernate.orm</groupId>

<artifactId>hibernate-core</artifactId>

<version>6.6.4.Final</version>

</dependency>

<!-- https://mvnrepository.com/artifact/org.eclipse.persistence/org.eclipse.persistence.jpa -->

<!-- <dependency>

<groupId>org.eclipse.persistence</groupId>

<artifactId>org.eclipse.persistence.jpa</artifactId>

<version>4.0.5</version>

</dependency>-->

</dependencies>

## 2. Creación del archivo de configuración persistence.xml

JPA define un proceso de arranque diferente al nativo de Hibernate, junto con un formato de **archivo de configuración estándar denominado persistence.xml**. En entornos Java™ SE, se requiere que el proveedor de persistencia (Hibernate, EclipseLink, etc.) ubique cada archivo de configuración JPA en la ruta de clases en la ruta META-INF/persistence.xml.

Añadidlo al **directorio maven: src/main/resources/META-INF/persistence.xml**.

### 2.1. Para Hibernate

Por ejemplo, para hibernate y h2:

<?xml version="1.0" encoding="UTF-8"?>

<persistence xmlns="https://jakarta.ee/xml/ns/persistence"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="https://jakarta.ee/xml/ns/persistence https://jakarta.ee/xml/ns/persistence/persistence\_3\_0.xsd"

version="3.0">

<!--nombre único de la unidad de persistencia-->

<persistence-unit name="ejemplopersistenciaJPA">

<description>

Ejemplo de unidad de persistencia para Jakarta Persistence

</description>

<provider>org.hibernate.jpa.HibernatePersistenceProvider</provider>

<!-- <provider>org.eclipse.persistence.jpa.PersistenceProvider</provider>-->

<exclude-unlisted-classes>false</exclude-unlisted-classes>

<!-- Clases que se van a persistir -->

<!-- <class>com.pepinho.ad.orm.Usuario</class> -->

<!-- Propiedades de la unidad de persistencia -->

<properties>

<!-- Configuración de conexión a base de datos. H2 en memoria. -->

<property name="jakarta.persistence.jdbc.driver" value="org.h2.Driver"/>

<property name="jakarta.persistence.jdbc.url" value="jdbc:h2:E:/ruta/baseDatos;DATABASE\_TO\_UPPER=FALSE;FILE\_LOCK=NO;DB\_CLOSE\_DELAY=-1" />

<!-- <property name="jakarta.persistence.jdbc.url" value="jdbc:h2:mem:db1;DB\_CLOSE\_DELAY=-1" />-->

<property name="jakarta.persistence.jdbc.user" value="" />

<property name="jakarta.persistence.jdbc.password" value="" />

<!-- crete: automáticamente, genera el esquema de la base de datos.

none: no hace nada (la base de datos debe existir)

create: crea las tablas (si no existen)

drop-and-create: borra las tablas y las vuelve a crear.

drop: borra las tablas cuando se cierra la factoría de persistencia, pero no las vuelve a crear.

-->

<property name="jakarta.persistence.schema-generation.database.action" value="create" /> <!-- none, create, drop-and-create, drop -->

<!-- Muestra por pantalla las sentencias SQL -->

<property name="hibernate.show\_sql" value="true" />

<property name="hibernate.format\_sql" value="true" />

<property name="hibernate.highlight\_sql" value="true" />

<property name="hibernate.globally\_quoted\_identifiers" value="true"/>

<!-- <property name="hibernate.dialect" value="org.hibernate.dialect.HSQLDialect" />-->

</properties>

</persistence-unit>

</persistence>

El archivo persistence.xml se definen las propiedades de la base de datos, como el driver, la URL, el usuario y la contraseña. En el ejemplo anterior las propiedades y las etiquetas principales son:

* **provider**: el proveedor de persistencia. En este caso, Hibernate con la clase: org.hibernate.jpa.HibernatePersistenceProvider.
* jakarta.persistence.jdbc.driver: el **driver** de la base de datos.
* jakarta.persistence.jdbc.url: la **URL** de la base de datos.
* jakarta.persistence.jdbc.user: el **usuario** de la base de datos.
* jakarta.persistence.jdbc.password: la **contraseña** del usuario de la base de datos.
* jakarta.persistence.schema-generation.database.action: la acción a realizar sobre la base de datos. En este caso, se **crean** (**create**) las tablas de la base de datos.
* hibernate.show\_sql: muestra las sentencias SQL (propio de hibernate).
* hibernate.format\_sql: formatea las sentencias SQL (propio de hibernate).
* hibernate.highlight\_sql: resalta las sentencias SQL (propio de hibernate).
* hibernate.globally\_quoted\_identifiers: permite el **uso de comillas dobles en las sentencias SQL** (pone los nombres de las tablas y columnas entre comillas dobles de manera automática) (propio de hibernate).

### 2.2. Para EclipseLink

<?xml version="1.0" encoding="UTF-8" standalone="yes"?>

<persistence xmlns="https://jakarta.ee/xml/ns/persistence"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="https://jakarta.ee/xml/ns/persistence https://jakarta.ee/xml/ns/persistence/persistence\_3\_0.xsd"

version="3.0">

<persistence-unit name="default">

<!-- <provider>org.hibernate.jpa.HibernatePersistenceProvider</provider>-->

<provider>org.eclipse.persistence.jpa.PersistenceProvider</provider>

<exclude-unlisted-classes>false</exclude-unlisted-classes>

<properties>

<property name="jakarta.persistence.jdbc.driver" value="org.h2.Driver"/>

<property name="jakarta.persistence.jdbc.url"

value="jdbc:h2:E:/98 - Bases de datos/h2/juego/xogos;DATABASE\_TO\_UPPER=FALSE;FILE\_LOCK=NO;DB\_CLOSE\_DELAY=-1"/>

<property name="jakarta.persistence.jdbc.user" value="root"/>

<property name="jakarta.persistence.jdbc.password" value="admin"/>

<property name="jakarta.persistence.schema-generation.database.action" value="drop-and-create"/>

<property name="eclipselink.logging.level" value="INFO"/>

<property name="eclipselink.logging.level.sql" value="FINE"/>

<property name="eclipselink.logging.parameters" value="true"/>

<!-- JPA 3.x -->

<!-- <property name="jakarta.persistence.lock.timeout" value="100"/>-->

<!-- <property name="jakarta.persistence.query.timeout" value="100"/>-->

<!-- JPA 2.x -->

<!-- <property name="javax.persistence.lock.timeout" value="100"/>-->

<!-- <property name="javax.persistence.query.timeout" value="100"/>-->

</properties>

</persistence-unit>

</persistence>

## 3. Creación de la clase de Entidad Usuario

1. Precisamos la anotación @Entity para indicar que la **clase Usuario es una entidad** (obligatoria)
2. Precisamos la anotación @Id para indicar que el atributo **id es la clave primaria** (obligatoria)
3. Usamos la **anotación @GeneratedValue** para indicar que el valor de la clave primaria **se genera automáticamente**. Solo **cuando las clave primarias son autogeneradas**.
4. Se usa la **anotación @Table** para indicar que la **tabla se llama usuarios** (si no deseamos que se llame Usuario).

package com.pepinho.ad.orm;

import jakarta.persistence.Entity;

import jakarta.persistence.GeneratedValue;

import jakarta.persistence.GenerationType;

import jakarta.persistence.Id;

@Entity

@jakarta.persistence.Table(name = "User")

public class Usuario {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String nombre;

private String apellidos;

private String email;

private String password;

public Usuario() {

}

public Usuario(String nombre) {

this.nombre = nombre;

}

public Usuario(String nombre, String apellidos, String email, String password) {

this.nombre = nombre;

this.apellidos = apellidos;

this.email = email;

this.password = password;

}

public Long getId() {

return id;

}

public void setId(Long id) {

this.id = id;

}

public String getNombre() {

return nombre;

}

public void setNombre(String nombre) {

this.nombre = nombre;

}

public String getApellidos() {

return apellidos;

}

public void setApellidos(String apellidos) {

this.apellidos = apellidos;

}

public String getEmail() {

return email;

}

public void setEmail(String email) {

this.email = email;

}

public String getPassword() {

return password;

}

public void setPassword(String password) {

this.password = password;

}

@Override

public String toString() {

return "id: " + id +

", " + nombre +

" " + apellidos +

" (" + email +

") " + password + ')' ;

}

}

## 4. Creación del EntityManagerFactory y EntityManager

**Implementad una clase de utilidad**:

package com.pepinho.ad.orm;

import jakarta.persistence.\*;

public class JPAUtil {

// Equivalente a SessionFactory

private static final EntityManagerFactory ENTITY\_MANAGER\_FACTORY =

Persistence.createEntityManagerFactory("default"); // Nombre de la unidad de persistencia

// Equivalente a Session

public static EntityManager getEntityManager() {

return ENTITY\_MANAGER\_FACTORY.createEntityManager();

}

public static void shutdown() {

ENTITY\_MANAGER\_FACTORY.close();

}

}

**Otros ejemplos de creación del EntityManagerFactory:**

**Ejemplo 1 dentro de la clase Main:**

package com.pepinho.ad.orm;

import jakarta.persistence.EntityManager;

import jakarta.persistence.EntityManagerFactory;

import jakarta.persistence.Persistence;

public class Main {

public static void main(String[] args) {

EntityManagerFactory emf = Persistence.createEntityManagerFactory("ejemplopersistenciaJPA");

EntityManager em = emf.createEntityManager();

}

}

Podemos emplear un método main para probar la conexión a la base de datos:

package com.pepinho.ad.orm;

import jakarta.persistence.EntityManager;

import jakarta.persistence.EntityManagerFactory;

import jakarta.persistence.Persistence;

public class Main {

public static void main(String[] args) {

EntityManagerFactory emf = Persistence.createEntityManagerFactory("ejemplopersistenciaJPA");

EntityManager em = emf.createEntityManager();

Usuario usuario = new Usuario("Pepe", "Pérez", " ", "1234");

em.getTransaction().begin();

em.persist(usuario);

em.getTransaction().commit();

System.out.println(usuario);

}

}

Ejemplo de método setUp():

package com.pepinho.ad.orm;

import jakarta.persistence.EntityManager;

import jakarta.persistence.EntityManagerFactory;

import jakarta.persistence.Persistence;

import org.junit.jupiter.api.AfterAll;

import org.junit.jupiter.api.BeforeAll;

public class TestUsuario {

private static EntityManagerFactory emf;

private static EntityManager em;

@BeforeAll

static void setUp() {

emf = Persistence.createEntityManagerFactory("ejemplopersistenciaJPA");

em = emf.createEntityManager();

}

@AfterAll

static void tearDown() {

em.close();

emf.close();

}

// ...

}

## 5. Creación del ejemplo de persistencia

package com.pepinho.ad.orm.test;

import com.pepinho.ad.orm.Usuario;

import jakarta.persistence.EntityManager;

import jakarta.persistence.criteria.CriteriaBuilder;

import jakarta.persistence.criteria.CriteriaQuery;

import jakarta.persistence.criteria.Root;

import org.junit.jupiter.api.Test;

public class JPATest {

@Test

void jpql() {

insertData();

var em = JPAUtil.getEntityManager();

em.createQuery("select a from Usuario a", Usuario.class)

.getResultList()

.forEach(System.out::println);

}

@Test

void criteria() {

insertData();

var em = JpaUtil.getEntityManager();

CriteriaBuilder cb = em.getCriteriaBuilder();

CriteriaQuery<Usuario> query = cb.createQuery(Usuario.class);

Root<Usuario> root = query.from(Usuario.class);

query.select(root);

em.createQuery(query).getResultList().forEach(System.out::println);

}

void insertData(){

EntityManager em = JpaUtil.getEntityManager();

em.getTransaction().begin();

var a1 = new Usuario("a1");

var a2 = new Usuario("a2");

em.persist(a1);

em.persist(a2);

em.getTransaction().commit();

em.close();

}

}

Hasta aquí todo correcto.

Si ejecutamos el método insertData() varias veces, se crean nuevos registros en la base de datos.

Podríamos seguir avanzando y mejorando la arquitectura de la aplicación, pero, por ahora, nos quedaremos aquí.

Podéis echarle un vistazo a los siguientes apartados para ver cómo mejorar la arquitectura de la aplicación.

## 6. Creación de la clase TestUsuario

package com.pepinho.ad.orm;

import jakarta.persistence.EntityManager;

import jakarta.persistence.EntityManagerFactory;

import jakarta.persistence.Persistence;

import org.junit.jupiter.api.\*;

import java.util.List;

import static org.junit.jupiter.api.Assertions.\*;

class TestUsuario {

private static EntityManagerFactory emf;

private static EntityManager em;

@BeforeAll

static void setUp() {

emf = Persistence.createEntityManagerFactory("ejemplopersistenciaJPA");

em = emf.createEntityManager();

}

@AfterAll

static void tearDown() {

em.close();

emf.close();

}

@Test

void testInsertar() {

Usuario usuario = new Usuario("Pepe", "Pérez", " ", "1234");

em.getTransaction().begin();

em.persist(usuario);

em.getTransaction().commit();

assertNotNull(usuario.getId());

}

@Test

void testBuscarPorId() {

Usuario usuario = em.find(Usuario.class, 1L);

assertNotNull(usuario);

assertEquals("Pepe", usuario.getNombre());

}

@Test

void testBuscarTodos() {

List<Usuario> usuarios = em.createQuery("SELECT u FROM Usuario u", Usuario.class).getResultList();

assertEquals(1, usuarios.size());

}

@Test

void testActualizar() {

Usuario usuario = em.find(Usuario.class, 1L);

usuario.setNombre("Juan");

em.getTransaction().begin();

em.merge(usuario);

em.getTransaction().commit();

assertEquals("Juan", usuario.getNombre());

}

@Test

void testBorrar() {

Usuario usuario = em.find(Usuario.class, 1L);

em.getTransaction().begin();

em.remove(usuario);

em.getTransaction().commit();

Usuario usuarioBorrado = em.find(Usuario.class, 1L);

assertNull(usuarioBorrado);

}

}

## 7. Creación de la clase UsuarioDAO

Un ejemplo un modo más sencillo de implementar el patrón DAO por medio de la clase UsuarioDAO:

package com.pepinho.ad.orm;

import jakarta.persistence.EntityManager;

import jakarta.persistence.EntityManagerFactory;

import jakarta.persistence.Persistence;

import jakarta.persistence.TypedQuery;

import java.util.List;

public class UsuarioDAO {

private static EntityManagerFactory emf = Persistence.createEntityManagerFactory("ejemplopersistenciaJPA");

private EntityManager em;

public UsuarioDAO(EntityManager em) {

this.em = em;

}

public static void insert(Usuario usuario) {

em.getTransaction().begin();

em.persist(usuario);

em.getTransaction().commit();

}

public static void delete(Usuario usuario) {

em.getTransaction().begin();

em.remove(usuario);

em.getTransaction().commit();

}

public static void update(Usuario usuario) {

em.getTransaction().begin();

em.merge(usuario);

em.getTransaction().commit();

}

public static Usuario getById(Long id) {

return em.find(Usuario.class, id);

}

public static List<Usuario> getAll() {

TypedQuery<Usuario> consulta = em.createQuery("SELECT u FROM Usuario u", Usuario.class);

List<Usuario> usuarios = consulta.getResultList();

// También podría ser con CriteriaQuery:

// CriteriaQuery<Usuario> query = em.getCriteriaBuilder().createQuery(Usuario.class);

// query.select(query.from(Usuario.class));

// List<Usuario> usuarios = em.createQuery(query).getResultList();

return usuarios;

}

}

 Ejercicio. Descarga y creación de la base de datos de JokeAPI

Dado el modelo de la aplicación de JokeAPI, en la que tenemos enumeración Category y la clase Joke, vamos a crear una base de datos con JPA. Recuerda que la clase Joke/Chiste tiene los siguientes atributos:

public class Chiste {

private int id;

private Categoria categoria;

private TipoChiste tipo;

private final List<Flag> banderas;

private String chiste;

private String respuesta;

private Lenguaje lenguaje;

//...

}

La enumeración Categoria es una enumeración con los siguientes valores:

public enum Categoria {

ANY("Any"),

MISC("Misc"),

PROGRAMMING("Programming"),

DARK("Dark"),

PUN("Pun"),

SPOOKY("Spooky"),

CHRISTMAS("Christmas");

//...

}

Flag es una enumeración con los siguientes valores:

public enum Flag {

EXPLICIT("Explicit"),

NSFW("NSFW"),

RELIGION("Religion"),

POLITICAL("Political"),

RACIST("Racist"),

SEXIST("Sexist");

//...

}

Lenguaje es una enumeración con los siguientes valores:

public enum Lenguaje {

CS("cs"),

DE("de"),

EN("en"),

ES("es"),

FR("fr"),

PT("pt");

//...

}

etc…

Crear una base de datos con JPA y Hibernate para la aplicación JokeAPI y transfiere todos los datos de JSON a la base de datos.

 Ejercicio. Creación de una aplicación de persistencia de una biblioteca

Queremos desarrollar una aplicación para una biblioteca y necesitamos interactuar con una base de datos que contiene información sobre los libros que tenemos en nuestra colección.

Para ello, vamos a crear una clase Book que **represente la entidad libro** y otra clase BookDAO que nos permita realizar **operaciones básicas CRUD (Create, Read, Update y Delete) sobre la tabla Book en la base de datos**.

Además, precisamos **una clase EntityManagerUtil** para la gestión y obtención de los objetos de tipo EntityManager de una manera eficiente. Emplearemos el **patrón Singleton para el gestor EntityManagerUtil, que tenga un único objeto de tipo EntityManagerFactory** y que nos permita obtener un objeto de tipo EntityManager para realizar las operaciones sobre la base de datos.

**Estructura de la base de datos:** (es la misma base de datos que hemos empleado en la unidad de bases de datos con JDBC)

Está formada por una única tabla, Book. La tabla Book tiene una estructura SIMILAR a la siguiente

| **Columna** | **Tipo de dato** | **Descripción** |
| --- | --- | --- |
| idBook | int | Identificador único del ejemplar del libro |
| isbn | varchar(13) | Identificador del libro |
| titulo | varchar(100) | Título del libro |
| autor | varchar(100) | Autor del libro |
| ano | int | Año de publicación del libro |
| disponible | boolean | Indica si el libro está disponible |
| portada | Blob | Portada del libro en formato binario |

CREATE TABLE Book (

idBook INT NOT NULL AUTO\_INCREMENT,

isbn VARCHAR(13) NOT NULL,

titulo VARCHAR(255) NOT NULL,

autor VARCHAR(255) NOT NULL,

ano INT NOT NULL,

disponible BOOLEAN NOT NULL DEFAULT true,

portada BLOB,

PRIMARY KEY (id)

);

Parámetros de la base de datos:

DRIVER: "org.h2.Driver"

URL: "jdbc:h2:rutaBaseDatosSinExtensión;DB\_CLOSE\_ON\_EXIT=TRUE;FILE\_LOCK=NO;DATABASE\_TO\_UPPER=FALSE"

**Clase EntityManagerUtil:**

Mediante el **patrón Singleton crea una clase EntityManagerUtil**, mediante el patrón Singleton de manera que tenga un **único objeto de tipo EntityManagerFactory y que nos permita obtener un objeto de tipo EntityManager para realizar las operaciones sobre la base de datos**.

Además, debe tener un **método estático getEntityManager** que devuelva un objeto de tipo EntityManager y que se encargue de crear el objeto EntityManager.

Hazlo con Thread-Safe y doble comprobación.

**Clase Book implementa Serializable:**

La clase debe tener los siguientes constructores que:

* Book()
* Book(String isbn, String titulo, String autor, int ano, boolean disponible)
* Book(Integer idBook, String isbn, String titulo, String autor, Integer ano, Boolean disponible, byte[] portada)
* Aquellos que consideres necesarios.

La clase Book debe tener los siguientes atributos:

* idBook: Long (autonumérico)
* isbn: String (tamaño 13)
* titulo: String
* autor: String
* ano: Integer
* disponible: Boolean
* portada: byte[]

Métodos de la clase Book:

* Get y set para cada atributo.
* setPortada (sin implantar): recibe File y lo asigna al atributo portada.
* setPortada (sin implantar): recibe un array de bytes y lo asigna al atributo portada.
* setPortada (Sin implantar): recibe un String con el nombre del fichero y lo asigna al atributo portada.
* getImage: devuelve un objeto de tipo Image con la portada del libro.

public Image getImage() {

if (portada != null) {

try (ByteArrayInputStream bis = new ByteArrayInputStream(portada)) {

return ImageIO.read(bis);

} catch (IOException e) {

}

}

return null;

}

* equals y hashCode: considerando que son iguales cuando tienen el mismo isbn. Además, el método hashCode debe devolver un valor coherente con el método equals (todos los objetos iguales deben tener, al menos el mismo hashCode).
* toString: devuelve el título, el autor y el año. Si no está disponible escribe un asterisco.

Debes implantar la gestión de sentencias de esta la clase BookDAO, de modo que tenga un objeto de tipo EntityManagercomo atributo (en sistemas empresariales, como la gestión de transacciones no se suele hacer por aplicación, se guarda una referencia a la clase EntityManagerFactory y se gestiona por medio de try-with-resources para manejar los cierres de los EntityManager.

**DAO**:

import java.util.List;

/\*\*

\*

\* @author pepecalo

\* @param <T> Tipo de dato del objeto

\*/

public interface DAO<T> {

T get(long id);

List<T> getAll();

void save(T t);

void update(T t);

void delete(T t);

public boolean deleteById(long id);

public List<Integer> getAllIds();

public void updateLOB(T book, String f);

public void updateLOBById(long id, String f);

void deleteAll();

}

**Clase BookJPADAO:**

Implementa la interfaz DAO<Book> y gestiona las operaciones CRUD sobre la tabla Book de la base de datos. Tiene como atributo un objeto de tipo EntityManager que recoge en el constructor.

**Clase BookDAOFactory:**

Enumaración de los tipos admitidos de el Factory Method.

public enum TipoDAO {

H2\_JDBC, ORM, HIBERNATE, JSON, POSTGRES\_JDBC;

}

Implementa un método estático getBookDAO que recoge el tipo de DAO que se va a emplear y devuelve el objeto de tipo BookJPADAO.

**AppBiblioteca:**

Haz una aplicación que haga uso del BookDAOFactory para obtener un objeto de tipo DAO<Book> para asignarlo al controlador de la aplicación. La apliación debe funcionar igual que con JDBC, pero ahora con JPA.

Puedes hacer pruebas de persistencia de libros en la base de datos:

Book libro = new Book("9788424937744", "Tractatus logico-philosophicus-investigaciones filosóficas", "Ludwig Wittgenstein", 2017, false);

libro = new Book("9788499088150", "Verano", "J. M. Coetzee", 2011, true);
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## 1. EntityManager

El [**gestor de entidades (EntityManager)**](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/entitymanager) es el encargado de **gestionar el ciclo de vida de las entidades**. Con él podemos [**persistir (persist)**](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/entitymanager#persist(java.lang.Object))**,**[**actualizar**](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/entitymanager#merge(T))**,**[**eliminar (remove)**](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/entitymanager#remove(java.lang.Object))**y**[**recuperar (find)**](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/entitymanager#find(java.lang.Class,java.lang.Object))**entidades**, así como [**realizar consultas (createQuery)**](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/entitymanager#createQuery(java.lang.String)).

* **Contexto de persistencia (Persistence Context)**: es **conjunto de instancias de entidad gestionadas** dentro de un gestor de entidades (EntityManager) en un momento dado.
* Es necesario **invocar una llamada de API específica** antes de que una entidad se persista realmente en la base de datos.
* Las llamadas de API para las **operaciones en entidades**, implementada por el gestor de entidades, se \*\*encapsula casi por completo dentro de una única interfaz [**jakarta.persistence.EntityManager**](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/entitymanager), gestor de entidades al que **se le delega el trabajo real de la persistencia**.
* Hasta que se utilice un **gestor de entidades para crear, leer o escribir realmente una entidad**, la entidad no es más que un objeto Java regular (no persistente). Se dice que ese objeto está gestionado por el gestor de entidades.
* **Sólo puede existir una instancia Java con la misma identidad persistente** en un contexto de persistencia en cualquier momento (con un único ID).

Las implementaciones concretas de la interface **EntityManager permiten leer y escribir en una base de datos específica**, y ser implementadas por un proveedor de persistencia particular (o simplemente proveedor).

**Es el proveedor es el que suministra el motor de implementación de respaldo para toda la API de Persistencia de Jakarta, desde el EntityManager hasta la implementación de las clases de consulta y la generación de SQL**.

Para **obtener un gestor de entidades**, **se debe crear una instancia de la fábrica de gestores de entidades**, **del tipo jakarta.persistence.EntityManagerFactory**.

Cada **EntityManager gestiona una unidad de persistencia**. Una unidad de persistencia dicta de manera implícita o explícita la configuración y las clases de entidad utilizadas por todos los gestores de entidades obtenidos de la única instancia de EntityManagerFactory vinculada a esa unidad de persistencia. Por lo tanto, hay una **correspondencia uno a uno entre una unidad de persistencia y su instancia concreta de EntityManagerFactory**.

**Objetos, Clases y Conceptos de la API**

| **Objeto** | **API** | **Descripción del Objeto** |
| --- | --- | --- |
| Persistence | Persistence | Clase de inicio utilizada para obtener una fábrica de gestores de entidades (EntityManagerFactory) |
| Entity Manager Factory | EntityManagerFactory | Objeto Factory configurado utilizado para obtener gestores de entidades (EntityManager) |
| Persistence Unit | – | **Configuración** con **nombre** que declara las **clases de entidad y la información de la base de datos** |
| Entity Manager | EntityManager | Objeto principal de la API utilizado para realizar operaciones y consultas en entidades |
| Persistence Context | – | Conjunto de todas las instancias de entidad gestionadas por un gestor de entidades específico |

## 2. Creación de un EntityManager

Un gestor de entidades siempre [se obtiene de una EntityManagerFactory](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/entitymanagerfactory).

En el entorno de Java SE, podemos utilizar una clase de [llamada **Persistence**](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/persistence) invocando al **método estático createEntityManagerFactory()** de la clase **Persistence** que devuelve el EntityManagerFactory para el nombre de la unidad de persistencia especificado. Por ejemplo, para una unidad de persistencia llamada **ServicioEmpleado**:

EntityManagerFactory emf = Persistence.createEntityManagerFactory("ServicioEmpleado");

El nombre de la unidad de persistencia especificada, “***ServicioEmpleado***”, pasado al [método createEntityManagerFactory()](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/persistence#createEntityManagerFactory(java.lang.String)), **identifica la configuración de la unidad de persistencia** dada que determina cosas como los **parámetros de conexión** que los gestores de entidades creados a partir de ese objeto Factory utilizarán al conectarse a la base de datos.

Se puede obtener fácilmente un gestor de entidades de ella:

EntityManager em = emf.createEntityManager();

Un modo muy usual de crear un gestor de entidades es por medio de una clase Singleton:

public class EMF {

private static final EntityManagerFactory emfInstance = Persistence.createEntityManagerFactory("ServicioEmpleado");

private EMF() {}

public static EntityManagerFactory get() {

return emfInstance;

}

}

Que se puede utilizar de la siguiente manera:

EntityManager em = EMF.get().createEntityManager();

Más interesante es el uso de **patrón Singleton con Thread-Save y Lazy-Initialization** para obtener un EntityManagerFactory:

public class EMF {

private static volatile EntityManagerFactory emfInstance;

private EMF() {}

public static EntityManagerFactory get() {

if (emfInstance == null) {

synchronized (EMF.class) {

if (emfInstance == null) {

emfInstance = Persistence.createEntityManagerFactory("ServicioEmpleado");

}

}

}

return emfInstance;

}

//...

}

## 3. Operaciones CRUD

Veremos ejemplos básicos de cómo realizar las operaciones CRUD (Create, Read, Update, Delete) con JPA. y una clase Empleado.

Ejemplo de Entidad Empleado:

@Entity

public class Empleado {

@Id private int id;

private String nome;

private long salario;

public Empleado() {}

public Empleado(int id) { this.id = id; }

public int getId() { return id; }

public void setId(int id) { this.id = id; }

public String getNome() { return nome; }

public void setNome(String nome) { this.nome = nome; }

public long getSalario() { return salario; }

public void setSalario (long salario) { this.salario = salario; }

}

### 3.1. Persistir una entidad

Persistir una entidad es la operación de tomar una entidad transitoria, o una que aún no tiene ninguna representación persistente en la base de datos, y **almacenar su estado para que pueda ser recuperado más tarde**.

Empleado emp = new Empleado(158); // Crea una instancia de la entidad Empleado

em.persist(emp);

* **Creamos un objeto de tipo Empleado** configurando el ID, no el nombre ni el salario del Empleado.
* Llamamos a **persist() para iniciar la persistencia en la base de datos**.

Si el gestor de entidades encuentra un **error lanzará una excepción no verificada de tipo PersistenceException**.

Cuando se completa la llamada a persist(), emp se convertirá en una **entidad gestionada dentro del contexto de persistencia del gestor de entidades**.

Ejemplo de un método sencillo que crea un nuevo empleado y lo persiste en la base de datos.

public Empleado createEmpleado(int id, String nome, long salario) {

Empleado emp = new Empleado(id);

emp.setNome(nome);

emp.setSalario(salario);

em.persist(emp);

return emp;

}

### 3.2. Obtención de una entidad

Una vez que una entidad está en la base de datos, lo siguiente que normalmente se quiere hacer es obtenerla de nuevo:

Empleado emp = em.find(Empleado.class, 158);

El [método find()](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/entitymanager#find(java.lang.Class,java.lang.Object)):

<T> T find (Class<T> entityClass, Object primaryKey)

Recoge la **clase de la entidad que se está buscando** (Empleado), permite que el método find sea parametrizado y devuelva un objeto del mismo tipo, y el objeto con **ID o clave primaria** que identifica la entidad en particular (con id 158).

Con esta información el gestor de entidades encuentra la instancia en la base de datos y el **empleado que se devuelve será una entidad gestionada**, lo que significa que **existirá en el contexto de persistencia actual** asociado con el gestor de entidades.

**En el caso de que el objeto no se encuentre la llamada a find() simplemente devuelve null**. Debe realizarse una comprobación de nulos antes de la próxima vez que se utilice la variable emp.

Método de búsqueda:

public Empleado findEmpleado(int id) {

return em.find(Empleado.class, id);

}

### 3.3. Eliminación de una entidad

Aunque podría parecer lo contrario, el **borrado (DELETE) de entidad de la base de datos no demasiado común**.  
Muchas aplicaciones nunca eliminan objetos, o si lo hacen, simplemente marcan los datos como obsoletos o ya no válidos y los mantienen fuera de la vista de los clientes.

Para **eliminar una entidad debe estar gestionada**, debe estar **presente en el contexto de persistencia**.

La aplicación que realiza la llamada **ya debería haber cargado o accedido a la entidad** y ahora está emitiendo una sentencia para eliminarla.

Puede hacerse por **medio del**[**método *remove***](https://jakarta.ee/specifications/persistence/3.1/apidocs/jakarta.persistence/jakarta/persistence/entitymanager#remove(java.lang.Object)):

void remove (Object entity)

Empleado emp = em.find(Empleado.class, 158);

em.remove(emp);

El método find() devuelve una instancia gestionada de Empleado, y luego se elimina la entidad usando la llamada remove() en el gestor de entidades.

Si la entidad **no se encuentra, entonces el método find() devolverá null, resultando una java.lang.IllegalArgumentException**.  
Se debe incluir una verificación de nulidad antes de llamar a remove():

public void removeEmpleado(int id) {

Empleado emp = em.find(Empleado.class, id);

if (emp != null) {

em.remove(emp);

}

}

### 3.4. Actualización de una entidad

La **actualización de una entidad es la operación de tomar una entidad gestionada** y **modificar su estado** para que se refleje en la base de datos.

Empleado emp = em.find(Empleado.class, 158);

emp.setSalario(1000000);

Existen **varias formas de actualizar una entidad**, pero por ahora veremos el caso más simple y común, cuando **se dispone de una entidad gestionada y se desea realizar cambios en ella**.

Si no tenemos una referencia a la entidad gestionada:

1. Debemos **obtener la entidad** una usando find().
2. Realizar **operaciones de modificación en la entidad gestionada**.

El siguiente código agrega 1000 euros al salario del empleado con un ID de 158 (yo ;-)):

Empleado emp = em.find(Empleado.class, 158);

emp.setSalario(emp.getSalario() + 1000);

No se llama al gestor de entidades para modificar el objeto, sino **accediendo al objeto en sí**.

Por esta razón, **es importante que la entidad sea una instancia gestionada**; de lo contrario, el proveedor de persistencia no tendrá medios para detectar el cambio y no se realizarán cambios en la representación persistente del empleado.

public Empleado raiseSalarioEmpleado(int id, long cantidad) {

Empleado emp = em.find(Empleado.class, id);

if (emp != null) {

emp.setSalario(emp.getSalario() + cantidad);

}

return emp;

}

Si no pudimos encontrar al empleado, devolvemos null para que el llamador sepa que no se pudo realizar ningún cambio. Indicamos el éxito devolviendo al empleado actualizado.

## 4. Transacciones

En los ejemplos anteriores, no se ha hecho referencia a las transacciones, aunque **los cambios en las entidades deben hacerse persistentes mediante una transacción**.

Excepto find(), asumimos que cada método estaba envuelto en una transacción.

La llamada a **find() no es una operación de mutación, por lo que puede llamarse en cualquier momento**, con o sin una transacción.

En estos ejemplos estamos empleando un **entorno de Java SE**, y **el servicio de transacciones que debe usarse en Java SE es jakarta.persistence.EntityTransaction** necesitamos comenzar y confirmar la transacción en los métodos operativos, o necesitamos comenzar y confirmar la transacción antes y después de llamar a un método operativo.

**Inicio de la transacción:**

En ambos casos, **se inicia una transacción llamando a getTransaction()** en el entity manager para obtener la EntityTransaction **e invocando begin() en ella**:

EntityTransaction tx = em.getTransaction();

tx.begin();

Para confirmar la transacción, se invoca a commit() en el objeto EntityTransaction obtenido del entity manager.

Ejemplo completo:

em.getTransaction().begin();

createEmpleado(158, "John Doe", 45000);

em.getTransaction().commit();

 Jakarta EE vs Java SE

La clave del uso de transacciones es el **entorno en el que se ejecuta el código**.

La situación típica al ejecutarse **dentro del entorno del contenedor Jakarta EE** utiliza el API estándar de Transacciones de Jakarta. El modelo de transacción cuando se ejecuta en el contenedor es asumir que la aplicación se encargará de que exista un contexto transaccional cuando sea necesario.

Si no hay una transacción presente, entonces la operación de modificación lanzará una excepción o el cambio simplemente no se persistirá en el almacén de datos.

## 5. Consultas

Una consulta es una **solicitud de datos**. En el contexto de JPA, una consulta es una **solicitud de entidades**.

Las consultas se pueden realizar de dos maneras:

* **Consultas dinámicas**: se construyen en tiempo de ejecución como cadenas de consulta.
* **Consultas con nombre**: se definen en tiempo de compilación como consultas con nombre.

### 5.1. Consultas dinámicas

Las consultas dinámicas se construyen en tiempo de ejecución como cadenas de consulta. Las cadenas de consulta son **sentencias de consulta en lenguaje de consulta de entidades (JPQL)**.

El lenguaje de consulta de entidades (JPQL) es un lenguaje de consulta orientado a objetos que se utiliza para definir consultas de entidades y sus resultados.

Las consultas dinámicas se crean utilizando el método createQuery() en el gestor de entidades:

Query q = em.createQuery("SELECT e FROM Empleado e WHERE e.salario > 100000");

El método createQuery() toma una **cadena de consulta JPQL** y devuelve un objeto Query que se puede utilizar para ejecutar la consulta y recuperar los resultados.

### 5.2. Consultas con nombre (estáticas)

Las consultas con nombre se definen en tiempo de compilación como consultas con nombre. Las consultas con nombre se definen en un archivo de metadatos de la entidad o en un archivo de metadatos de consulta.

Las consultas con nombre se crean utilizando el método createNamedQuery() en el gestor de entidades:

Query q = em.createNamedQuery("findEmpleadoPorSalario");

El método createNamedQuery() toma el **nombre de la consulta** y devuelve un objeto Query que se puede utilizar para ejecutar la consulta y recuperar los resultados.

Ejemplo de creación de una consulta con nombre:

@Entity

@NamedQuery(name="findEmpleadoPorSalario", query="SELECT e FROM Empleado e WHERE e.salario > 100000")

public class Empleado {

//...

}

### 5.3. Ejecución de consultas

Una vez que se ha creado una consulta, se puede ejecutar utilizando el método getResultList() o getSingleResult():

Query q = em.createQuery("SELECT e FROM Empleado e WHERE e.salario > 100000");

List<Empleado> results = q.getResultList();

El método getResultList() devuelve una **lista de resultados**. El método getSingleResult() devuelve un **único resultado**.

Si la consulta no devuelve ningún resultado, getResultList() devuelve una lista vacía y getSingleResult() lanza una excepción NoResultException.

Si la consulta devuelve más de un resultado, getSingleResult() lanza una excepción NonUniqueResultException.

## 5. Consultas (ampliado)

**En Jakarta Persistence, una consulta es similar a una consulta de base de datos**, excepto que en lugar de utilizar Structured Query Language (SQL) para especificar los criterios de la consulta, estamos consultando sobre entidades y **utilizando un lenguaje llamado Jakarta Persistence Query Language (Jakarta Persistence QL)**.

Una consulta **se implementa en código como un objeto Query o TypedQuery<X>**.

Se **construye utilizando el EntityManager como fábrica**.

La interfaz EntityManager incluye una variedad de llamadas a la API que devuelven un nuevo objeto Query o TypedQuery<X>.

### Tipos de consultas en Jakarta Persistence

Una consulta puede definirse de forma **estática o dinámica**.

1. Una **consulta estática** se define típicamente **en metadatos de anotación o XML**, y **debe incluir los criterios de la consulta, así como un nombre asignado por el usuario**. Este tipo de consulta **también se llama consulta nombrada** y se busca posteriormente por su nombre en el momento de su ejecución.
2. Una **consulta dinámica** puede **emitirse en tiempo de ejecución proporcionando los criterios de consulta de Jakarta Persistence QL** o un objeto de criterios. Pueden ser un poco más costosas de ejecutar porque el proveedor de persistencia no puede realizar ninguna preparación de consulta de antemano, pero las consultas de Jakarta Persistence QL son, no obstante, muy simples de usar y **pueden emitirse en respuesta a la lógica del programa o incluso la lógica del usuario**.

El siguiente ejemplo muestra cómo crear una consulta dinámica:

(Nota: por supuesto, esta puede no ser una consulta muy buena para ejecutar si la base de datos es grande y contiene cientos de miles de empleados, pero sigue siendo un ejemplo adecuado):

**Ejemplo usando getResultList:**

TypedQuery<Empleado> query = em.createQuery("SELECT e FROM Empleado e", Empleado.class);

List<Empleado> emps = query.getResultList();

**Ejemplo usando getResultStream:**

TypedQuery<Empleado> query = em.createQuery("SELECT e FROM Empleado e", Empleado.class);

Stream<Empleado> employee = query.getResultStream();

Creamos un objeto TypedQuery<Empleado> emitiendo la llamada createQuery() en el EntityManager y pasando la cadena de Jakarta Persistence QL que especifica los criterios de la consulta, así como la clase que debería ser parametrizada en la consulta.

La cadena de **Jakarta Persistence QL no se refiere a una tabla de base de datos EMPLEADO, sino a la entidad Empleado**, por lo que esta consulta **selecciona todos los objetos Empleado sin filtrarlos más**.

Para ejecutar la consulta, simplemente invocamos el método getResultList() o el método getResultStream() en ella.

El método getResultList() devuelve un List<Empleado> que contiene los objetos Empleado que coincidieron con los criterios de la consulta. Observa que el List está parametrizado por Empleado, ya que el tipo parametrizado se propaga desde el argumento de clase inicial pasado al método createQuery(). Podemos crear fácilmente un método que devuelva todos los empleados.

El **método getResultStream() devuelve un flujo del resultado de la consulta**, por lo que, en este caso, devuelve el flujo del resultado de la consulta Empleado. Por defecto, delega en getResultList().stream().

El **método getResultStream() proporciona una mejor manera de moverse a través del conjunto de resultados de la consulta**, ya que, para conjuntos de datos grandes, evita leer todo el “conjunto de resultados” en memoria antes de que pueda usarse en la aplicación.

**Método para Emitir una Consulta**

public List<Empleado> findAllEmpleados() {

TypedQuery<Empleado> query = em.createQuery("SELECT e FROM Empleado e", Empleado.class);

return query.getResultList();

}

## Ejercicios

 Ejercicio. Creación de una aplicación de persistencia de una biblioteca

Amplia el proyecto de la biblioteca para que sea capaz de almacenar imágenes de portada de los libros. Para ello, crea una clase Book de tipo @Entity.

Recuerda que para almacenar imágenes en una base de datos se utiliza el tipo byte[] y para recuperarlas se utiliza ImageIO.read().

ByteArrayInputStream flujo = new ByteArrayInputStream(portada);

ImageIO.read(flujo);

**Interface DAO:**

Esta interface será implantada por todas aquellas clases DAO que trabajen con objetos con imágenes. Los nombres de los métodos son totalmente descriptivos:

T get(long id);

List<T> getAll();

void save(T t);

void update(T t);

void delete(T t);

public void deleteById(long id);

public void updateImage(T t, String f);

public void updateImageById(long id, String f);

**BookDAO implementa DAO:**

Tiene como atributo un objeto de tipo EntityManagerFactory, emf, que recoge como argumento el constructor.  
La clase BookDAO debe tener los siguientes métodos:

* get(long idBook): devuelve un objeto Book con la información del libro que tiene el identificador pasado como parámetro.
* getAll(): devuelve una lista de todos los libros almacenados en la base de datos
* save(Book book): crea un nuevo registro en la tabla Book con la información del libro pasado como parámetro.
* update(Book book): Actualiza la información del registro correspondiente al libro pasado como parámetro.
* delete(Book idBook): elimina el registro correspondiente al libro con el identificador del libro pasado como parámetro.
* deleteById(int idBook): elimina el registro correspondiente al libro con el identificador pasado como parámetro.
* updateImage(Book b, String f): actualiza el libro en la base de datos con el contenido del archivo recogido como parámetro. Nota: por el momento no implantes este método.
* updateImageByID(long b, String f): actualiza el libro con el id recogido como por parámetro con el contenido del archivo recogido como parámetro. Nota: por el momento no implantes este método.

Debes implantar la gestión de sentencias de esta la clase BookDAO por medio de try-with-resources para manejar los cierres de los EntityManager.

**Aplicación de prueba:**

Haz una aplicación que haga uso del EntityManagerUtil para obtener un EntityManagerFactory se la pase al constructor de BookDAO.

Crea varios libros y añádelos a la base de datos.

Book libro = new Book("9788424937744", "Tractatus logico-philosophicus-investigaciones filosóficas", "Ludwig Wittgenstein", 2017, false);

libro = new Book("9788499088150", "Verano", "J. M. Coetzee", 2011, true);

Muestra el contenido de la base de datos.
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## Bases de datos

 Bases de datos

* [bd-lexislacion.tar](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/03orm/jpa/14ejercicios.files/bd-lexislacion.tar) (24 )
* [bd-pedidosmariadb.sql](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/03orm/jpa/14ejercicios.files/bd-pedidosmariadb.sql) (1 )
* [bd-pedidospostgre.sql](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/03orm/jpa/14ejercicios.files/bd-pedidospostgre.sql) (12 )
* [bd-pedidospostgre.tar](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/03orm/jpa/14ejercicios.files/bd-pedidospostgre.tar) (35 )
* [bd-videoclub.tar](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/03orm/jpa/14ejercicios.files/bd-videoclub.tar) (2 )

 PostgreSQL

Para algunos ejercicios **usaremos la base de datos PostgreSQL**.

Para su instalación, puedes seguir las instrucciones de la [documentación oficial](https://www.postgresql.org/download/) o, mejor, usar un contenedor Docker con la imagen oficial de PostgreSQL:

docker run --name some-postgres -e POSTGRES\_PASSWORD=mysecretpassword -d postgres

Para conectarte a la base de datos, puedes usar el cliente psql o cualquier cliente de PostgreSQL como [pgAdmin](https://www.pgadmin.org/) o [DBeaver](https://dbeaver.io/), que ya hemos usado en la asignatura.

Los datos de conexión son:

{

"db": "postgres",

"user": "postgres",

"password": "mysecretpassword",

"host": "localhost",

"port": 5432

}

En el **apartado 02.02.03 de la UD 02.02 tienes los pasos de instalación sin privilegios de administrador en Windows, así como su instalación en Docker**.

 restauración de bases de datos PostgreSQL

Para restaurar la base de datos nombreDB en PostgreSQL, sigue los siguientes pasos:

pg\_restore -U postgres -d nombreDB /ruta/al/fichero/nombrearchivo.tar

En la que nombreDB es el nombre de la base de datos y /ruta/al/fichero/nombrearchivo.tar es la ruta al fichero de la base de datos. Además -U postgres es el usuario de la base de datos.

 MariaDB en Docker

También usaremos MariaDB en algunos ejercicios, en cuyo caso recomiendo usar un contenedor Docker con la imagen oficial de MariaDB:

docker run --name some-mariadb -e MYSQL\_ROOT\_PASSWORD=my-secret-pw -d mariadb

O bien emplear el paquete XAMPP, que incluye MariaDB, Apache y PHP.

 Restauración de MariaDB

Para restaurar la base de datos nombreDB en MariaDB, sigue los siguientes pasos:

mysql -u root -p nombreDB < /ruta/al/fichero/nombreDB.sql

En la que nombreDB es el nombre de la base de datos y /ruta/al/fichero/nombreDB.sql es la ruta al fichero de la base de datos. La opción -u root es el usuario de la base de datos.

## Ejercicios JPA

### 0. Creación de EntityManagerFactory con patrón Singleton y Thread-Safe

#### 0.1. EntityManagerFactory Singleton

Crea un EntityManagerFactory con patrón Singleton y Thread-Safe. La clase debe tener las siguientes características:

* Un **método estático, getEmFactory, que devuelva una instancia de EntityManagerFactory**, recogiendo el nombre de la unidad de persistencia.
* Un **método estático, getEntityManager, que devuelva una instancia de EntityManager**, recogiendo el nombre de la unidad de persistencia.
* Un método, isEntityManagerFactoryClosed, que devuelva si la factoría es nula o está cerrada.
* Un **método para cerrar la factoría**.

#### 0.2. EntityManagerFactory Singleton con propiedades

Añade a la clase anterior un método para que el EntityManagerFactory sea creado con un **mapa de propiedades que se le pasan al método createEntityManagerFactory()** de Persistence. El mapa de propiedades debe tener las siguientes propiedades:

* jakarta.persistence.jdbc.url: la URL de la base de datos.
* jakarta.persistence.jdbc.user: el usuario de la base de datos.
* jakarta.persistence.jdbc.password: la contraseña de la base de datos.
* jakarta.persistence.jdbc.driver: el driver de la base de datos.
* jakarta.persistence.schema-generation.database.action: la acción de la base de datos.
* jakarta.persistence.schema-generation.create-source: la fuente de creación de la base de datos.

#### 0.3. EntityManagerFactory Singleton para cada unidad de persistencia

Mejora: el EntityManager debe ser creado con el método createEntityManager() de la factoría y debe ser único para cada unidad de persistencia. Para ello, en vez de tener una única instancia de EntityManagerFactory, **debes tener un Map de EntityManagerFactory**, una para cada unidad de persistencia, en el que la clave sea el nombre de la unidad de persistencia y el valor un objeto de tipo EntityManagerFactory.

### 1. Rango Legal y Organismo

Realizar **un proyecto JPA con EclipseLink que mapee las tablas de la base de datos** muestre todos los rangos legales y organismos de la base de datos.

**RangoLegal:**

idRangoLegal (Integer), nomeG (String), nomeC (String), descripcion (texto largo). Los nombres de los atributos nomeG y nomeG no coinciden con los de la base de datos y tienen tamaño 128, además, son únicos. La clave primaria es auto numérica.

**Organismo:**

idOrganismo (Integer), nome (String), descripcion (texto largo). El nombre es único. La clave primaria es autonumérica.

* URL: jdbc:mariadb://dbalumnos.sanclemente.local:3312/Lexislacion
* DRIVER: org.mariadb.jdbc.Driver
* USUARIO: lexislacionuser
* PASSWORD: ABC123..

**Crea una base de datos en PostgreSQL con el nombre Lexislacion y las tablas RangoLegal y Organismo**.

Haz que la **aplicación migre los datos de la base de datos de MariaDB a la de PostgreSQL**.

### 2. Alquiler de películas

Crea una base de datos en PostgreSQL con el nombre videoclub y restaura la base de datos db-videoclub.tar.

Dicha base de datos tiene 15 tablas:

* **actor**: almacena datos de actores, incluidos el nombre y el apellido.
* **film**: almacena datos de películas como título, año de lanzamiento, duración, clasificación, etc.
* **film\_actor**: almacena las relaciones entre películas y actores.
* **category**: almacena datos de las categorías de las películas.
* **film\_category**: almacena las relaciones entre películas y categorías.
* **store**: contiene los datos de la tienda, incluidos el personal gerencial y la dirección.
* **inventory**: almacena datos del inventario.
* **rental**: almacena datos de alquiler.
* **payment**: almacena los pagos de los clientes.
* **staff**: almacena datos del personal.
* **customer**: almacena datos de los clientes.
* **address**: almacena datos de dirección para el personal y los clientes.
* **city**: almacena los nombres de las ciudades.
* **country**: almacena los nombres de los países.

Ahora que conocemos todo sobre nuestra base de datos de videoclub de ejemplo, pasemos a cargar la misma base de datos en el servidor de la base de datos PostgreSQL. Los pasos para ello se enumeran a continuación:

**Paso 1:** Cree una base de datos de videoclub, abriendo la consola SQL. Una vez que abra la consola, deberás añadir las credenciales necesarias para la base de datos, que se verían algo así:

Servidor [localhost]:

Base de datos [postgres]:

Puerto [5432]:

Nombre de usuario [postgres]:

Contraseña para el usuario postgres:

Ahora, usando la declaración CREATE DATABASE, cree una nueva base de datos de la siguiente manera:

CREATE DATABASE videoclub;

**Paso 2:** Cargue el archivo de la base de datos creando una carpeta en la ubicación deseada (por ejemplo, C:\users\sample\_database\bd-videoclub.tar). Ahora abra el símbolo del sistema y navegue hasta la carpeta bin de la carpeta de instalación de PostgreSQL como se muestra a continuación (en el caso de haber añadido la ruta de instalación de PostgreSQL al PATH no será necesario navegar hasta la carpeta bin):

cd C:\ruta\a\la\carpeta\bin

Use la herramienta pg\_restore para cargar datos en la base de datos videoclub que acabamos de crear mediante el siguiente comando:

pg\_restore -U postgres -d videoclub C:\users\ruta\db-videoclub.tar

Ahora introduce la contraseña de usuario de su base de datos y su base de datos se cargará.

**Verificar la carga de la base de datos:**

Ahora, si necesitas verificar si la base de datos, usa el siguiente comando para acceder a la base de datos en la consola SQL:

\c

Ahora, para listar todas las tablas en la base de datos, usa el siguiente comando:

\dt

1. Crea los siguientes tipos de entidad de acuerdo con los estándares Java:

* Pais que mapee la tabla country: country\_id (de tipo serial4), country (varchar(50), last\_update (timestamp).
* Categoria (tabla category): category\_id (serial4), name (varchar(25)), last\_update (timestamp).
* Idioma (tabla language): language\_id (serial4), name (varchar(20)), last\_update (timestamp).
* Actor (tabla actor): actor\_id (serial4), first\_name (varchar(45)), last\_name (varchar(45)), last\_update (timestamp).

Importante: fíjate en los tipos de datos y en las claves primarias, cómo se generan y cómo se relacionan las tablas.

Dichas entidades no contienen relaciones entre sí.

1. Crea un tipo de entidad, Pelicula, que mapee la tabla film. La creación de la tabla film es la siguiente:

CREATE TABLE IF NOT EXISTS public.film

(

film\_id integer NOT NULL DEFAULT nextval('film\_film\_id\_seq'::regclass),

title character varying(255) COLLATE pg\_catalog."default" NOT NULL,

description text COLLATE pg\_catalog."default",

release\_year year,

language\_id smallint NOT NULL,

rental\_duration smallint NOT NULL DEFAULT 3,

rental\_rate numeric(4,2) NOT NULL DEFAULT 4.99,

length smallint,

replacement\_cost numeric(5,2) NOT NULL DEFAULT 19.99,

rating mpaa\_rating DEFAULT 'G'::mpaa\_rating,

last\_update timestamp without time zone NOT NULL DEFAULT now(),

special\_features text[] COLLATE pg\_catalog."default",

fulltext tsvector NOT NULL,

CONSTRAINT film\_pkey PRIMARY KEY (film\_id),

CONSTRAINT "FKbqsvlyhhs40rh7v7e6qpdto5i" FOREIGN KEY (language\_id)

REFERENCES public.language (language\_id) MATCH SIMPLE

ON UPDATE NO ACTION

ON DELETE NO ACTION,

CONSTRAINT film\_language\_id\_fkey FOREIGN KEY (language\_id)

REFERENCES public.language (language\_id) MATCH SIMPLE

ON UPDATE CASCADE

ON DELETE RESTRICT

)

De momento, mapea el campo fulltext como un String:

1. Haz que la entidad Pelicula tenga una con la entidad Idioma (un idioma puede tener muchas películas, pero una película sólo puede tener un idioma).
2. CategoriaPelicula: haz que la entidad Pelicula tenga una relación con la entidad Categoria (una película puede tener muchas categorías y una categoría puede tener muchas películas), para ello, crea una entidad CategoriaPelicula que mapee la tabla film\_category, que dispone de las siguientes columnas: film\_id (int4), category\_id (int4), last\_update (timestamp). IMPORTANTE: la clave primaria de la tabla film\_category es compuesta por film\_id y category\_id.
3. PeliculaActor: haz que la entidad Pelicula tenga una relación con la entidad Actor (una película puede tener muchos actores y un actor pudo haber realizado muchas películas), para ello, crea una entidad PeliculaActor que mapee la tabla film\_actor, que dispone de las siguientes columnas: actor\_id (int4), film\_id (int4), last\_update (timestamp). La clave primaria de la tabla film\_actor es compuesta por actor\_id y film\_id.
4. Ciudad: mapee la tabla city que dispone de las siguientes columnas: city\_id (serial4), city (varchar(50)), country\_id (int4), last\_update (timestamp). Haz que la entidad Ciudad tenga una relación con la entidad Pais (una ciudad pertenece a un único país y un país puede tener muchas ciudades).
5. Direccion: mapee la tabla address que dispone de las siguientes columnas: address\_id (serial4), address (varchar(50)), address2 (varchar(50)), district (varchar(20)), city\_id (int4), postal\_code (varchar(10)), phone (varchar(20), last\_update (timestamp). Haz que la entidad Direccion tenga una relación con la entidad Ciudad (una dirección pertenece a una única ciudad y una ciudad puede tener muchas direcciones).
6. Empleado: mapee la tabla staff que dispone de las siguientes columnas: staff\_id (serial4), first\_name (varchar(45)), last\_name (varchar(45)), address\_id (int4), email (varchar(50)), store\_id (int4), active (boolean), username (varchar(16)), password (varchar(40)), last\_update (timestamp). Haz que la entidad Empleado tenga una relación con la entidad Direccion (un empleado tiene una dirección y una dirección puede pertenecer a muchos empleados) y con la entidad Tienda.
7. Tienda: mapee la tabla store que dispone de las siguientes columnas: store\_id (serial4), manager\_staff\_id (int4), address\_id (int4), last\_update (timestamp). Haz que la entidad Tienda tenga una relación con la entidad Direccion (una tienda tiene una dirección y una dirección puede pertenecer a muchas tiendas).
8. Inventario: mapee la tabla inventory que dispone de las siguientes columnas: inventory\_id (serial4), film\_id (int4), store\_id (int4), last\_update (timestamp). Haz que la entidad Inventario tenga una relación con la entidad Pelicula (un inventario tiene una película y una película puede estar en muchos inventarios) y con la entidad Tienda (un inventario pertenece a una tienda y una tienda puede tener muchos inventarios).
9. Cliente: mapee la tabla customer que dispone de las siguientes columnas: customer\_id (serial4), store\_id (int4), first\_name (varchar(45)), last\_name (varchar(45)), email (varchar(50)), address\_id (int4), activebool (boolean), create\_date (date), last\_update (timestamp), active (int4). Haz que la entidad Cliente tenga una relación con la entidad Tienda (un cliente pertenece a una tienda y una tienda puede tener muchos clientes) y con la entidad Direccion (un cliente tiene una dirección y una dirección puede pertenecer a muchos clientes).

Alquiler: mapee la tabla rental que dispone de las siguientes columnas: rental\_id (serial4), rental\_date (timestamp), inventory\_id (int4), customer\_id (int4), return\_date (timestamp), staff\_id (int4), last\_update (timestamp). Haz que la entidad Alquiler tenga una relación con la entidad Inventario (un alquiler tiene un inventario y un inventario puede tener muchos alquileres), con la entidad Cliente (un alquiler tiene un cliente y un cliente puede tener muchos alquileres) y con la entidad Staff (un alquiler tien

1. Pago: mapee la tabla payment que dispone de las siguientes columnas: payment\_id (serial4), customer\_id (int4), staff\_id (int4), rental\_id (int4), amount (numeric(5,2)), payment\_date (timestamp). Haz que la entidad Pago tenga una relación con la entidad Alquiler (un pago tiene un alquiler y un alquiler puede tener muchos pagos), con la entidad Cliente (un pago tiene un cliente y un cliente puede tener muchos pagos) y con la entidad Staff (un pago tiene un empleado y un empleado puede tener muchos pagos).

Diagrama de la base de datos:

![C:\Users\a24aliciama\Pictures\videoclub.png](data:image/png;base64,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)

### 3. Pedidos PostgreSQL

Data la estructura de datos de MariaDB se define en el script bd-pedidos.sql, crea un proyecto JPA con Hibernate que mapee las tablas de la base de datos en PostgreSQL (no crees la base de datos en PostgreSQL, simplemente mapea las tablas, tampoco lo hagas en MariaDB):

CREATE TABLE IF NOT EXISTS public."Producto"

(

"idProducto" integer NOT NULL DEFAULT nextval('"Producto\_idProducto\_seq"'::regclass),

precio double precision,

nombre character varying(125) COLLATE pg\_catalog."default" NOT NULL,

descripcion character varying(255) COLLATE pg\_catalog."default",

imagen oid,

CONSTRAINT "Producto\_pkey" PRIMARY KEY ("idProducto")

)

CREATE TABLE IF NOT EXISTS public."Cliente"

(

"idCliente" integer NOT NULL DEFAULT nextval('"Cliente\_idCliente\_seq"'::regclass),

dni character varying(12) COLLATE pg\_catalog."default" NOT NULL,

nombre character varying(128) COLLATE pg\_catalog."default" NOT NULL,

CONSTRAINT "Cliente\_pkey" PRIMARY KEY ("idCliente")

)

CREATE TABLE IF NOT EXISTS public."Pedido"

(

"idCliente" integer,

"idPedido" integer NOT NULL DEFAULT nextval('"Pedido\_idPedido\_seq"'::regclass),

fecha timestamp(6) without time zone NOT NULL,

CONSTRAINT "Pedido\_pkey" PRIMARY KEY ("idPedido"),

CONSTRAINT "FKb7xr57df8semvktej7l1lo85e" FOREIGN KEY ("idCliente")

REFERENCES public."Cliente" ("idCliente") MATCH SIMPLE

ON UPDATE NO ACTION

ON DELETE NO ACTION

)

CREATE TABLE IF NOT EXISTS public."Comentario"

(

"idPedido" integer NOT NULL,

comentario character varying(255) COLLATE pg\_catalog."default",

CONSTRAINT "FKdne7p3hv47b0l6i5m2efvrpe4" FOREIGN KEY ("idPedido")

REFERENCES public."Pedido" ("idPedido") MATCH SIMPLE

ON UPDATE NO ACTION

ON DELETE NO ACTION

)

CREATE TABLE IF NOT EXISTS public."LineaPedido"

(

cantidad smallint NOT NULL,

"idLineaPedido" integer NOT NULL DEFAULT nextval('"LineaPedido\_idLineaPedido\_seq"'::regclass),

"idPedido" integer,

"idProducto" integer,

CONSTRAINT "LineaPedido\_pkey" PRIMARY KEY ("idLineaPedido"),

CONSTRAINT "FK16r6q9njvef9fuecshutqo5ro" FOREIGN KEY ("idPedido")

REFERENCES public."Pedido" ("idPedido") MATCH SIMPLE

ON UPDATE NO ACTION

ON DELETE NO ACTION,

CONSTRAINT "FKjmo85q6spgveoxjmyjrvwhk1q" FOREIGN KEY ("idProducto")

REFERENCES public."Producto" ("idProducto") MATCH SIMPLE

ON UPDATE NO ACTION

ON DELETE NO ACTION

)

CREATE TABLE IF NOT EXISTS public."TagLineaPedido"

(

"idLineaPedido" integer NOT NULL,

tag character varying(32) COLLATE pg\_catalog."default",

CONSTRAINT "FKfh1px6cx035k4w4615810uxg6" FOREIGN KEY ("idLineaPedido")

REFERENCES public."LineaPedido" ("idLineaPedido") MATCH SIMPLE

ON UPDATE NO ACTION

ON DELETE NO ACTION

)

insert into producto(nombre, descripcion, precio, imagen)

values ('camiseta', 'Camiseta de manga corta.', 15.5, 'img/camiseta.jpg'),

('pantalon', 'Pantalon vaquero', 30, 'img/pantalon.jpg'),

('chaqueta', 'Chaqueta de cuero.', 47.75, 'img/chaqueta.jpg'),

('zapatos', 'Zapatos negros', 100, 'img/zapatos.jpg');

insert into cliente(dni, nombre)

values ('11111111A','Daniel'),

('22222222B','Lucia'),

('33333333C','Beatriz');

insert into pedido(idCliente, fecha)

values (1,'2020-11-05 12:24:37'),

(2,'2022-10-20 08:34:11');

insert into lineaPedido(idPedido, idProducto, cantidad)

values (1, 1, 3),

(1, 2, 6),

(2, 2, 10),

(2, 3, 5),

(2, 4, 5);

Crea un proyecto con JPA y Hibernate tenga las siguientes entidades:

* Producto: nombre no nulo. La imagen como bytea.
* Cliente: dni y nombre no nulo.
* Pedido: fecha no nula.
* LineaPedido: cantidad de tipo entero corto y no nula.

Haz que el producto tenga la imagen guardada en la base de datos, no como cadena, de tipo bytea. Los pedidos deben estar ordenados por fecha y las líneas de pedido por cantidad.

* **Producto dispone de una colección de elementos con los comentarios** del pedido.
* **LineaPedido debe mapearse como una colección de elementos**. Comprueba el resultado y hazlo como entidad.
* **LineaPedido** debe tener una **colección de tags**.

Las relaciones deben actualizarse y borrarse en cascada.

### 4. Pedidos

Para este ejercicio usaremos la **base de datos MariaDB definida en el script bd-pedidos.sql**. Deberás crear un proyecto JPA con EclipseLink que mapee las tablas de la base de datos, empleando las entidades del ejercicio anterior, pero mapeadas con EclipseLink.

Crea en el mismo archivo de persistencia, una nueva unidad de persistencia que se **conecte a la base de datos de MariaDB con EclipseLink**.

**Migra los datos de la base de datos de PostgreSQL a la de MariaDB**, si es que no lo has hecho en el ejercicio anterior.

La aplicación debe permitir hacer lo siguiente:

* Mostrar todos los productos de la base de datos.
* Mostrar todos los pedidos de un cliente.
* Añadir un pedido.
* Borrar un pedido.

Para ello, crea una **clase AppPedidos con un menú que permita realizar las operaciones anteriores** y **una clase DAO para cada entidad**.

La **clase genérica DAO<T, K > recoge el tipo de objeto, el tipo de la clave primaria, que tenga los métodos comunes a todas las entidades**. La clase DAO genérica debe tener como atributo un EntityManager. La clase DAO debe tener los métodos necesarios para realizar las operaciones anteriores, así como un **atributo de tipo EntityManager**.

### 5. Base de datos de legislación

##### **Propiedades de la conexión a la base de datos**

* **URL:** jdbc:mariadb://dbalumnos.sanclemente.local:3312/Lexislacion
* **DRIVER:** org.mariadb.jdbc.Driver
* **USUARIO:** lexislacionuser
* **PASSWORD:** ABC123..

##### **Esquema de la base de datos**

* Los **nombres de las tablas son en CamelCase, así como los nombres de los atributos**. Ten en cuenta que muchos atributos no coinciden con los de las entidades.
* Las entidades/enumeraciones que debes implantar están en amarillo.
* **Publicacion no es una entidad, es una enumeración**, de la aplicación, por lo que no debe ser implantada como entidad (el idPublicacion en Norma coindice con el índice de la enumeración más 1: DOG, BOE, DOCE).

![C:\Users\a24aliciama\Pictures\tablaslexislacion.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANgAAAENCAYAAABtpKvFAAAABGdBTUEAALGPC/xhBQAAAAlwSFlzAAAOwgAADsIBFShKgAAAHlNJREFUeF7tXd+PJcdVvpgH5JfAE5EwAv4AFAUSWTBYKBII3njwm6VEyGCuABHxI0IKIEQUYYG9ivaaFX6IybxEdgQOjpKHiZgEKaMleAIx3k1im2TsNfGPscnaxGvH3tgbT1Gnuqq66vQ53dW9t29V3Tmf9Pl2/Tp17tnzbVXf7XIvnn9NqTn4W/vPqR9aXVCLs4/28uZPfUs98X8/IG0IhbVzFoFd/M41Ukx9pOy03FPvX+yoj1yk2kbw4kq9p9fOdcwzaFt4GjmLwB7937dIEfWRstNyTQIb5KbmEZ4WzrZF/JV/fooUEuZPf+Ix9ciLb5E2WorAhHWyV2B3fuyc+rO/ulM99+pJVA9lqIf2sN7xGy9dU99+Vandb1xRv/7QJfVj934tEtWPnLto7r0++pXvqCe/+zZpI2ZP4put2UItDJfqk68dqY/cvFDvueuoaX9oqRY3r9SXTf/QTtOvGbdQ738Ityv1ydvb9sXte409w+GxsV+uT9DvLu2XbfO+CreOvQIDEd10003qgx/6sBcZfEIZ6qEdjwEevvCm+qV/elIdPHc1qsdCfezlH6jf+eLzRnRhfZecwFC9FlOTrFAPYnOfRH8QXiQa1M7WIwGTfeA6EFV0f9a0+bnBj8hH4TaxV2ChmODz2StvR2UsGMevXW5+5IBfEX/+/m+p3//XY3X3V19S9178rjr7Xy+rPz3/gvrVT18yK5lb1Sg7LZnER6uEYZS44coBDOzYsbFQ0DzWRsNwHCUIbDvuA6shudJx3024FRy8BwtFdssvv29QXI6/98VjdUPCz/S3/OOT6omXr5E2WjJJyCa75pDAbN2X79oJ+nEigVWLqg/JjW0oAjudTPqRA69kQ+K68J1r6nG9/Tv//PfVHx+8aLaLP/kPjxtBvfPjj6l33/9N9Zv7z6kHv/U9cnyXXBJCPbddgwR3n2F91w6IrN1a2nYQqLt3M4Jx46ZuEZ0f2AfaJ+F2MElgQBDVv/zbI4PiAn5F34P9zCeeUPd9/RX1zKt0H+Dnn35Dve/Tza+NVHvLJmHb7VqQ4CZ5g7bbV5EAzApF/cgRbf+o5A9+yLh5qd7vVjDCH3JlivzCY/vKwm1issDG8Am9erkt4I/e+3Xzk/0dX3hO/dGXXjBbx9/43P+on7rvMd9nWGBCYZ2cRWBA+DHjHVpcoYgwf/ieC+aRKvhJn7IhFNbO2QQGfPrKifrsU6+rjz3yUkdc9//3a+ZnemqcULgtnFVgQuFppwhMKJyRi6++qJRQKJyHIjChcEaKwITCGVmcwB55/qp66e/erV7563dEfOncz6kLl14gxwiFpbI4gV146tmOuBxBZE/v3Unymw9/lrQHvOcD7VMXId/10SOi/566dbGjPnSI64fahMIuixPYxaeeIcWVwkeffY202TJFICIw4fpYrMCunr9LvfXNPfXGF//SlN96/CFTpvjGF/7C9Lnw7ZdJmy1FYMLNclaBffhvzqkP/vmd6j9fOInqoQz10B7WA53Arj39JXVycmKEBeWTN79nyhTf/MaDkwQWbR0/sBf3eWCl3tXZSiKBHbZ94IHhe0yfI/Wh97q6hbr1AdtXeCo5q8BARHDE5bf/8MNeZPAJZXP0RbfjMRee/PbGBEbXw7UWx3tX6jPQZkQUtlHXmg8sGyHqz1aswtPOWQUWigk+/+P47aiMVzagE9grf/tO9crdN+nPH2/Kd/9EU6Zo+4wWGIjBr0CMcDRhpWtWoqAtWr0sQVi2nv4BRXjaOPs9WCiyX7ilORHNiQvoBPbG5/9Eff8r96rXP/e7pvz9fz9ryhRf/+xyvMCMEMJtHSewZstHC8yN7/IzH21OSssW8XRzIz9y4JWMExdwY1tEWL3YbWCwAkVCCsWH+hEEkclKdrq5EYEBQVT3f+GRXnEBN3cPFvwY8d6luhWtYLd+oFmB4lUoHK9pt4Oun9kiRttOfoUTng5uTGCpdP/Q/Orfv1u9et8t6sq5n23KH/9FU6bo+lx45rukTaEwF4sT2CMvvKWe+9Tt6sX7fm0Un3nwD/TYt0mbQmEuFicwoXCbKAITCmekCEwonJELJRAIZkPBAgPXhMLrZV7k94AFDpRQOIV5kd8DFjhQ43jjuYVanE0njLl0pWtHWDvzIr8HLHCg0jlWXI6ULczVju7rntTQ10e2fqnLq6Nu/17q/jvhuL3ALm5bB+ewWTzzIr8HLHCg0kmJJ4WULU+bnEstgrBuZcuTBIYINiL7wjUwL/J7wKIN0uHhQh0ctOUhgljueJgm1zYkMFi5+pJ/XQI7XavLJpgX+T1g0QYJxHXmzELt77d1fRwS2G3n6XrKlqFdvfaoNstQHHtLbU+XDfW16xNuL51Y3Tj4dG07q65Nbjw3F9c/smm/F+7j+2k/XJvzqT7mRX4PWMSBAnGlimxIYFw9ZcsQEhHui6g2SyyGTr1OXiyAqB1d4zKIZSjJU/rj+byodF14fwZt3l/wXZf7/oIpl3mR3wMWOFDpIgOxTCFly9AmX+oK5n+ssDT11gZOepzw3kZYtmPJ+Xvmovr32YTVkFzpiHI9zIv8HrDAgVqok5OF2t1tRHZ83G137BML19YrME1YEcItFCaXuDAuTMwju+2iEplNamTTE9X7ubj+mn02RWDrR34PWOBAjVvBqHogtF2+Stfjuoh2pYhEphOu8ysi9NOJbraTNolxYoLIqPusvqQmt3w9c03dIjrB9flSF/Mivwcs4kCligt4A5FYjlNXMEObhH5L5pJbE4vBtS81TT2IIRhLJfJQUkPZjXfCIOfq6R/Z1J/h9xmaOyzXw7zI7wGLNkhjf0UEgmDGkLIh3AbmRX4PWLRBGvvvYEJhy7zI7wELHCihcArzIr8HLHCghMIpzIv8HrDAgRIKpzAv8nvAAgdKKJzCvMjvAQscKKFwCvMivwcscKCEwinMi/wesMCBGkc50SxsmBf5PWCBA5VOOdHMcE02zRMiAycDymFe5PeABQ5UOinxpJCy5WmTc/BZRNc2gWAjsl8owU84voN9FYF1kd8DFm2Q5ERzWTR+6ljgM3IisC7ye8CiDZKcaObH5zjR7GzA3FS9KQ/YXlq/IaZmnG53/aGvO9YDDOfo+7408yK/ByziQI15mn5IYFw9ZcsQkgX9bY0ZJRdVr5Nm6L4F2wjLIBbq+EnIlP54Pp/4ug4SPGzz/oLvujx0AmCMbSxMfz9r5/LtaO6Q4Xw88yK/ByxwoNJFBmKZQsqWoU2Q1BXM/1hhaeqtDZz04TicML5sx5Lz98zVm5REn9QDl1EbzG+FuA7bg2Xq+9p+NPMivwcscKDkRHNHMKjez8X11+yzOUlgmi4267DdW0Z2cWxp5kV+D1jgQI1bwah6ILTJieb22n8fO94lb58vuM2NDVeUqbZ7ywmx7TIv8nvAIg5UqriAcqKZ7x/Z1J/h9xma25VxG9CtzNdre6jc931p5kV+D1i0QZITzcLpzIv8HrBogyQnmoXTmRf5PWCBAyUUTmFe5PeABQ6UUDiFeZHfAxY4UELhFOZFfg9Y4EAJhVOYF/k9YIEDJRROYV7k94AFDpRQOIV5kd8DFjhQ4ygnmoUN8yK/ByxwoNI5x4lmeJrAPZUApB5DEpbIvMjvAQscqHRS4kkhZcuRenwn7TxSmcTfZ3uZF/k9YNEGqYQTzZ2E1NfhA6y1UQS2GeT3gEUbpOwnmjWphIQHT/ET424L6euDvrgN2wzL5lr3czZhDHfKF88dPUhMjIF6V+dX4QH/62Ve5PeARRyoMU/TDwmMq6dsOWIxAEOBQbtPSpusrj/0Gzo6gstGBHpcyinfyI5ui4TkBNQ3xpY5/+tmXuT3gAUOVLrIQCxTSNlyxAkJBOGYOpuQ4XbRHzAk2hypJHflvraorBmuPIZWVMn2rQ3S/6CuTuZFfg9Y4EDlPdGMkzVKyr4EJdockwXQV9a8bvuEDRHYepDfAxY4UONWMKoeCG1TTjRTyRomYFRGCcttEcMtptvCkQIYKMP1lC0obuP8r5t5kd8DFnGgUsUFnONEMyRguA0Lk9PQJiXXHo7HojKEFUN/9gmALevPcO6ULSKsUGHfIf/rZV7k94BFGyQ50SyczrzI7wGLNkhyolk4nXmR3wMWOFBC4RTmRX4PWOBACYVTmBf5PWCBAyUUTmFe5PeABQ6UUDiFeZHfAxY4UELhFOZFfg9Y4EAJhVOYF/k9YIEDNY5yolnYMC/ye8ACByqdcqJ5vTTf3T3xgerLf+IjL/J7wAIHKp2UeFJI2XKkHjuikq4WjhEH9K3nncyYeZHfAxZtkORE8/o5VmD1vJMZMy/ye8CiDZKcaG7G5DrR7PyCB4TDeUN/h8Zv7p3MmHmR3wMWcaDGPE0/JDCunrLlGCWTZSgwk0QuqWyyuf7ccRVsMyzDdSknmsO+fdd947EwU79byHC+dOZFfg9Y4ECliwzEMoWULUfqDxeEY+psQoVJsekDl5CUnlZUyfatDdJ/3BcEgO2PGT+2bAXnGPZLY17k94AFDpScaCbLmtdtn7DRJxC3cvf5sBaBIbv+LzRbTmNe5PeABQ7UuBWMqgdCm5xopts4/3Ff1479TR2fXIaY6BiZraS1GfZLY17k94BFHKhUcQHlRPPwGFhhwr59/mM7wHLfyYyZF/k9YNEGSU40C6czL/J7wKINkpxoFk5nXuT3gAUOlFA4hXmR3wMWOFBC4RTmRX4PWOBACYVTmBf5PRAIthgiMIFgRojABIIZsbUCu/HcRbU4+2gyAZeuvGk+BYJ1YSsFNlZcjjz21HKxo1ZHtuhwtFI7VL1AYLGVAqPEk0IejMAEggFUIbDDw0N1cHBgS8MAsdzx8GWSXJsITDAHqhAYiOvMmTNqf3/f1vRjSGC3nX+RrOfBCQzVmy3jwjycurNaRW3+4Vrgcs/UHa122rqgPrQDdNV+vtXSt+2I6otGNVtEEFeqyIYExtXzSBEYXLdiaMQzNMYB6pb6v+46EFV0n9e0eSHugdDcOEGJqOoeLFVkIJYp5EGJAhDUgxB2VqrtgsYYMbhVKbbVHE60BSOoWDRtO/aD80tQCqoS2MnJidrd3TUiOz4+trVd9ImFa5tVYJFojtRqJ7AFwvPq0hCBbRW2dgXjAG2Xr16zpRbXLTBzzWwRQUROfEZA4Ri8xYvtxILDfuCyoDRs5T3YDasL9qqL6SuY2941bH5cQAkebAPjHzlg1bJjd5ZqaVew6IcP0xaK0NX3CUoEVjqqENjYXxEBIJgxXDuIrZ7g9KEKgY39d7ASYFan6J5McBpR1T1Y2Qi2gYayeglEYALBrBCBCQQzQgQmEMwIEZhAMCNEYALBjNhagcmJZkEJ2EqBnc4TzfZpk/C5RgN52iMntlJglHhSyKOGJG18bN6lbKsMRGA5UYXA5ERzCqyPe3pV7Ts2I9goqhCYnGhuqv185Inm1heYi6o3GLC9XIJP8BSKHQeCDfqGPoenqanvJ6hEYIAxT9MPCYyr54GS1COsh+s2YTd/ojm023fdbzsWpp7LrYb2pIBvj+YOEc4nqOoeLFVkIJYp5MElTVAPydq3NQuOssxzopmYzwxCPk6yDRgo93y/04yqBCYnmvuSHLc1Dx8v9zg/GqxFYH3f75Rja1cwDtC2nSeacZuGGRuuKFNtA3rK7PcTbOU92Ok80YzbGnTuBSfZBvSV6e8nqERgcqJZUCuqEJicaBbUiqruwcpGsE0ylNVLIAITCGaFCEwgmBEiMIFgRojABIIZIQITCGbE1gpMTjQLSsBWCmyeE80L9hgG/+T8EIKnIfAjRu6pEPi3tDkeP5rDpqCDrRQYJZ4U8miEsEM+AmTFNylZw8eNQjQ2GT0LKkIVAivlRDMcRgwPGRqYp+GXjFCG0CewKfYEpaEKgZVzohk+wyc03NEMJIjogVq0EgVt8QPB4RztWPKhYvTUiLMfPTwcT0r0T/XZ9pP3Qk9CNVvEMU/TDwmMq+fRJmN7fkoDktI8bxgmK1yjPkxbfO+GbbhrQFhuxNKf5Cn98Xz9PtOnqAVDqOoeLFVkIJYp5BEkoxcV5JpLStSOEtD3C8Y2wElOXQP67XsEx2W8cNn+iT6H/QxwWdCHqgRWxolmuy2M/u9Nick6p8CieutjX/8BmyKw9WBrVzAO0HbdJ5rtStFuu8J2uHbJqRElb9y21i0i+OTEa+Yc6N+Zr89nzhfBELbyHmyeE81hUkHShn/jo3aToGir5hBs4+gfOfA1gCo7+04YjZBMXedUMdUf2WR9HvJF0IcqBFbliWaBQKMKgdV4olkgAFR1DyYQ1AYRmEAwIwoUGLgkFF4vy0A5nnjgQAmFU1gGyvHEAwdKKJzCMlCOJx44UELhFJaBcjzxwIGaxhvPLdTibDphzKUrXTvCWlkGyvHEAwdqPMeKy5Gy5WiehFjS9aujbr0wN8tAOZ544ECNJyWeFFK2HEFIzfuPu/UisBJZBsrxxAMHaqEODxfq4KBbzxHEcsfDNLm2FIGttLhAZEe4XgRWIMtAOZ544EA14jpzZqH297ttFIcEdtt5up6y5eiEBMc4dlbdelPWn/Gp4LjfUo+F+j03DgQb9D3Sdt3YcA6Y09VT21QhxTJQjiceOFANQVypIhsSGFdP2XIMhdR37UVlxRa2YWEu3Gqox0SismUQousfjvOCFvawDJTjiQcOVMtUkYFYppCy5RglNgjAriS+3goqFEVzaBH1s22jylZwjmE/IccyUI4nHjhQLU9OFmp3txHZ8THdB9gnFq5tlMA04ewViMfXa84iMGQX5g37CTmWgXI88cCBajlmBaPqgdB2+Spdj+tCYgGE91uuHvrgLaITRrKgcBlWL7eVtDbDfkKOZaAcTzxwoBqmigt4Q3Cvg7muFQzofpTw9VYA1FZussD0dXtSWdfLCpbIMlCOJx44UON/RQSCYMaQsiGsmWWgHE88cKDG/zuYUFgKyvHEAwdKKJzCMlCOJx44UELhFJaBcjzxwIESCqewDJTjiQcOlFA4hWWgHE88cKCEwiksA+V44oEDJRROYRkoxxMPHKhplBPNp51loBxPPHCgxnOOE82G6KHb8On42Xkkj0mNYxkoxxMPHKjxpMSTQsqWpxVXmODNW0uCPsKCWAbK8cQDB6qME83u6fmo3q4q1LktYW6WgXI88cCBKuBEc4+QwuMj8IBueGo5fPgXVrrwAV7ulLLpYx8iduOiNjvePwCsGR2J0dduTqjnTknjB5M7f3lUzzJQjiceOFANxzxNPyQwrp6yZQjJqBM6/H9xOIYrGyQ4FoRr6zx5HzAUDlx7wemxMKZz5AXqA1E6mrHOTzvW+0PY8qKyYqN8q5dloBxPPHCgWqaKDMQyhZQtQ5uAKSuYT1IYg0QZtduEdyRtoLK/1gR/ohUJ9e0t2/Hh9wkPh24Hy0A5nnjgQLXMeaI55R4sSmho4wSGxrEiRWXc5lbFcAXlxkZlTRHYZlCOJx44UC3HrGBUPRDappxoxlssICQsd4/kyi5poy0i2HLis8nuxrGiINqAYNf50DcWl+HaC0rXYcHVzzJQjiceOFANU8UFnONEs6EVmSP+G78jgKA/iCBs9z9SwMo4dgVDfpAr6FBZf4KonI2w33awDJTjiQcO1JacaLYJvV2rRMksA+V44oEDtR0nms3P8m5bKNwAy0A5nnjgQNVLvw20lNVrkywD5XgiEGwhRGACwYwQgQkEM0IEJhDMCBGYQDAjtlZgN567qBZnH00m4NKVN82nQLAubKXAxorLkceeeQqi/cl9R62ObNMcOFqpneue4yj+Z4Kdla4BwHeZYBv7tLds7a7FX4Q5bGbAVgqMEk8KecRJebTaCRK2QJjkXKjlni0DdN3KlCcKLELzF05kX0CiCoEdHh6qg4MDWxoGiOWOhy+T5NrGCGw9SToXmpWLT/51CazU718WqhAYiOvMmTNqf3/f1vRjSGC3nX+RrOcxIDC7YjTbsaVuBTR9lku92pk6O2av7QsiMKuhLe94g6H9eKvnhRPNieudDxRi3+OT1d4IMacbB59tW+NzbJPzmZ4L0Def6cB/X9dvZbesmm0c86OaLSKIK1VkQwLj6nnEf9jxFhElgr43aZMOi0YngBtn72F8uynH4mzM6PooGQGNLV9tks/2h+ve7Svy1yNlTjcO2wjLjVj6kzylP56P+b62zfsbxTE/qroHSxUZiGUKedg/RM/gDxD9zWpo/rDDBAGMKQfX1n6UgKYuTqLmwKS+INpioHmt0Bv2zMn5Z4D9ZeZn56L699v03zfsZ4DLeVGVwE5OTtTu7q4R2fHxsa3tok8sXNuwwJg/tJQEMRhT7s7ntpKciNqEa1aE5ppCYDuyA+N65uz1j7MZgJsrJX6937fHlwKwtSsYB2i7fPWaLbWYLDDTNrTFAYwp47YGkPDNPNAeiAgnoF0pIpHpPp1fEaGf204aG0Nzcv6FZWbLx841dYvovm+fL/mxlfdgN6wu2Ksu1r6CAcwfuNv6aJpMGPqD7ysH19G2KhBRNGdoxwL7RN4zNsndtC/V0q0q5JyMfwZU2Y13wmDmMqD6I5vs9x3yJS+qENjYXxEBIJgxFAjmQBUCG/vvYAJBKajqHkwgqA0iMIFgRojABIIZIQITCGaECEwgmBEiMIFgRmytwOREs6AEbKXAyjnR3PdUQdBmnlJY89MHc9gUjMZWCowSTwp5xEKJj6v0IVFggq1FFQKr90SzCOy0owqBlX2iOaEtOMXcPjXeZyN4MFbTPUV+Gk8E145qtohjnqYfEhhXzyNO1niLiMURluFaJy15TAP3c9fc8Y0QKf27fnhRdfzQPrYq1iKLz14JpqOqe7BUkYFYppCHTULPMAHDRAbgxA7bIH+pFSa4NsnPJHh0jGSof7/NWg4s1o6qBFbkiebeBMVtzWozSWBRPdgZ6D9gUwS2GWztCsYB2tZ7ojkUjYZZZVxfGBds36JED22G18yWD+yewhPBtWMr78E2fqI53Lotlyix3f+6rWn3SR7ZpJLcbQXdmEZIpu4UnQiuHVUITE40C2pFFQKTE82CWlGAwMAFoXAu5kV+DzoBEQrXybzI70EnIELhOpkX+T3oBEQoXCfzIr8HnYAIhetkXuT3oBMQoXCdzIv8HnQCsh7eeG6hFmfTCWMuXenaEdbOvMjvQScg18+x4nKkbDnGD/vC0xJ0v7kJfqyO6LZ1cRNzbI55kd+DTkCun5R4UkjZcoySTosLRLaH+myCIrCxzIv8HnQC0uXh4UIdHNBtFEEsdzxMk2sbJTCivCmKwMYyL/J70AlIlyCuM2cWan+fbsccEtht5+l6ypZjlHSwgu0s1JFti08aozGrtm1HX7s2pW21p5yR/aANGG5H2eRHY/zq2jNPr9/UHFUyL/J70AkITRBXqsiGBMbVU7YcIemoZMQMk9OMcX3RthLanHCOrAjDcV5UViBhG5X8Ub0e68TcN0/IcDw3R53Mi/wedALCM1VkIJYppGw5+qTThISP7r+seBy5RI1sBCtgp01fh/abw5GoX9AerlKeIOy+eaCc6HfdzIv8HnQCwvPkZKF2dxuRHR/TfYB9YuHakgWmr2El8Ns9SGLd5gQBZ7a4RPVlGDODwCLRu/rEefr8rpt5kd+DTkB4jlnBqHogtF2+StfjupA46XwZVgGXxDZpuUQNy3A9ZovohIBtOkJ9dI8X1JPzjPC7buZFfg86AaGZKi7gDUSiOa5jBQOaZLUJ2p401v00uUSNypDgMEZz6EcObMPVu7HUGHzv5/qG86T6XTfzIr8HnYB0OfZXRCAIZgwpGxujFUdni7dubmqeopgX+T3oBKTLsf8OVhvNz+V6BQnvlebgpuYpi3mR34NOQE4H/fbMcq5VZVPzlMu8yO9BJyBC4TqZF/k96AREKFwn8yK/BwLBFkMEJhDMCBGYQDAjtlZg8o5mQQnYSoHN845m/P9r38D/wz16yYOgRmylwCjxpJBHJoEJqkcVAivvHc0AEZhgGFUIrLx3NAPCuuDVQprk64NQOT5N7N5p1PRpXncE7+9CNqJXELl5BCWjmi3imPeDDQmMq+eBxQII6uD9YJ1sx2MoG4CwHq7hqXfXqdvmp5H7sypQ1T1YqshALFPIgxJHUGdXlvgtk3gMKlPvW+4bY+bgXgMrKBVVCSzfO5phCxgmvgaR8Eer5k2WTdKniiW0LQLbNmztCsYB2sa/o7lJZv+OZFcmshtE1qxkzX2Z7xK+u5l933KPwMw13iLGghOUh628B1v/O5oB8Q8Zodga8bi2IOnD+ujdzYGt6H3LfQLTMKKy46J+glJRhcDkHc2CWlGFwOQdzYJaUdU9mEBQG0RgAsGMEIEJBDNCBCYQzAgRmEAwG5T6fyijL3+h98foAAAAAElFTkSuQmCC)

#### 1. JPAUtil

Clase que **implanta el patrón Singleton con doble comprobación para obtener el objeto de tipo EntityManager**.

public static EntityManagerFactory getEmFactory(String unidadPersistencia)

public static EntityManager getEntityManager()

#### 2. Clases del modelo

* Las **relaciones de la entidad Norma con RangoLegal y Organismo son unidireccionales** (RangoLegal, Organimos no tienen referencia en las normas, Publicacion es una enumeración).

##### **RangoLegal**

**idRangoLegal** (Integer), **nomeG** (String), **nomeC** (String). Los nombres de los atributos nomeG y nomeG no coinciden con los de la base de datos y tienen tamaño 128, además, son únicos. La clave primaria es auto numérica. Sin relaciones directas.

##### **Organismo**

**idOrganismo** (Integer), **nome** (String). El nombre es único. La clave primaria es autonumérica. Sin relaciones directas.

##### **Publicacion (enumeración) y PublicacionConverter**

Enumeración con 3 valores: **DOG**, **BOE**, **DOCE**, en este orden y atributos llamados idPublicacion, descripcion.

Implanta una **clase PublicacionConverter para que el mapeo correcto de los valores de la enumeración** en la columna idPublicacion:

public class PublicacionConverter implements AttributeConverter<Publicacion, Integer> {

}

##### **Clasificacion**

**idClasificacion** (Integer), **nomeG** (String), **nomeC** (String). La clave primaria es autonumérica y los nombres de los atributos no coinciden con los de la base de datos, además, son únicos. Relaciones:

* **Norma**, pues hay **una tabla intermedia ClasificacionNorma** (fíjate que dicha entidad, ClasificacionNorma, no se implanta, por lo que es una relación muchos a muchos). La instanciación debe ser “perezosa” con todas las operaciones en cascada.

##### **Norma**

**idNorma** (Integer), **publicacion** (Publicacion, enumeración), **numeroPublicacion** (Integer), **numeroPaxina** (Integer), **titulo** (String), **dataNorma** (LocalDate), **dataPublicacion** (LocalDate), **derogada** (boolean). Ten en cuenta que el título es un texto largo (Clob) a la hora de mapear. Relaciones con:

* **Organismo** (unidireccional)
* **RangoLegal** (unidireccional)
* **DocumentoNorma**: el propietario de la relación es DocumentoNorma.
* **Clasificacion** hay una tabla intermedia **ClasificacionNorma** (fíjate que dicha entidad, ClasificacionNorma, no se implanta y que una Norma puede tener muchas clasificaciones y viceversa). La instanciación debe ser “perezosa” con todas las operaciones en cascada.

##### **Documento**

**idDocumento** (Integer), **mimeType** (String), **extension** (String), **titulo** (String), **titulo** (String), **documento** (byte[]), **tamanho** (Integer), **idioma** (String). Especifica tamaño de los atributos de la tabla. Además, el documento es BLOB y con instanciación perezosa. Relaciones con:

* **DocumentoNorma**: el propietario de la relación es **DocumentoNorma**.

##### **DocumentoNorma**

idDocumentoNorma (IdDocumentoNorma), **numero** (Integer). Ten en cuenta que la clave es compuesta y debes crear una clase IdDocumentoNorma que representa a la clave compuesta. Relaciones con:

* **Norma**. Mapea la clave.
* **Documento**. Mapea la clave.

#### 3. DTO y Consultas

En la clase ***AppConsultas*** realiza las siguientes **consultas en JPQL**. Ten en cuenta que las **consultas JPQL son mucho más sencillas y sólo incorporan la condición de JOIN, el ON, para entidades no relacionadas**.

1. Liste las clasificaciones y la cantidad de normas que contienen (incluidos los que no tienen). Debe devolver en nombre de la clasificación (nombreG), el número de normas (puede ser 0) y el **idClasificacion**.

Ejemplo de resultado:

ACTIVIDADES CIENTÍFICAS E EDUCATIVAS [30 normas] idClasificacion: 1

ACTIVIDADES INDUSTRIAIS [2 normas] idClasificacion: 2

AGRICULTURA ECOLÓXICA [6 normas] idClasificacion: 3

SELECT C.nome\_g, Count(N.idNorma), C.idClasificacion FROM Norma AS N RIGHT JOIN (Clasificacion AS C LEFT JOIN ClasificacionNorma AS CN ON C.idClasificacion = CN.idClasificacion) ON N.idNorma = CN.idNorma GROUP BY C.nome\_g, C.idClasificacion ORDER BY 1;

1. Liste los rangos legales y la cantidad de normas que contienen. Debe devolver el nombre de RangoLegal (**nomeG**), la **cantidad** (puede ser 0) y el **idRangoLegal**.

SELECT R.nome\_g, Count(N.idNorma), R.idRangoLegal FROM RangoLegal R LEFT JOIN Norma N ON R.idRangoLegal = N.idRangoLegal GROUP BY R.nome\_g, R.idRangoLegal ORDER BY R.idRangoLegal ASC;

1. Dada la clase **NormaDTO** del proyecto, realiza una consulta que pida el idRango y muestre las normas, de tipo **NormaDTO**, con ese **idRangoLegal** (por ejemplo, idRangoLegal igual a 11). La clase NormaDTO tiene los campos idNorma, titulo, dataNorma, dataPublicacion, derogada.
2. En la Entidad Norma, crea dos consultas con nombre, llamadas **Norma.findByTitulo** y **Norma.countByTitulo**, que devuelvan las normas a partir de un título recogido por parámetro. Haz uso de ellas.

Crea una **interface DAO<T, K >**, que recoge el tipo de objeto, el tipo de la clave primaria:

import java.util.List;

public interface DAO <T, K>{

void save(T t);

void delete(T t);

T get(K k);

void update(T t);

List<T> findAll();

List<T> findByTituloContaining(String titulo, int offset, int limit);

List<T> findByTituloContaining(String titulo);

int countAll();

int countByTitulo(String titulo);

}

1. Paginación de Normas

Se trata de realizar una aplicación que permita consultar las Normas de la base de datos por nombre (pide la introducción de un texto) y **muestre las normas de la base de datos de 10 en 10**. Se debe mostrar las NormasDTO.

Se debe **poder avanzar y retroceder en la paginación. Se debe mostrar el número de página actual y el número total de páginas**.

La aplicación debe ser una **aplicación de consola**, con un menú que permita avanzar y retroceder en la paginación.

* Crea una clase NormaDTO que tenga los campos idNorma, titulo, dataNorma, dataPublicacion, derogada.
* Crea una clase NormaDAO que tenga un método que **devuelva el número total de películas y otro que devuelva las lista de películas de una página concreta, ordenadas por año descendente**.

#### 4. NormaDAO y NormaRepository

##### **NormaDAO implements DAO<Norma, Integer>**

Implementación mediante patrón DAO de las operaciones con la **entidad Norma**. Dispone de un **atributo privado y final, de tipo EntityManager**, em, para referenciar al gestor de entidades, y **un constructor que recoge la el objeto de este tipo**.

Implantación de los cuatro métodos de la interfaz:

* **T get(K k)**: devuelve la norma con esa clave.
* **List<T> findByCadenaContaining(String titulo)**: haciendo uso de la consulta con nombre Norma.findByTitulo consulta las normas que contienen ese título.
* **List<T> findByCadenaContaining(String titulo, int offset, int limit)**: haciendo uso de la consulta con nombre “Norma.findByTitulo” consulta las normas que contienen ese título y devuelve **limit elementos empezando en la posición offset**.
* **int countByTitulo(String titulo)**: haciendo uso de la consulta con nombre Norma.countByTitulo, devuelve el número de normas que contiene ese título.

Comprueba el funcionamiento en la clase AppConsultas.

##### **NormaRepository**

Repositorio de String Data JPA, que, además, contiene dos métodos más de los del JpaRepository:

* Un método que **devuelve la lista de Normas que contiene un título** (como en el caso anterior).
* Un método que **devuelve el número de normas que contienen el título recogido**.

Comprueba el funcionamiento dentro del, creando un método testData dentro de la clase LexislacionApplication.

#### 5. Servicio Rest con Spring Boot Data JPA

Crea una aplicación que accede a datos JPA relacionales a través de una interfaz frontal RESTful basada en Web contra la base de datos de legislación en PostgreSQL. Puedes consultar la documentación de Spring Boot Data JPA en <https://docs.spring.io/spring-data/jpa/docs/current/reference/html/#reference>, así como la configuración del archivo properties en [https://docs.spring.io/spring-boot/docs/current/reference/html/appendix-application-properties.html#data-properties](https://docs.spring.io/spring-boot/docs/current/reference/html/application-properties.html#appendix.application-properties.data).

La aplicación debe permitir realizar las siguientes operaciones:

* **Listar todas las normas**.
* **Listar todas las normas que contienen un título**.
* **Listar el número de normas que contienen un título**.

#### 6. Servicio Rest con Spring Boot Data JPA y paginación

* **Listar todas las normas que contienen un título, de 10 en 10**.
* **Listar todas las normas que contienen un título, de 10 en 10, a partir de una página concreta**.

Realiza las pruebas con Postman ;-)

Modifica la aplicación para que **la paginación se realice con el método findAll de la interfaz PagingAndSortingRepository**.

Paginación de Normas: modifica la aplicación para que permita consultar las Normas de la base de datos por nombre (pide la introducción de un texto) y **muestre las normas de la base de datos de 10 en 10**. Se debe mostrar las NormasDTO.

Se debe **poder avanzar y retroceder en la paginación. Se debe mostrar el número de página actual y el número total de páginas**.

La aplicación debe ser una **aplicación de consola**, con un menú que permita avanzar y retroceder en la paginación.

* Crea una clase NormaDTO que tenga los campos idNorma, titulo, dataNorma, dataPublicacion, derogada.
* Crea una clase NormaDAO que tenga un método que **devuelva el número total de películas y otro que devuelva las lista de películas de una página concreta, ordenadas por año descendente**.

Nota: para la realización de una aplicación de consola en Spring Boot, puedes seguir el siguiente tutorial: <https://www.baeldung.com/spring-boot-console-app>.

Existen varias formas de hacerlo:

* **Usando CommandLineRunner**: implementa la interfaz CommandLineRunner y sobreescribe el método run. Ejemplo:

@SpringBootApplication

public class MyApplication implements CommandLineRunner {

public static void main(String[] args) {

SpringApplication.run(MyApplication.class, args);

}

@Override

public void run(String... args) {

// Aquí va el código de la aplicación

}

}

* **Usando ApplicationRunner**: implementa la interfaz ApplicationRunner y sobreescribe el método run.

Ejemplo:

@SpringBootApplication

public class MyApplication implements ApplicationRunner {

public static void main(String[] args) {

SpringApplication.run(MyApplication.class, args);

}

@Override

public void run(ApplicationArguments args) {

// Aquí va el código de la aplicación

}

}

* **Usando un @Component**: crea una clase anotada con @Component y un método anotado con @PostConstruct:

@Component

public class MiComponente {

@PostConstruct

public void init() {

// Aquí va el código de la aplicación

}

}

* **Usando un @Bean**: crea un método anotado con @Bean en una clase de configuración. El Bean debe devolver un CommandLineRunner o un ApplicationRunner:

@SpringBootApplication

public class MyApplication {

public static void main(String[] args) {

SpringApplication.run(MyApplication.class, args);

}

@Bean

public CommandLineRunner run() {

return args -> {

// Aquí va el código de la aplicación

};

}

}

## Ejecutores de código al inicio de la Aplicación

Para la realización de una aplicación de consola en Spring Boot, **es necesario crear un proyecto de Spring Boot** y **modificar la clase principal de la aplicación** para que sea una aplicación de consola.

package com.micompanhia.miproyecto;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class Application {

public static void main(String[] args) {

SpringApplication.run(Application.class, args);

}

}

Existen varias formas de hacerlo:

* **Usando**[**CommandLineRunner**](https://docs.spring.io/spring-boot/api/java/org/springframework/boot/CommandLineRunner.html): implementa la interfaz CommandLineRunner y sobreescribe el método run. Ejemplo:

@SpringBootApplication

public class MiAplicacion implements CommandLineRunner {

public static void main(String[] args) {

SpringApplication.run(MiAplicacion.class, args);

}

@Override

public void run(String... args) {

// Aquí va el código de la aplicación

}

}

* **Usando**[**ApplicationRunner (Interfaz Funcional)**](https://docs.spring.io/spring-boot/api/java/org/springframework/boot/ApplicationRunner.html): implementa la interfaz ApplicationRunner y sobreescribe el método run.

Ejemplo:

@SpringBootApplication

public class MiAplicacion implements ApplicationRunner {

public static void main(String[] args) {

SpringApplication.run(MiAplicacion.class, args);

}

@Override

public void run(ApplicationArguments args) {

// Aquí va el código de la aplicación

}

}

* **Usando un**[**@Component**](https://docs.spring.io/spring-framework/docs/current/javadoc-api/org/springframework/stereotype/Component.html): crea una clase anotada con @Component y un método anotado con @PostConstruct:

@Component

public class MiComponente {

@PostConstruct

public void init() {

// Aquí va el código de la aplicación

}

}

@Component es una anotación que marca una clase como un componente de Spring. Spring escaneará las clases anotadas con @Component y las registrará en el contexto de la aplicación.

@PostConstruct es una anotación que se utiliza en un método que debe ejecutarse después de que se haya completado la construcción de un bean. Spring ejecutará el método anotado con @PostConstruct después de que se haya creado el bean.

* **Usando un**[**@Bean**](https://docs.spring.io/spring-framework/docs/current/javadoc-api/org/springframework/context/annotation/Bean.html): crea un método anotado con @Bean en una clase de configuración. El Bean debe devolver un CommandLineRunner o un ApplicationRunner:

@SpringBootApplication

public class MiAplicacion {

public static void main(String[] args) {

SpringApplication.run(MiAplicacion.class, args);

}

@Bean

public CommandLineRunner run() {

return args -> {

// Aquí va el código de la aplicación

};

}

}

@Bean es una anotación que marca un método como un productor de un bean administrado por Spring. Spring llamará al método anotado con @Bean para crear el bean y lo registrará en el contexto de la aplicación.

### Diferencias entre ejecutores de código al inicio de la Aplicación

Estos ejecutores se utilizan para ejecutar la lógica al iniciar la aplicación:

* [ApplicationRunner (Interfaz Funcional)](https://docs.spring.io/spring-boot/api/java/org/springframework/boot/ApplicationRunner.html) con el método run.

ApplicationRunner run() se ejecutará justo después de que se cree el ApplicationContext y antes de que inicie la aplicación Spring Boot.

ApplicationRunner [recoge ApplicationArguments](https://docs.spring.io/spring-boot/api/java/org/springframework/boot/ApplicationArguments.html), que tiene métodos como getOptionNames(), getOptionValues() y getSourceArgs().

* [CommandLineRunner](https://docs.spring.io/spring-boot/api/java/org/springframework/boot/CommandLineRunner.html) también es una Interfaz Funcional con el método run.

CommandLineRunner run() se ejecutará justo después de que se cree el ApplicationContext y antes de que inicie la aplicación Spring Boot.

Acepta los **argumentos como un array de String** que se pasan en el momento del inicio del servidor.

Ambos proporcionan la misma funcionalidad y **la única diferencia entre CommandLineRunner y ApplicationRunner es que CommandLineRunner.run() acepta un array de String[], mientras que ApplicationRunner.run() acepta ApplicationArguments como argumento**.

Puedes encontrar más información con ejemplos en la [Guía para Ejecutar Lógica en el Inicio en Spring](https://www.baeldung.com/spring-boot-run-on-startup).