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# 概念

## 阻塞

比如，我们运行了一个无限循环的 while(true)。记住这是一个 Generator 函数，它不具备 从运行至完成的行为（run-to-completion behavior）。 Generator 将在每次迭代上阻塞以等待 action 发起。

其实就是不同yield之间要顺序执行。

## 基本逻辑

sagas 中的每个 Generator 函数被调用时，都会被传入 Redux Store 的 getState 方法作为第一个参数。

sagas 中的每个函数都必须返回一个 Generator 对象。 middleware 会迭代这个 Generator 并执行所有 yield 后的 Effect（译注：Effect 可以看作是 redux-saga 的任务单元，参考 名词解释）。

在第一次迭代里，middleware 会调用 next() 方法以取得下一个 Effect。然后 middleware 会通过下面提到的 Effects API 来执行 yield 后的 Effect。 与此同时，Generator 会暂停，直到 Effect 执行结束。当接收到执行的结果，middleware 在 Generator 里接着调用 next(result)，并将得到的结果作为参数传入。 这个过程会一直重复，直到 Generator 正常或通过抛出一些错误结束。

如果执行引发了一个错误（像提到的那些 Effect 创建器），就会调用 Generator 的 throw(error) 方法来代替。如果定义了一个 try/catch 包裹当前的 yield 指令， 那么 catch 区块将被底层 Generator runtime 调用。

# 中间件相关

## createSagaMiddleware(...sagas)

创建一个 Redux 中间件，将 Sagas 与 Redux Store 建立连接。

* sagas: Array - Generator 函数列表

返回一个中间件实例，这个实例暴露了一个 run 方法。你可以在创建saga中间件时不传入sagas，后面用这个方法来执行 Sagas。（也可以两次传入不同的sagas，不影响）

export default function configureStore(initialState) {

// 注意：redux@>=3.1.0 的版本才支持把 middleware 作为 createStore 方法的最后一个参数

return createStore(

reducer,

initialState,

applyMiddleware(/\* other middleware, \*/createSagaMiddleware(...sagas))

)

}

## middleware.run(saga, ...args)

动态执行 saga。用于 applyMiddleware 阶段之后执行 Sagas。

saga: Function: 一个 Generator 函数

args: Array: 提供给 saga 的参数 (除了 Store 的 getState 方法)

这个方法返回一个 Task 描述对象

# 辅助函数

## takeEvery takeLatest

相当于一个监听器，’\*’表示监听所有action

takeEvery 是最常见的，它提供了类似 redux-thunk 的行为

首先我们创建一个将执行异步 action 的任务：

import { call, put } from 'redux-saga/effects'

export function\* fetchData(action) {

try {

const data = yield call(Api.fetchUser, action.payload.url);

yield put({type: "FETCH\_SUCCEEDED", data});

} catch (error) {

yield put({type: "FETCH\_FAILED", error});

}

}

然后在每次 FETCH\_REQUESTED action 被发起时启动上面的任务。

import { takeEvery } from 'redux-saga'

function\* watchFetchData() {

yield\* takeEvery('FETCH\_REQUESTED', fetchData)

}

takeEvery 允许多个 fetchData 实例同时启动。在某个特定时刻，我们可以启动一个新的 fetchData 任务， 尽管之前还有一个或多个 fetchData 尚未结束。

如果我们只想得到最新那个请求的响应（例如，始终显示最新版本的数据）。我们可以使用 takeLatest辅助函数。

import { takeLatest } from 'redux-saga'

function\* watchFetchData() {

yield\* takeLatest('FETCH\_REQUESTED', fetchData)

}

和 takeEvery 不同，在任何时刻 takeLatest 只允许执行一个 fetchData 任务。并且这个任务是最后被启动的那个。 如果之前已经有一个任务在执行，那之前的这个任务会自动被取消。

# effects

## call apply cps

简单来说就是对函数进行了一层封装，方便测试。

call(fn, ...args)

call([context, fn], ...args)

apply(context, fn, args)

cps(fn, ...args)

import { call } from 'redux-saga/effects'

function\* fetchProducts() {

const products = yield call(Api.fetch, '/products')

// ...

}

测试

import { call } from 'redux-saga/effects'

import Api from '...'

const iterator = fetchProducts()

// expects a call instruction

assert.deepEqual(

iterator.next().value,

call(Api.fetch, '/products'),

"fetchProducts should yield an Effect call(Api.fetch, './products')"

)

这些 声明式调用（declarative calls） 的优势是，我们可以通过简单地遍历 Generator 并**在 yield 后的成功的值上面做一个 deepEqual 测试**， 就能测试 Saga 中所有的逻辑。这是一个真正的好处，因为复杂的异步操作都不再是黑盒，你可以详细地测试操作逻辑，不管它有多么复杂。

call 同样支持**调用对象方法**，你可以使用以下形式，为调用的函数提供一个 this 上下文：

yield call([obj, obj.method], arg1, arg2, ...) // 如同 obj.method(arg1, arg2 ...)

apply 提供了另外一种调用的方式：

yield **apply**(obj, obj.method, [arg1, arg2, ...])

call 和 apply 非常适合返回 Promise 结果的函数。另外一个函数**cps** 可以用来处理 Node 风格的函数 （例如，fn(...args, callback) 中的 callback 是 (error, result) => () 这样的形式，cps 表示的是延续传递风格（Continuation Passing Style））。

举个例子：

import { cps } from 'redux-saga'

const content = yield cps(readFile, '/path/to/file')

当然你也可以像测试 call 一样测试它：

import { cps } from 'redux-saga/effects'

## put

对dispatch进行了封装，目的和call类似都是为了方便测试。

import { call, put } from 'redux-saga/effects'

//...

function\* fetchProducts() {

const products = yield call(Api.fetch, '/products')

// 创建并 yield 一个 dispatch Effect

yield put({ type: 'PRODUCTS\_RECEIVED', products })

}

测试

const iterator = fetchProducts()

// 期望一个 call 指令

assert.deepEqual(

iterator.next().value,

call(Api.fetch, '/products'),

"fetchProducts should yield an Effect call(Api.fetch, './products')"

)

// 创建一个假的响应对象

const products = {}

// 期望一个 dispatch 指令

assert.deepEqual(

iterator.next(products).value,

put({ type: 'PRODUCTS\_RECEIVED', products }),

"fetchProducts should yield an Effect put({ type: 'PRODUCTS\_RECEIVED', products })"

)

## take

创建一条 Effect 描述信息，指示 middleware 等待 Store 上指定的 action。 Generator 会暂停，直到一个与pattern 匹配的 action 被发起。

用以下规则来解释 pattern：

* 如果调用 take 时参数为空，或者传入 '\*'，那将会匹配所有发起的 action（例如，take() 会匹配所有的 action）。
* 如果是一个函数，action 会在 pattern(action) 返回为 true 时被匹配（例如，take(action =>action.entities) 会匹配那些 entities 字段为真的 action）。
* 如果是一个字符串，action 会在 action.type === pattern 时被匹配（例如，take(INCREMENT\_ASYNC)）。
* 如果参数是一个数组，会针对数组所有项，匹配与 action.type 相等的 action（例如，take([INCREMENT, DECREMENT]) 会匹配 INCREMENT 或 DECREMENT 类型的 action）。
* import { take, put } from 'redux-saga/effects'
* function\* watchFirstThreeTodosCreation() {
* for(let i = 0; i < 3; i++) {
* const action = yield take('TODO\_CREATED')
* }
* yield put({type: 'SHOW\_CONGRATULATION'})
* }

### 与takeEvery区别：

主动拉取action

这样的反向控制让我们能够实现一些使用传统的 push 方法做非常规事情的控制流。

主动拉取 action 的另一个好处是我们可以使用熟悉的同步风格来描述我们的控制流。举个例子，假设我们希望实现一个这样的登录控制流，有两个 action 分别是 LOGIN 和 LOGOUT。 使用 takeEvery（或 redux-thunk）我们必须要写两个分别的任务（或 thunks）：一个用于 LOGIN，另一个用于 LOGOUT。

结果就是我们的逻辑现在分开在两个地方了。别人为了阅读我们的代码搞明白这是怎么回事，他必须阅读两个处理函数的源代码并且要在两处逻辑之间建立连接。 这意味着他必须通过在心中重新排列放在几个不同地方的代码逻辑获得正确的排序，从而在脑中重建控制流模型。

使用拉取（pull）模式，我们可以在同一个地方写控制流。

function\* loginFlow() {

while(true) {

yield take('LOGIN')

// ... perform the login logic

yield take('LOGOUT')

// ... perform the logout logic

}

}

与重复处理相同的 action 不同，loginFlow Saga 更好理解，因为序列中的 actions 是期望之中的。它知道LOGIN action 后面应该始终跟着一个 LOGOUT action。LOGOUT 也应该始终跟在一个 LOGIN 后面（一个好的 UI 程序应该始终强制执行顺序一致的 actions，通过隐藏或禁用意料之外的 action）。

## fork

fork(fn, ...args)

fork([context, fn], ...args)

支持为 fn 指定 this 上下文（调用对象方法）。功能类似call，cps,但是无阻塞。

创建一条 Effect 描述信息，指示 middleware 以 无阻塞调用 方式执行 fn。

#### 参数

* fn: Function - 一个 Generator 函数, 或者返回 Promise 的普通函数
* args: Array - 一个数组，作为 fn 的参数

**注意**

fork 类似于 call，可以用来调用普通函数和 Generator 函数。但 fork 的调用是无阻塞的，在等待fn 返回结果时，middleware 不会暂停 Generator。 相反，一旦 fn 被调用，Generator 立即恢复执行。

fork 与 race 类似，是一个中心化的 Effect，管理 Sagas 间的并发。

yield fork(fn ...args) 的结果是一个 [Task](http://leonshi.com/redux-saga-in-chinese/docs/api/index.html#task) 对象 —— 一个具备某些有用的方法和属性的对象。

## join(task)

指示 middleware 等待之前的 fork 任务返回结果。

task: Task - 之前的 fork 指令返回的 Task 对象

## cancel(task)

创建一条 Effect 描述信息，指示 middleware 取消之前的 fork 任务。

取消执行中的 Generator，middleware 将会抛出一个 SagaCancellationException 的错误。

取消会向下传播。当取消 Generator 时，middleware 会同时取消当前 Effect（阻塞当前 Generator 的 Effect）。 如果当前 Effect 调用了另一个 Generator，那这个 Generator 也会被取消。

被取消的 Generator 可以捕获 SagaCancellationException 错误，以便在它结束前执行某些清理逻辑（例如，如果 Generator 正处于 AJAX 调用，清除 state 中的 isFetching 标识）。

注意，未被捕获的 SagaCancellationException 不会向上冒泡，如果 Generator 不处理取消异常，异常将不会冒泡至它的父级 Generator。

cancel 是一个无阻塞 Effect。也就是说，Generator 将在取消异常被抛出后立即恢复。

对于返回 Promise 结果的函数，你可以通过给 promise 附加一个 [CANCEL] 来插入自己的取消逻辑。

import { fork, cancel, CANCEL } from 'redux-saga/effects'

function myApi() {

const promise = myXhr(...)

promise[CANCEL] = () => myXhr.abort()

return promise

}

function\* mySaga() {

const task = yield fork(myApi)

// ... 过一会儿

// 将会调用 myApi 上的 promise[CANCEL]

yield cancel(task)

}

## select(selector, ...args)

获取state。比如select(state => state);

作用：将需要getState的地方抽取成一个一个单独的文件（selector）（如果不这样，当我们需要获取state时，需要将顶层的getState一层层传下来。），这本身只是一个封装函数，重要的是我们自己写的selector。

创建一条 Effect 描述信息，指示 middleware **调用提供的选择器**获取 Store state 上的数据

* selector: Function - 一个 (state, ...args) => args 函数. 通过当前 state 和一些可选参数，返回当前 Store state 上的部分数据。
* args: Array - 可选参数，传递给选择器（附加在 getState 后）

如果 select 调用时参数为空（即 yield select()），那 effect 会取得整个的 state（和调用 getState() 的结果一样）。

在发起 action 到 store 时，middleware 首先会转发 action 到 reducers 然后通知 Sagas。这意味着，当你查询 Store 的 state， 你获取的是 action 被处理之后的 state。

import { take, fork, select } from 'redux-saga/effects'

import { getCart } from './selectors'

function\* checkout() {

// 使用选择器查询 state

**const cart = yield select(getCart)**

// ... 调用某些 Api 然后发起一个 success/error action

}

export default function\* rootSaga() {

while(true) {

yield take('CHECKOUT\_REQUEST')

// 不再需要传递 getState 参数了

yield fork(checkout)

}

}

# effect组合器

## race(effects)

创建一条 Effect 描述信息，指示 middleware 在多个 Effect 之间执行一个 race（类似 Promise.race([...]) 的行为，只要有一个状态改变，race的状态就跟着改变）。

effects: Object - 一个 {label: effect, ...} 形式的字典对象(键值对)（可以直接call，也可以take监听）

在 resolve race 的时候，middleware 会自动取消所有失效的 Effect（译注：即剩余的 Effect）。

function\* fetchUsersSaga {

const { response, cancel } = yield race({

response: call(fetchUsers),

cancel: take(CANCEL\_FETCH)

})

}

## [...effects] (并行的 effects)

创建一条 Effect 描述信息，指示 middleware 并行执行多个 Effect，并等待所有 Effect 完成。

function\* mySaga() {

const [customers, products] = yield [

call(fetchCustomers),

call(fetchProducts)

]

}

并行执行多个 Effect 时，middleware 会暂停 Generator，直到以下情况之一：

* 所有 Effect 成功完成：Generator 恢复并返回一个包含所有 Effect 结果的数组。
* 在所有 Effect 完成之前，有一个 Effect 被 reject 了：Generator 抛出 reject 错误。

# task

![](data:image/png;base64,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)

# 外部api

## runSaga

runSaga(iterator, {subscribe, dispatch, getState}, [monitor])

## 登录实例

import { isCancelError } from 'redux-saga'

import { take, call, put } from 'redux-saga/effects'

import Api from '...'

function\* authorize(user, password) {

try {

const token = yield call(Api.authorize, user, password)

yield put({type: 'LOGIN\_SUCCESS', token})

return token

} catch(error) {

if(!isCancelError(error))

yield put({type: 'LOGIN\_ERROR', error})

}

}

function\* loginFlow() {

while(true) {

const {user, password} = yield take('LOGIN\_REQUEST')

// fork return a Task object

const task = yield fork(authorize, user, password)

const action = yield take(['LOGOUT', 'LOGIN\_ERROR'])

if(action.type === 'LOGOUT')

yield cancel(task)

yield call(Api.clearItem('token'))

}

你可能已经注意到了，我们仍然没有做任何与清除 isLoginPending 状态相关的事情。 对于这一点，有 2 个可能的解决方案（或其他的）。

* 发起一个指定的 action RESET\_LOGIN\_PENDING。
* 或者更简单，让 reducer 收到 LOGOUT action 时清除 isLoginPending。