**Simple and multiple linear regression in R**

Goal: Use linear regression to predict the miles per gallon (MPG) of a car based on its predictors/attributes/features using a real dataset.

Data: Download it from UCI at: <https://archive.ics.uci.edu/ml/datasets/auto+mpg>
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**PART A: Simple Linear Regression**

**Step 1:** Import data using read.table

#read.table can handle a remote URL as well as a local file, be careful to only use trustworthy sites  
auto.mpg <- read.table('https://archive.ics.uci.edu/ml/machine-learning-databases/auto-mpg/auto-mpg.data', stringsAsFactors = FALSE)  
View(auto.mpg)  
head(auto.mpg,2)

## V1 V2 V3 V4 V5 V6 V7 V8 V9  
## 1 18 8 307 130.0 3504 12.0 70 1 chevrolet chevelle malibu  
## 2 15 8 350 165.0 3693 11.5 70 1 buick skylark 320  
# head()Returns the first or last parts of a vector, matrix, table, data frame or function.

Note these column names “V1…V9” are meaningless. Assign names use NAMES(), referring to the URL above.

names(auto.mpg) <- c("mpg", "cylinders", "displacement", "horsepower", "weight", "acceleration", "model.year", "origin", "name")

**Step 2:** Train/Test Split

Split out data into a training set and a test set, e.g., 80% for training and 20% for testing. Set a seed for the random number generator. In this case, the random number generator (rng) type is Mersenne-Twister by default. The seed number you pass to set.seed is for you to replicate this dataset. E.g.: set.seed(1)will ensure if you restart R and run your code again, the random number generator will output the same sequence of random draws.

Generate the training dataset by sampling 80% of the original data (without replacement) from the indices of our dataframe. training.data will receive 80% of the original dataset and testing.data the rest (-training.indices provides the remaining 20%)

set.seed(1)

Random.seed <- c("Mersenne-Twister", 1)

training.indices <- sample(1:nrow(auto.mpg), 0.8 \* nrow(auto.mpg), replace = FALSE)

training.data <- auto.mpg[training.indices, ]

View(training.data)

testing.data <- auto.mpg[-training.indices,]

View(testing.data)

Using lm(), run a simple linear regression model with one dimension/attribute/predictor. This model should predict the car’s *mpg* given its *weight* (mpg ~ weight). If weight changes, how does mpg change? Is weight a significant predictor for mpg? Use only the training dataset to train the model; then verify its predictive performance using the remaining testing data.

simple.model <- lm(mpg ~ weight, data = training.data)  
print(summary(simple.model))

##  
Call:

lm(formula = mpg ~ weight, data = training.data)

Residuals:

Min 1Q Median 3Q Max

-12.2394 -2.9167 -0.3989 2.4022 16.2517

Coefficients:

Estimate Std. Error t value Pr(>|t|)

(Intercept) 46.7604729 0.9277116 50.40 <2e-16 \*\*\*

weight -0.0077783 0.0003012 -25.83 <2e-16 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 4.513 on 316 degrees of freedom

Multiple R-squared: 0.6785, Adjusted R-squared: 0.6775

F-statistic: 667 on 1 and 316 DF, p-value: < 2.2e-16

Note: Here, *weight* is a significant predictor, as denoted by “\*\*\*” in the Pr(>|t|) column. Usually, the predictor is interpreted as “statistically significant” when the value of these is less than 0.05, meaning that the *weight* can predict *mpg*. R-squared represents the proportion of the variance explained by the model; higher R-squared is better.

For our fitted model, the best fit line is expressed as:

mpg = 46.76 -0.0078 \* weight

This formula is derived from the coefficient estimates for (*Intercept*) and *weight* in the Estimate column. Linear regression attempts to estimate the mapping (Y ~ X) as a linear equation Y=B0+ B1X form (best fit line). B0 is the Intercept, 46.7604729, computed with a standard error of 0.93, and B1 is the coefficient associated with weight, given by -0.0077783.

**Step 3:** Calculate the RSE, R-squared, Adjusted R-squared, F-statistic **using formulas**

# degree of freedom = sample size minus the number of parameters being estimated

# we use 2 parameters in the simple model and have 318 obs. in training data

degree\_of\_freedom = 318 - 2

# Mean squared error: get the residual numbers from the model (the difference between the observed value and the predicted value by the model) and squared all of them and calculate the mean. The lower this is, the better (less error)

mse <- mean(residuals(simple.model)^2)

mse

[1] 20.23512

# Root mean squared error = square root of the mse

rmse <- sqrt(mse)

rmse

[1] 4.498346

# Residual sum of squares = calculate the sum of squared residuals;

rss <- sum(residuals(simple.model)^2)

rss

[1] 6434.768

# Residual standard error

# The residual standard error is the square root of the residual sum of # squares divided by the degrees of freedom

rse <- sqrt( rss / degree\_of\_freedom )

rse

[1] 4.512559

# R-squared: if R-squared is 0.8, it means 80% of the variation in the output variable is explained by the input variables; the higher the R squared, the more variation is explained by input variables, hence the better is the model.

# ssd = sum of squared deviation

temp = unlist(training.data["mpg"])

ssd = sum( (temp - mean(temp) )^2 )

r.squared <- (ssd - rss)/ssd

r.squared

[1] 0.6785269

# Adjusted R-square considers the number of predictors and penalizes you for adding variables which do not improve the existing model

p = 1 # number of predictors

n = 0.8\*nrow(auto.mpg)# number of of observations

adj.r.squared <- 1 - (1 - r.squared) \* (n - 1)/(n - p - 1)

adj.r.squared

[1] 0.6775109

# f statistic tell you if a group of variables are jointly statistically significant. Statistical significance is a measure of whether your research findings are meaningful.

F statistic = Mean of Squares for Model (msm) / Mean of Squares for Error (mse)

fstatistic = ( (ssd - rss)/p )/(rss/(n-p-1) )

fstatistic

[1] 667.8193

**Step 4:** Run the fitted simple linear model on **the testing data**set to check the prediction errors, ie. 20% of the original data.

#recall mpg = 46.76 -0.0078 \* weight from the training set and the output object called “simple.model”

simple.model.predictions <- predict(simple.model, testing.data)  
  
test.simple.model.ssl <- sum((testing.data$mpg - simple.model.predictions)^2)  
sprintf("SSL/SSR/SSE: %f", test.simple.model.ssl)

[1] "SSL/SSR/SSE: 1050.912019"

test.simple.model.mse <- test.simple.model.ssl / nrow(testing.data)  
sprintf("MSE: %f", test.simple.model.mse)

[1] "MSE: 13.136400"

test.simple.model.rmse <- sqrt(test.simple.model.mse)  
sprintf("RMSE: %f", test.simple.model.rmse)

[1] "RMSE: 3.624417"

Note: The following code plots the best fit line for the actual testing data (mpg ~ weight).

plot(mpg ~ weight, data=testing.data)  
abline(simple.model)

![](data:image/png;base64,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)

**PART B: Multiple Regression**

**Step 1:** Running the Model

Run a multiple linear regression model with more than two dimensions/attributes. Instead simply predicting the effect of *weight* on *mpg*, build a model which predicts *mpg* using all of the remaining attributes/features/predictors. Hence, add *cylinders*, *displacement*, *acceleration*, and *model.year*. Train on the same training set as the previous section (80% of the data)

multi.var.model <- lm(mpg ~ cylinders + displacement + weight + acceleration + model.year, data = training.data)  
print(summary(multi.var.model))

##

Call:

lm(formula = mpg ~ cylinders + displacement + weight + acceleration +

model.year, data = training.data)

Residuals:

Min 1Q Median 3Q Max

-8.4572 -2.4891 -0.1248 2.1045 14.0738

Coefficients:

Estimate Std. Error t value Pr(>|t|)

(Intercept) -1.871e+01 4.792e+00 -3.904 0.000116 \*\*\*

cylinders -1.434e-01 4.028e-01 -0.356 0.722105

displacement 2.026e-03 8.483e-03 0.239 0.811396

weight -6.510e-03 6.726e-04 -9.679 < 2e-16 \*\*\*

acceleration 1.302e-01 9.010e-02 1.445 0.149432

model.year 7.880e-01 5.789e-02 13.611 < 2e-16 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 3.522 on 312 degrees of freedom

Multiple R-squared: 0.8066, Adjusted R-squared: 0.8035

F-statistic: 260.2 on 5 and 312 DF, p-value: < 2.2e-16

Note: significant predictors are weight and model.year

Calculate the RSE, R-squared, Adjusted R-squared, F-statistic using formula

# we are now using SIX parameters on 318 observations

degree\_of\_freedom = 318 - 6

mse <- mean(residuals(multi.var.model)^2)

mse

[1] 12.17358

rmse <- sqrt(mse)

rmse

[1] 3.489065

rss <- sum(residuals(multi.var.model)^2)

rss

[1] 3871.198

rse <- sqrt( rss / degree\_of\_freedom )

rse

[1] 3.522454

temp = unlist(training.data["mpg"])

ssd = sum( (temp - mean(temp) )^2 )

r.squared <- (ssd - rss)/ssd

r.squared

[1] 0.8065997

p = 5 # number of predictors

n = 0.8\*nrow(auto.mpg)# number of of observations

adj.r.squared <- 1 - (1 - r.squared) \* (n - 1)/(n - p - 1)

adj.r.squared

[1] 0.8035044

fstatistic = ( (ssd - rss)/p )/(rss/(n-p-1) )

fstatistic

[1] 260.5806

**Step 2:** Run the fitted multiple linear model on the testing data (20% of the data) to check the prediction errors.

multi.var.predictions <- predict(multi.var.model, testing.data)  
  
test.multi.var.ssl <- sum((testing.data$mpg - multi.var.predictions)^2)  
sprintf("SSL/SSR/SSE: %f", test.multi.var.ssl)

[1] "SSL/SSR/SSE: 802.877376"

test.multi.var.mse <- test.multi.var.ssl / nrow(testing.data)  
sprintf("MSE: %f", test.multi.var.mse)

[1] "MSE: 10.035967"

test.multi.var.rmse <- sqrt(test.multi.var.mse)  
sprintf("RMSE: %f", test.multi.var.rmse)

[1] "RMSE: 3.167959"

Note: Compare the multiple regression MSE to the simple linear model MSE. Multiple regression model yields lower MSE and is therefore superior.

**Step 3:** Analyzing the full dataset

With multiple predictors, draw a scatter plot for each variable against the response Y, along with the line of best fit. Use the testing dataset to check the model and the best fit line. This can be done in two different ways:

1. Use scatter.smooth(x= testing.data$weight, y= testing.data$mpg, main="mpg ~ weight") and modify the variable to plot the other predictors besides weight.

Or

1. Use plot() and abline() as shown above for each predictor against Y.

![Chart, scatter chart

Description automatically generated](data:image/png;base64,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)

![Chart, scatter chart

Description automatically generated](data:image/png;base64,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)

Then, apply the full model to the entire dataset.

full.model <- lm(mpg ~ cylinders + displacement + weight + acceleration + model.year, data = auto.mpg)  
print(summary(full.model))

##   
Call:

lm(formula = mpg ~ cylinders + displacement + weight + acceleration +

model.year, data = auto.mpg)

Residuals:

Min 1Q Median 3Q Max

-8.6747 -2.3625 -0.1178 2.0375 14.3300

Coefficients:

Estimate Std. Error t value Pr(>|t|)

(Intercept) -1.457e+01 4.138e+00 -3.521 0.00048 \*\*\*

cylinders -2.586e-01 3.286e-01 -0.787 0.43177

displacement 7.268e-03 7.146e-03 1.017 0.30977

weight -6.926e-03 5.963e-04 -11.614 < 2e-16 \*\*\*

acceleration 8.035e-02 7.839e-02 1.025 0.30604

model.year 7.553e-01 5.078e-02 14.875 < 2e-16 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 3.44 on 392 degrees of freedom

Multiple R-squared: 0.8087, Adjusted R-squared: 0.8062

F-statistic: 331.4 on 5 and 392 DF, p-value: < 2.2e-16

Finally, report the parsimonious model: apply a model with only the significant predictors (*weight* and *model.year*). This is the “parsimonious” model.

signif.model <- lm(mpg ~ weight + model.year, data = training.data)

print(summary(signif.model))

##

Call:

lm(formula = mpg ~ weight + model.year, data = training.data)

Residuals:

Min 1Q Median 3Q Max

-8.6946 -2.5276 -0.2144 2.1973 14.2044

Coefficients:

Estimate Std. Error t value Pr(>|t|)

(Intercept) -1.767e+01 4.579e+00 -3.858 0.000139 \*\*\*

weight -6.649e-03 2.552e-04 -26.054 < 2e-16 \*\*\*

model.year 8.011e-01 5.642e-02 14.199 < 2e-16 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 3.592 on 315 degrees of freedom

Multiple R-squared: 0.7945, Adjusted R-squared: 0.7932

F-statistic: 609 on 2 and 315 DF, p-value: < 2.2e-16

mse <- mean(residuals(signif.model)^2)

mse

[1] 12.77835

rmse <- sqrt(mse)

rmse

[1] 3.574682

rss <- sum(residuals(signif.model)^2)

rss

[1] 4063.516

# Run the fitted Parsimonious model on the testing data to check the prediction errors, ie. 20% of the original data

signif.predictions <- predict(signif.model, testing.data)

test.signif.ssl <- sum((testing.data$mpg - signif.predictions)^2)

sprintf("SSL/SSR/SSE: %f", test.signif.ssl)

[1] "SSL/SSR/SSE: 607.186550"

test.signif.mse <- test.signif.ssl / nrow(testing.data)

sprintf("MSE: %f", test.signif.mse)

[1] "MSE: 7.589832"

test.signif.rmse <- sqrt(test.signif.mse)

sprintf("RMSE: %f", test.signif.rmse)

[1] "RMSE: 2.754965"

# Obtain results from training on full dataset

full.signif.model <- lm(mpg ~ weight + model.year, data = auto.mpg)

print(summary(full.signif.model))

##

Call:

lm(formula = mpg ~ weight + model.year, data = auto.mpg)

Residuals:

Min 1Q Median 3Q Max

-8.8777 -2.3140 -0.1211 2.0591 14.3330

Coefficients:

Estimate Std. Error t value Pr(>|t|)

(Intercept) -1.420e+01 3.968e+00 -3.578 0.000389 \*\*\*

weight -6.664e-03 2.139e-04 -31.161 < 2e-16 \*\*\*

model.year 7.566e-01 4.898e-02 15.447 < 2e-16 \*\*\*

---

Signif. codes: 0 ‘\*\*\*’ 0.001 ‘\*\*’ 0.01 ‘\*’ 0.05 ‘.’ 0.1 ‘ ’ 1

Residual standard error: 3.435 on 395 degrees of freedom

Multiple R-squared: 0.8079, Adjusted R-squared: 0.8069

F-statistic: 830.4 on 2 and 395 DF, p-value: < 2.2e-16

mse <- mean(residuals(full.signif.model)^2)

mse

[1] 11.70814

rmse <- sqrt(mse)

rmse

[1] 3.421715

rss <- sum(residuals(full.signif.model)^2)

rss

[1] 4659.838

Summary table comparing statistics between simple and multiple regression for training, testing, and full dataset:

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Statistic | Simple Linear Regression | | | Multiple Regression | | | Multiple Regression  (only significant variables) | | |
| Train | Test | All | Train | Test | All | Train | Test | All |
| MSE | 20.2 | 13.1 | 18.8 | 12.2 | 10.0 | 11.7 | 12.8 | 7.59 | 11.7 |
| RMSE | 4.50 | 3.62 | 4.33 | 3.48 | 3.17 | 3.41 | 3.57 | 2.75 | 3.42 |
| RSS | 6434.8 | 1050.9 | 7474.8 | 3871.2 | 802.9 | 4639.8 | 4063.5 | 607.2 | 4659.8 |
| RSE | 4.51 | - | 4.35 | 3.52 | - | 3.44 | 3.592 | - | 3.44 |
| R^2 | 0.679 | - | 0.692 | 0.807 | - | 0.809 | 0.795 | - | 0.808 |
| Adj. R^2 | 0.678 | - | 0.691 | 0.804 | - | 0.806 | 0.793 | - | 0.807 |
| F-Statistic | 667.8 | - | 888.9 | 260.6 | - | 331.4 | 609.0 | - | 830.4 |